|  |  |
| --- | --- |
| **bỘ GIÁO DỤC VÀ ĐÀO TẠO** | **BỘ NÔNG NGHIỆP VÀ PTNT** |

TRƯỜNG ĐẠI HỌC THỦY LỢI

![C:\Documents and Settings\USER1\Desktop\543px-Logo-hcmut_svg.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAACcCAYAAADF5cGdAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAALMiSURBVHjaxFKLUsIwENwkDX1JEBgUHP3/D9NxFIUpFWjSJo3XtID4AXqZ6yW5y+1mU+a9x7/ZL2jPfq7aMABHZTbE0xohAqN20ZeywWHOZzvTxiESCXl0jXXC8SVQ12hsCynHgEz7o5Q3BCkkYFnPi6GhlA0YPsxbpnH/tD/gcbstHjafxbIo9ne7Yr/4Kqu51s1s/V5MauNUdWzyqqqz2rRJ65hkjAlyyNg56tV0VIXAMUmjQ34Tl1kW7+JEbJer+SbN5IdS+VpNsrfJrXqdTscvM6WeRaC1RkTMqBMEzYgx+Dl61FojkSNwQZeypI0g/oyEsBrOGIh8RV1i2MaBc0ney0KkQGmMsstLXFTtjA/fa735ENm5qquLhp0oQF+9O//7X+5bAGLKbzVhGArjX0xSW1rooBPvdOo23Ps/w95BpygoWHDgKLQ41yTsNGldmTdeaeBwyF+S8/2+sLsCf50PLlpTeI7PesMDDUrnhXbjVVErkXM600Cb0tWZeSSBT6IGEKSH4U4Ti/OpBJMCXoe5exh08xzTrz1ed1u8rOZ4XswwTlOMNun74JugymlBURS09wSlFLQmcxqDMAxtNkbZfMaFyKqA50S5m3fRjAnh2ZxlGXzftyGltBFFEZIk2cRxvJ6+jVa9HpZPEyyGY3w89jELAqKQ3sNro/I2Wy3gKg9w3aoTrf3RB7AOmV80JHbraPpl/akcnTHQv4rbv39M/ZsRN2frVwDuymYFYRiG42HMdsyhJxGFKehF2HAP4MH3P6pzDGQ4FCaCeNq3zplEne+wQ2hp039p+kvSauCTpABV4P9rOFK5bk5SoAXCqXEli9H0Lq5I3lwco4sThuHS3Z3t6PS0PO8+D/wUblcBVT4AqY5ASgm1egCKHxlB/IOSjIAlgMnPMHQGVQjBfr+EUL4lleYldposyzh54jhtkofBQn+ak5Em6ZBuXpSfuzs5GP0SxqYeWNZwbzsTd2r2tqv1bIMv9Zk4lHpVfwAJ+EcMgAnCjY2pVRLGuKpz1lUVo3XAvwUgtmxaGgaCMPymMZ+FpA22qQgeJCBelVb6/0Eopd48eBH0UBtSIQm6bT7X2WSr6cmbBiYvLMswO/vMzvwr8FwmQDlqlb1j6rt6MEXqAXDBshrTL+z4Ec8WXQjvg9O+ImtxJw6pxbe7Uq0FPE0xfXrEdHG/vl0tXm9enhPzIy0QRe8NWIaVQzUS1L24UdPmtFYi8B3QCALP8+D7p5icjTEaDTH0HNAoAse1YJgnsG0dlqbJoKkDEDglL2Eog+/zitjygoN95mAsQ7avsGMl0oQh3GyxEfYWNhpFEWhswnp7AV7rTcGUuYpKWNUmRRTGeOLuLwP/4W5+vZrNz5fBFZbugApAfn3ETZbYzkRV0Dk1heKU+RVu9EwCXrSh1zTj1NYPt/ovr1Svq7X0JUbUXN679+fMfQmgYZ3gv//kA5IiDKAaGtR+BPcA/jJwfPzEYA0sSK0X7VxtefPmTcuLZx/zP38MdMtfIWBTRhqYcHgZfgILMRERMQZBQUEGKRleBgkZNiDmYpBX5mVQUhFikJBiYJAA1grAJjIDKytGUYbW5v0HLd3+Q2lYm5cbTP5HVvsflFiRuiVA/i9gOgFFE7CVBXI/MEMAy1ggvgRMuu/fMTA8fvyZ4cG95wxPH71mePXqFcP79+/BtYWAECfD1++vgOHwkoGN8weDhDTXR209meNmZsbH1bVFj+oqsRwV4uP/wcYoxgB3BKjvAit4mYdfggcIoAFO8OhV3z/sCv4zYWYAEJPlKTQ5gQKOkwHmlb+MqEqBaYT7w1sGhxtXGRyOH/pmd2D3Y7Pr168DI4wJXDr+/v8SGIfPGbh4PwETNBeDnr4Eg4IKN4OhiQqDmJAIg6y0FAMXMxc0Z0HjEJQAf0NqDOSE/g+aIZmYkL3xH9zRhSRiRqSqnRNVH6z/zYjI3OCm/3+oech+B7J/sz6Cms8MxOwMn4C59Ckw8d+684Lh+ZMfDDu2n2D48oGV4eMHdoavn9gYvn5hBXZW+Rh4uEQZBAQEGBSUeE+ZmkkdsnMRPKCty3AA2Kz7+ufvF4Y//74AGxtMDLysYuCmD7hgQS5wmGD90O+IEuc/C2qBhJ7wQX0KcIL/A20agYQE6J7mAAJoWCd4YNA6XLp0w2XXnuPOR/bftbhz8zfD90/CwEhUA7eDv/35wSApKcmgrS/JYGwux6BnyARM8AwMwiKQTh/IBCZoGQwaqQAlKkakBhPLX9SSHdTkBjkBVEKCEug/pNIaUcKD3PsLMvIBLC2ZGFnAJTcyAJXif4HKWZiR9QN1IwUPSPwXyyNQixuYfP4Dkxwv0F2g9jYfOH3+ABai7MAS+N0rBoYrlxkYzp/5wnDm9B2G65dfMHx8/wvS52D/BOwH3GVg5nzLoGfAf8LTV22vi5PRHhUFmQPAHgjQjzzDLsEDBNDAdlr/oTUFGBlQqv4/f4CdTRZIqfrjx3dgqcoErJo54an6EzMHmPkTmBIYgaHKCikZlW9dZ/A4cZjBY8vGm+737t1jffvhNbBTCox9zjtAUx8zyKr+Z9A1kGMIc3UGJ3g5WQVgRxQSL3+BCYURmNDYoG0KUML+B6ZBkfQVpdP2H6NKZsLRXWPCoe4fA65GEGruxq6O8ZcAyrDsf2ht8w+awf5C9f+HDgsCu7gM9+4/ZDh79izDzRsPGJZvu8rw66sww//fggxMv0SAhYEAAz8Xz28rK6OdTg4SO7wCGHbw8DLcZQEFM+MPUCMRWigB4wYYDtzADAaJI25wEQDK8L9+/QP2WfggGYARV4T/G7BOK0AADeoE//PnN/BoAQcHJzyh/P7xA9whY2HnZngNGjNkYIeZ5njs1D2f9atPeJ8+8Vz98zsehh9fxcBDe/8Y/zAoq8gzWDqJMtg4KDMYW/MyCPMCg/vPX2BCZ0ax/v9vSHocTgkeMrXAijKIBZJ5ByT27/rPsHXjcYbr518yvH3BBswA34HNqG8MbCw/GGSV/9z09tHeGhppsUVZgXk/A8MXoO+/Ac36C6xP2cDJ9S+whPj9CxhHnLARHcg8wBdgp5qHj3fQJXiAABrYBP8XLf4ZIYHxHyoBC5Zvv4ClCxM7MBLYUMQ/AevSD+8ZAg7u++2/fvVB/8un3/D8Ak8k/QQm9LcM+iaiDOY2SgwOLpoMWnoiDJIiiAD+AKwxFDkQCenvf1AdwQxsXrBCHPQPS1pDDyrWP5hDbNg629holAkzLHkEoxD4iyXBvIaPt4A7lP+5IVL/4akcHr6gMfnfYLG/DMysv8CTQg///WXgYeICB/+LNwwMu3ecYdi78xrDjcsfGD695WbgZJZh+PDhAwM3L8MXBxe9jRExmhst7Rk2sLCAjPrH8PcbsGMMGs9lQHYjZDCCCTrtxACdGkMJnwGceAIIoEGd4D9//8rAzckNr5JB4MtX0CwnAw8LM2vwrNVHgw/sueR76fxThj8/+Bj+f5cAl/4mpkYMrq7aDKZWDAyKasB0CWn5MHwHepWdEWGdALDE+vsfMiYOylAs4MTODHHQbyhzCCf478CKiB1Y6DJB8zCoK/TnLyipfoWELwsv2NQ/QLWcTIg4OXeSgeEIsDzfuv4sw7dv38AjPT/+PGPg4HnIoGssuDksTnetj5vPWrb/DF/YGSEaf/z+wsABHa6Cjb6xQGdaB1OCBwggxkGxtIDxH9qoCiQkvgMTHRswnL79hIyjA2tNTmBshW/a8iZs/tyVnjfPCQDbjywMP/89YGDmeM1gZC7NEBFhw2DvaMQgxMPM8OMfpGnCjDTjCJtA+ff3NwPbfy6sLY9//36DMQsr0jzlf2hGQA4upj9YPMVCePbsP/ZhTNxt3r/YmzY/2BH6YD1pJljTC1k9G7BpyAnuhsIzBMhUuFP/ATu5Pxh+/v0GLGDY4fY9//COYffeswybNpxhuHoO2Jj5JA3MGLoMwnyWDEJC/NuTi/6sMjdnWSksyvCdGeoGYLACM9BvBh6w037Bwx2y9AGYIf4hhSEz/ZMcQAAN6gQPLn1AAfgfHJbh23c9jZzYP8f//MULDCJCcsB4NQdPu9s6qTAkpukx6BkDw5AJVNoAg5YJMsrBDC3BQKMN/4B+/fvvFwMrG7Dtzwgsef6wwhMMKBj+/IO4gpX1H9RN/4ZFgv8LdPu/PxzgdTOg+QjQCBBouJOR8zcDKwsrOMH/B9erv8DrYUAd0u9/vjMwsXACfSMELq+PAUv8JQvOMuzd9pDh8ztJ8PwEm+gcBmdn440eXq7LzUxEVoqIIS9l+D0oEzxAAA3w0oIvSDHNAg6mvwyskDml/5AqmZWdwfXESYaYSVNWRR89epFZgFeOgZtHDDy5kpQoyOBga8ZgaCTNwA4My5/AMObhhAQ2IzDSv39/z8AJ7kxBE+w/YJX/lRmSG4BWfmd7A24CgQce/0EGIJmZ2IA1AjNah+ofvCRETrHM/1lxJFRcCZbQ1DosHP5h1vdYoukv4zukGSBQ55sF0SQD1ZDAnA8afmRjYwJ3NKFFCHxYkPmrAOrENPNveOb5D2z//AOGw2/QxBd0IR3IVTfu/GJYuGQhw8YNWxl+vw8Et/ElpDn++viYLA0MNV5iasqwG2TUh48fGUT4WaDLdP5D0zY7ZAnIwPVZGQACaDAneM2nTxniJ05eEb9x0yGJfwz84LUvf35yMXh5hzLk5SkwaKhD4gk2NAwiIAH8C9hk+Qgu4SEpA9hu/QGsN9iEgYHNDtEAbCL95f/EgBrjEBrUrv/7h5GBjZVtSCd4VJf8AtduIDcwM/0DdymZvwugjJMzMP2CLLgBTU0DG/6/gYn+P3TU5+dfSMcX1A/48JmB4c3rfwwTWp4xXLhwgeHZy2sMzMyvGQRF/77w9DRcmJoSsFBVgfc6qNAZbAkeIIAoTPBHoDSwd/iTiQG6jANUc0Krq+fgSZufwD49ByM/0OO8DCjz6OyfGH79BVajzJzA6GBn+PSHBTRpw/ruM0PihtUMSdMn7jEHZ4t3jxjY/r1k8PTiZ8jLsmHQN/wNKaX+a0EtY4A2OdCWASN3hhmhU+TwyQ9QihEn0KQgAJgYRjj4x3Bg/36GBfMvMRw7+YLhxRshhh/AzG1kZXQyJtZjXmAYw3xgiP/mBoY5sKgCxg5oOBPU0OdBjD6DFzgB44QVkjV+/mIENqWYwBN3/8HhCxoCfgnNMJyQ5Qg/oAUNB+kuBgggmib4nwwPgGUPM7DMBnUOgfgPJ8Ofzz/By1/BvUnGN0CaDVTmMDz9+ImBi0/S+u4DhtSm1nXxxw89ZmD+K8/w+fNnBiMdBYa8NFsGP38GBm7wJMhxSKn2X3U0wQ8g+PD+LYMAsC3/8T0TsJnzmGHz9rsMD148ZXj37R3DN2Bz0tlbamFWgd9sbTXWo3zAwAIldmZgp4yVUQg2lQEd7YImeEZIsxLUhPoJGaSgeoIHCCDKEvw/5M4b8rAZKzjx/fz+g4Ed2KkE9g6BbcLf4HXhzMyQpsvXr18Y2Ll5GL4CA+DfDx52NhaG9CmTGdLbe3q0mFj/M3z++oJBTu0nQ35BAENMpA0wu7Aw/Pr9h4EPNLv6C5rGOf5hpjyk4b9/BBIwE+NvIieAcAQe0lqYkQhASefzZ2DtzcMELo2fAMuv/r6VDFu3nQF2bDkYeHgUQMukr9VXJsz09maYyQ0s6plYQCnlGTCtgmbHYU08OYZ/v5nASyfAyYP5C8Ofv7+BTVJom/QfH1rEwZrCPCS7GSCAaJrgYYnv//9fwMT6HViYswA7iZBc/P37NwZWTi5Q2jW5dpEps6VpedLZM18Y/gOrs19/vzOEhHkyRCdrMCirAOsG5j/gVioowbMD2/Hs/6CjDLyjCX4gwefPv4GJmhW8dgk0dPwTSLMBo/7yFQaGqRMOMaxevZ9BQ0OD4dmDGwweHibzKiq8p6tpMJxhYXrN8OP3OwZuVlbwkhBQggeN3oBWqIKSIwfPF9R4oGKCBwggihL8X2hJy8QGGhV5BWR9gzpQCjIiAkqkX34y/ON6w8DOBmqnszC8A5b6HGxi4OHDF08YYoF9nuzamonmnz+8YZCSBnYq/79miEvwYYiPs2QArSj4+fMjsMf/ikFSTBIYNDyQ5bI/wC0hht/gJcGIgGFE6xAyIpZ5MUC2vVG3DcLCMLLBr/+QpcqsXMDCi/EfvKn4n0GA4QMwOaxf+Z1h5tR1DO8+/gJvbNEw4j9ZURs91ciSeTEPeI7sBRADS3IGcQbQACgzkMf8B1hwMn+ELGgCNVdh7X1ogIOW6PxjeAQd1ZQj2c0AAcTc0NBAfpUG20HD/A88DAgb7mL4D+qcsoFDhJmThYGF9Q94Vd9/oIvZWLmBTTUW4QcPGCp7ui40zp69XBncQQE2d9TUlBj6enMZ3NxlwSXFizdvGYT5eBh4uSETRN+//wGPGzPDJoiYfqAU64xoDWxG+AA1ExKfemCk91lB0Q+aXIWsLP3L8P3vVwYWUJsFmHw5gOLaGqwMttZ6DA8ecYB3dL16f09mxepZTgws/7nMrLUusQJjlA3clWVngKzOBNW6TOCFagzA2hxYkkLSEXJFDh7G/wjl8pPsZoAAoqiE/wOfP/gDSUp/mSATC/AWATATsEPGft/8+MTAxqEA0mO07yBDwYJZF2JPHH0CHif++fcgQ06WM0NVuRuwMQRUB+6ogNokYhAz/0IK6v/gjvAvht9Mz4FcEJRBSuh/4OPMTNBhQMQEKiu0xGdFm9p/i5z3kYYncSVp9KYO94hO8O+B6ZKTAxJKf379ZuACr7iDbPIAz24xczN8/8bK8OU7E8P02XsYpkxby/DpmyCDrLwZg5aW1uLCcrUJMkoM54RAqyJAQ5j/XjAIMIEKNwFg0mFF7ERh+QcZyWH8C933w0N2DQsQQBSV8IiM9w+6Owe6cxiWqFj+M/z9+YXhL7AGYGflYvj+j9Nn46Y7DdNnbPLfu+sssGQQZJCXl2fo6YtliItVBq8L/8fwBZjgofPf/3nADXHQdDX45ABwRx7UUPkBbZ7wIiVsxCISRrQSH1p2QGnkBP8dLXEzoiVy9BoBvXBgG9EJnhGa4kCjc8zAeGFh+g+s9X8yfP/6mYEV1B4FNu5ZQftvgZnCyESJQVPLm+Hx088M1288YXjw4IH+1Rs31UUlpN+qK3PdAm2r////IwMHeD0TB6RDAOu0gnfb/GWAHXvwHxru5NSwAAFEWRue4SWwEfObgfmXDGwtOiTdsUBDgZWZ4etXyEgNsHWTNGHy09L+qYs1mDl5wLv84zLkGQL93BmMtATBZfA/YInBxw711x9g7cAKbSJBlx78BXr0L7g+YQJPYnAB1X8F9l+4eSFpE3TgBStQ/w+gVvCKYmYS+qL/sbAZIW4Ce4WLAXVVL/NoI/4HNEBBi8RASzcY4ePqwEhhAjU7XkODkxtYL4sCsQDD+UsMDDNnXWFYuXQ/Az+/JKiGv9HRE9AdHMA0DzQBDjpJAVSgs4AMAzVrwIuhPiH1mriA8cEC7tyykBH+AAFEUZT9/P+TgZ2RHTztDK7JQIUyiGb5wcDIARkk5ebhYHj8mKFkzsJDFYuX7Rfm5BRg+PbnD0NJSQlDeCIzgxC0VQBe74JcoIJ98xt/hvvDgBj7/wfZXwoenuVmwL8SkZR2OrTKhs/MszIMyBqQoQlg59kgShpNTQaGqCgdBk1VHYYpUzYCEz2/RkpSUtffX6VCURHaPb+ATSMODlZEBwHWcAZGMGjBH2hvw7+/LJBtkGQAgACirA3/5xN4R9L/P5yQOQNGyLa2j5/fMfDyCwCrNibO/38YKmvKXldNmTWdWVVNnuEf6zeGisYQBs8AUQYe5tvQFbhCwPJaGHJWCmxzNniWHdRu+8qAOBaCE4i5wVvtQID9/09EoQws3hnZIBMS3z5/BJ82wMzGgjRc+he6NACxiZrxnzTW4UwY++3bfww8PEwM7JxIGYaRsgw0rEZpoEtDmMGdTmbEVsz/qMPV/xnBCxuAwhxAkgUcI5+AZdmS6R8ZJvTNYpAQk2W4ePr034LipLbWNu12YF/1+68/nxm4WH5At7gLMDD9g3Re/0NXXTAykdemAQggCmdav4PH0///EWTg4maCJ4h/4FPCGAXu3maq6WxbW7xtwwsGQVERBjZgwumaGM5gbAN0K3h46Sp47TQXgxyw4BSE7J/8A8HgWoNAgmf+/pGBBbTgG1jMg0YB2LhhR2X9ge56/kdRgkfeqwo+sAm0oO3HN2DTkhHYZOIcTfAkJvjf4IEDDnCMgOpuYJpmOLCPgaEwfxKDqIAQw8PHFxjCws16WzvDWvh5f39gYvgAWVv/TwCYPjhRR2v+k1fTAgQQZQke1Jn88ZeBkZsZ7NcXH94z8AkIgjwkfO8BQ11r49a8k8euM3z78otBQVqWYeW6WAZRMdBuo6cMUnwiQO8jL676z/DrD6QJw8bCCW6j/4cux4Uv2WJErip/AvU/gzqDGdy2+w8MlF+/WMHDXKAhSCY2hOnITXhYRcsCbzIhFq+hVsigrAtZksAOtgM6AgGd6uVlkB5tssCPQkRuJUNGw0DD1ozIG1nAGQDUHv8ADVsxhrfv+RiuXPzFUFu1hOHN678MD58+YQiNNZ/U0evVxMvD8BY+dgY0j/UveBwEekQLkMNJeooHCCCKRmkYwB1noE9YIVvrGUEzZ0xMQrfvfW9obJyZt3P7cfDqRG0tXYYVS8PAORJUMPJyszN8/PSOgZudA16s/vr9i4EZWIyyMkO25/z8CeyesrCi9icZkYtjUC3yHjy+zwIsNUA79kHr6N+/+8LAy8cDXin5+y9k5g626f4fI6xfDVn9DZra/g+HjNDCiQleSL3/8JaBF9ghYAWKvfv2huH73y8MnOAdzX9BdRuwrhEa4Qn+PwPqakAGlKFdWHSBZsXBhxkwwc6m+QEukF5+/MogBCzZpSWZGaSlDBkuX3oO7Mv9Y7h267j5/YfPOM2sdE7ycjJ/B++bYoQcj8kKn1phIquEBwggykr4r98gdT0oQzMxApMAK+/VGwxNE6ddKli6aBGDqJQog5q6MsPMOSEMYsKg6Yh34KQJWRcH1PeRB+Jo6BY0cPec8S84KX/5/Z2Bg5UHpV/NCM3pTFAn/wJt9vgOKUV+Ap0ya9ZZhnXrDwM7ytJAp7GB1h6A13T/g08R/Aav6wHToJrkD/R4CXDcMWP049nYGcHe+/PvO8OXr2+BzRhGBjMLfYawMA0GbR0GBsmR3nn9g0jj/5lgNekfcIGCXHMyQkcVmZFHj0HxzXqc4e2Ptwx8HBbAOlSE4fQpBoaS0l0Mz178BR8olVfmPsHdW6LOVO/rZ07wLP5XYPoBxtl3aM1KxsoOgACibGCNBXoAC3jKlZH55at/1VOnLi5YsfImgxqwOy4kws/Q3Q1J7GwMkEOIQMOYoDUxXKAJBjbUzuA/YMfz57+fDKwcoKPpOBmIyYqgmo0LZBQwNEHT1w8fPmQQEweduwhs3vz+RnGCB20GZ+dkAtYabAyPnzxiuHLtLMPnz8EMRcXmDJLyo+Mw+Bs8kF1jrMAeJjMzlsoAmEWEOYTBS4qBXTAGAwMGhsZGN4aGpkvgk9MmT55cwMbl9lNDR72ak4n5L8pM+U/yEjxAADH++/8Z6QAkJsj6BeRF+rAxZ+jpuoygTQKMkLMRQTMP4F73T3aGd28YaiZOet88efo0BnGlTwziMv8Y1mxsY2BnZgQvC2UHl+z/oAn/NeRoo/+SlFWojPfBnaWfQNN/ARsY2TmvGQ4ePApsLn1hUFJSApYgB8E1Assfbqh6SNv773/Ixgehv/chozp/dBh+g2Zx2YDVBdMnYHPoObi9yPufG7yJ+c/fr+DzIz8BmzPnr79h+PbXjsHE0pJh3QR5YGeLGdJ8AmqFbQf9+fMfAzvPX+jxf7CjPcDjStC+CaSP8m+ELz4DbbD6Auy4sgm9AXdqPwHDihUYj2dvszLkZ/YxvH8hCj5HszQvrbasQK6FhwO6P5npFWTi8Z8I5IBYZtDBtP/AaQo0eMHEzAaMEzaUuRVG6CkOAAFEuISHHazJApv4gpwCzgJM7H/A3bdfDKxM7NkdHRcrFi7axqCvr8/w8ssRhpkzu4Hq/9F0vQmwxQ8dEYLkTtBQJAiIiYkxeHu7MSRnuEETPGqn9y80IISgvdlvfxigCR6S50EJGJTg+Rkh67JB65lA0wpPgLXqxp1PGGYsecpwZudOhrKyOwxFufkMaqpyDHzAWubnD8hpX+ygEStQG4trtJQnOM/BxAA90uM/fHGfrqoQQ3V1NUN9xVIGPj4+hu6Ojgolmab3kaEiU/8BG/KCfIi2JPhgXOiIHKgGAJ3ajK9lABBALKDp+/+M0LUwsMYY8gFJ4IGSd8AGC2JM5fc/YKcQaMlHSOEftnz167L5KyZxS8pLAXvaRxmWr6pl0JQG6fsOXhTE9pcLMr7+B2r2f3HwOCoz51fKQuunDGSECpSogQmSE0h/efWVgVn4N4OBLgODMA+k1cSCUg+CaipIxuBggKyl4fgrDO4P/IFmCNChS+BR0d+sDBxMkDVMIIuU+RgYgn1EGT58esYw//k7hhUrGBmePb/EMH2OHMN7YKYRA/ZhP/37AGyu/Qe29kBtNFGgoaKIXjMsWGGHPHH8G9mpHdgd5QIFwVchyLGCP0XBOzC5gDjAnpNBsDOFITIsm0FPW5u7tLS9jJOr/nVQCN+qz9D444VuvgcRjIyQLZjMzEwMf/+BNusD2x7gFZeozWaAAGIiplPCyMyCJPQHfHY5tLVru2Xb1ZLGxkY5XV1d8HKBhQvbGVRVuaHyLOAmB9gx/xhQjoig2iABA+LgUtB5kaC239u3bxn+USEtgUoPWGKHWScuzM6Qk2PG0N9fzaCgqsrw/PlzhtDQGoY3b4CZ7Qew/8HECi5p/mLczjAKcPYioVMlsFMUf0NHi21sGBgWLJgKDmNZWVm5ioqKksePGWwh4yXfwHEMmiMBnZv/D+ngTWZgxDEzYR9RAAgg5vqaBnCKYfzPhFj4BdULEmJk+QoUegQU+gDOQUwMQuBrZP7+YpC//oChIShgtTMvrzLDm+ffGJqbyhk8PVgZuECJ5PdbBk7mb8Dk/gPYfgKa/w9pwzPrN8j1K0yw8pc8/PMTqGRnZPgPWnMDzFWnTrxjuH79JAMr21sGf19zBnWVH8AS/iewdgG6+/9vIP4LxP8YWP6ygQeEGJgg6/f/gg4xguZ+yBk2zAxs/5ghc16/oG4GtTeBHVgeYLOJF+gfEWA3QMXYhGHVpt0Mn7/+Ydh38BSDlo49g4w0G7CjzAHM/KwMrOzAapYZ2Edi/QzxM3gr229IG4uZCdE5GqmY/Riwen0GKUpAq2xZ2MGDDxzMn4Dx9B2YHJkYNNSAKegXJ8O27XsYZBUNpBetPCrgHmBxgoOf9SPo8Chm8HwXZOM9I7SlgpgQZ8JongMEEN4SnpEJtcf9C7a3DgiAfYm8iooLgVxcXOCjGlJTUxmCgjgZoJdWIO34Z0A98Bx+HjTlgJUV6QYN0K4qYIcFdDAT6AYOEJsRCiH2I2NYiEAPsMYiBXYi7OQxaMddANhxZYau4BMAJngLCwZgjVYBPqPlwYMHDNnZeQwbNtwEy/Nws46W3oTAr1+I0T60qhV0LxcbsOP5EdhuLi62ZEhISGB49OgRw4sXLwILC1fkoSgHdUaZWCC3sRBoQgAEEPg0NNAIOiSWWSAjNEgncf38/YOBhZUJvCTzN+goN0Z2hjePGNIXLH2Wd+jIPAY5BTEGBzt9hsIyHvCVMRzAovD56wsM8qIyiJYHaBiQDTQg+QfayfwANV6VsgTPCakNv/9nB1dOX4G90Y8/f4NL1m9/v4InoiD9bejuGVCDD3S0xh+I375CE+8/pNoPMoj5m+EXaD4NWJozwi7uYAG295keg1P/XxbQVQaSDPys4gxW5gwMyxYVMuRltTFcPv+CYVLXPoavb+UYosI5GVhA12mwCECD8yt4wgVcVTBCMNMIX0/PyC4LXmwA7MwxMAKbBX9+wDqx3OCoAs1BcnED2+XA8G5qt2S4fu8Uw+Xr7xhOHnmTN3sqw63MWIaZAnyweAPGNSPkWD/Iid1/EQtukPIAQAARHESBtdeRgO3Fiww58+bNYwEN/YFK1Ph4X/AZhuDJ938/GWSAif0POHH/I5jjKG7G/4dgkN2cwEYgqAQGteVBF4rB5lAh89wwjJgg/I+qAooR8McPRFX4/x9i6BY2Wffx5w+wvcCmPEN7exWDt7c3w0Vg4EydOpVh5cr3oyU4wQFARmAR8ANcO4N2OoEKTNDkOqxPBtrhxg4sbEEHbH35wsDQ1pYPHrUB1t4ss2cvznn16rftp0+k2QkQQIx//oNWpH2BOgAUfdyQUp4BMXv2499nYJUB2pbBzv/0McN0D/uFkaAhwF+suxlmTutnsLTiA58Sxg108NtXDAwxETMZJEX1gPolGd5/+MPAxMEDbGsDawjWX+Aj3L78/sTAw8vJwPHuAzjDgDDoBLBPQNeDEq2wsDB4pg3WfMAJfn9lEBRhZvj4/ymwdP/F8Pi2Dlj4+euTDBOmxjAEeTGC18uAMAe4nP3F8PXHVwZuDnGGly/+MSRUXWR4+/I/g5igDMO/X7+B7e4bDCJCbMA2/TcGCRFRBnkZOwYXewYGDR1IaQOKDJCL3r5+wSAuCrsmhgleiFy89JShs3Mpw779dxjExYwZlBScgG1LbtDUC3hZw1+210AD3jH8Y3sOdif3V+URneC/skkxgG5B5OK5y8AErJ25QMe3/GZk+POJGzwWzM33mqG1x4tBQv4ntADlZti5+yJDdvxOcMKXkH28fOmS1kwxcYaPoNlcUP/rx9cvDPzc7Ejj0CwoIzUAAURwHP7Pvz8MbMDE/uHHJwYudtHU+vqFkb+B3WjQhExZYzaDri6kTgH3sP+BltQygNtan96xM7x+dw/obk6GfywcDL+A5vxk/sHwB9ix+M30E7xOnvfzV/AlXKDSGHSOO4gG9bhBtQooQzESaOv/+f6RgZntK8O7P48YeEWFGH5+FGHg5YXuggLq/QkehvwHH5YElSg8wMwHWXv0l+Hy5csM3z5xMLzj/cLw4c1bYODfZpCS4GH49fszZPD97w2GZQu5GOyctBlq6gzBN4OAx/lBiR2pI/QLWAQxA/sNurrSDA0NZQwCgjsY5s/bzfDpgxDeBM/24d2ITvA/OGXB/S9O7jsM3z99AZ/pxwZsMrP/FWMQERBk4OR5iXJ1EKiwsbLSZ8jMVGKYOXMmKM1Ezp69/Fx1TWQPaDM5Hzeo78QDaTb+x3YVCQMDQADyrmWlYSiIniZN2pq28ZWmVduVIoh7KajQrbt+gbgorkQ/SkG/wIUiSpHiwrVYqIKhoJTQZ6w0ba4zNwpd+QNmfQkJzJw5587cc6Oh3d30kBZ3G4fy9TyKGyExwAP3hmrtnJ/1Kje3dXiEhqVSCYcHCczobz9rib0rC1QNfAyERwnRgrmcRy6fgZZiVO9CsPpW2MMkRqguEOs5MsP5viHeemKKxCjPvpG2bcuk+uuJT9bovxbh+gKzuQxenyyZOIIEj0oEXw19rsJiAO7qDSXd0WMq2l32g9hEp9kgbfKFnF1AJsuNrD7eW336Do9Eqom646Bz72Ljzka5bCEauJiLRhBQpYiPC9KWTueO88CDmjKwvgocnRRJDjVwXb2iapGmoE8iEGxFpEstEYgQ2c3sy/9G+MGKPLOgzLtIpok/UFwk1Dg+ni20RwmMPieysvpw5QyNQA9LhoLjfRu1Sw2PzTFOL2qVreLew+62WZWMVca4Fs6c/G5NTtlzfwsgFkKlOyN4FzoDI7DQTpo7d64a6LReMTEZhqwsT3BiBw1Vgi4s4GDjgOzIYmMFJ+Bv31kY8vIigKUjA4OABAOwE8kAX64LuaKRgUEaaSDjGzCPcXFivyII59Q0tHvxA2juR2CHf0IHA8Pq1XsZvn7+DGyeQHYKwA5mBVV3vLycYLP/gWdjGcFtcRFZWQbGn3/Acwh+fn4M8YlcDA+fMDDU1CxkuH3jL4OMjAzQbU8ZWltbgSV4DoO6ogDYhSzgBfJMkIFgYKQxc3ExfP7whYGHn4dBRYWfoakpmyHnI/hYS7D9/6CrNpGXOzP9Htlt+Pd/ITPZDDwe4J18XMD08BFYCU5rew4M+5vg5i0oeP9Ct5r9Ba9w/ccgKMjAkJaWxlDaW8/w4eNLtVmzZiWZGJUeAfZ7/3/48BNYO7Cj3iqHBAACkHc1Kw0DQfhLTamxNBuLqbaCNw/+XKx4FR9CvDbq0SfwLcQX8OSlF80D+INQD1IED9pj9KAUGmptKUlr0jiziaIIvoDHvSzs7uz8fDPfjMr571GkfcE7jCaMkgxklCpgQIKrhrAOD+6sR6eHQRhgb7+M8jqrzTlZo5Adix/V78VUvShtov/mouu5MApTIIWKHElniqyHRN65lkX92VqUA5ZgGMUaX9fQ7vQhxN8ohtttkpshSJgD5DM8fv0VQ68OPUc+uBH3KpB/yo+Rr8/peC7FGdXje7ReMuQLmjDSCjptB/XaDaYnN7CyynFIBds7VZRKJUxkZ+DUW7i9jrA2X5QpBElWyXiI6KMoZGV4czanHFxpgs4rBhgXz0CCTMUKxuSCBijDZDbG/+aAf+MpOLIwIISO/mwe3vsFnpo1LC8toksylQuKZDF9Se5XAnIf6d62NjWcPVRg2zbOLxvW6UnjareycMRkFM5BKVB+tyWn9YcAwjtKA5qAATalZU+dYojbv38/eHwbVOIFB5tDHAvqPiNttYKNZYPax6B2PgjDhli/gK5DBMKvfyDLCcA5F2kAhwU8icAITuwgICTADZkEwoMlRCUYWBlZwTO6IA+C2oMgu0HNpk+f/sNvfQGNIAHTJXzY9/r1lwzAUoFBVBTSBAK5E9QJOnHiBENKSjbD5s0vGVxcgDWQtDR45hbUDBJVV2e4du0ayvAxZBaaGR5zoFEwHh7EjDQLVsgEDhMQBs0ojmT8E3r2/x/ovgRwMxU0FAmsLRUUFKC3mwMLEGBgff31FbzWhoWFneEHdGQmNlYbnB5B6RLYpo97+pRBFhiNwEIT9zQ7QACxgNdYQqvWf+BNP2zgM0Jg0fbtC2v0rKnXHX5/E2EQEGZkSM3yZ+DhegneAAFsfIF2fQCbBv+AtQGwhQqKbDaQJ94xsHJ8B/a+3zBwMUoC21/3GNhA29FBY+HfISUuqHX1i/0veCSGGdqpZoeuOTl36iKDkZk+4RPvwF1zJoYv3z4D7eZmYAN2enhAo7jAFM725zM4G7CDjnNlApW4DNDtggwM5hb/GWJTFBlm7XzAIC4B7Eh/usXw4f1dhrAwKQZTU1cGB2dxht377gBrvocM7z88BzYF+YHNtR8M0jLKoOX6kI02oIVlf4AJmJsfPCX3G3wWIhsD7Hwb0Ko/xj/ckPX7yGvAmYBFFtMbiH9Z+Ud2Ef9NCJL22EA3pv9h+AXs53wFpo/v714z/P/5l4GVjwt8whxoRSTzf9DBt58gYcvxHNwkUFMRYgjwi2NYsvQNw4MH5xxmz1kXXV0W1MHJzoR6xxUSAAggvCX8P4Z/2ocPP4o6c+YMuCQE5brQUB74OhkG6OpE0Dp08BZDZsjuFlCpCGofg2ZgGaBj23DbYRtOQNfRcCESO6iUBFVFf4FtukWLFjH8+PIb+dAwrPgXdI6An4cfsm6HGXL1Oshu8B5X8LEef4G1CSRHg4asPn94D8yIvAw5OTkMT548AdcKoH4JaLYU1BEPDjYGe2vixIngESNQKQ+qCUCnGMfE2MFPSWAAb5tlgo/+oMTj978oNR7GLDNc4v/IxrC5DRANLMVBZ49yc0PCFRT2oObtd+jRQaA4+Q2NR2aQIqB6UCshMhJUq/IwyMnJMSxYsCDqwYNP2szod3MhAYAAZF3NLgRBEP5mzO607TXLRiwinCWEBBfi5uABJPsOTg7iIjg4uLIvwAsQBx7BgYPTHmxINhERCTZ2lhm9v6q6RwweoGZqfrr6q6qv6yN4/ozQd5Hp8SIyIe8hWXCfstaR+cLR2aQvCDslU1jf9dAn6F7VDOyUMNWczgdStI+wKXcnP6wHiurzqIZVeJTIGpg6YiJfwzGUWa+hGzmWcuETnvbGiqg5igL/DG6LwPmFxMpdAuNTFcLXFCXbrj7w60TLU4lLio4U0VMTUTJoJBmbLZ4vLwm+BBDpfij68SVLXEYvQMicnrCswg4qr3Xkcj20CCwEn2mkxRQO9osoFK7xVqvQYh1Ern8UpVIJ9tA79jbzSNPDCJ7kys64DhLMs29qthL5xklwqBdQpjupzwlwb6A7KVGmvZarUHOz05S8NyAsw8c/Pe/F8rKhJ3NTlid6X1/5WFzwNLtYeE/RZzKCw1Cm6tCJdA9s+LGC3bcYwjc6ZsfUH5aW4eP/YNuX2PVd/B8sVcfvIbkO4gN5mvhtb0f2Vsy+K0o04/Z229TGX6URmcuw/CY3l1hJlkL6jT8EJbNoyTKCAT7c04Crffb0Y6l6QkPCYXnPySG21pawuXOCoL46ubFj5Q+Psd1OUv6IR2iNwnACrUAPQsOXAAInIdjYNdyZ/0AOZdZbu/Zc2L1798A5zcfHB5yLwNUCOzt1qjSg4/mAHvr67yv4vlVQcB05chycOM6cecnADUzUH798ZIAth4Et5QEldmJO+GXCMY4Pm40FbS4A1UKgodA3b96AS3wQfvfuHbiWunv3LoORkRFDQUEKQ1SUEgMfDwN87Q7WFhZ4Zw8L0lofyDCUPLCWAK3v7prQBb7CHtRmffbhGUN//wSGpqbT4Ak7VuiAT15eHsOECXvAu7iY0SEzAwIzwNaRkwohgxNgjE0OBeMxg4EC/UyQQRRQYgcdyApaLwPqF8HCC7Sf4fv374TTD2jY8e8fBnd3JQYVFRVwSX/kyJGwazcZ9EC1O/LhucxckPwGEEAsoOl/JlZGSA6ADRv+lWX4+Y8haMPyzeovn78Atl05GWLjRBlAZwCCjQDtpP3/h/IEzw4Jmd8/1RkYOXnAEb5w7nkGHj4dhnUbzjFEJ3sCE5kY5GhJYGL79QFyHDO4xgBviYefvoY9PFDWICCVdcysDByc/xhiot+Dx2vZvisAvQPs7P4VBe/oYmL7Aw58QxN3YEBKMKhqAEtb8E3dj4BNLmBb/R+wPQlsv/9i/ATedA47fwuyk4mJ4QewYP34loHh3l0GhmsXfzBISnMwMH8sZegpv8zw+xk7g5MzOzCSRRjeP7/NsHTudWDi5WewsVADD82J8AYw9HecZXh5T4XBxY8fso8APKMLbKr9hq79YYN4hukfDwPKLTz/kVf9gaoMLDuqUI7REEING/SwBK2tYmTBDEMo/ZtVCOoOVHMRS7Eg+mFxxAhVA9uTzALd8Cb8A9LSfffnLsNPoOTvz1wMzL+FGJj/fgT7HzSFyAC63gd61f1/ZjmG/+B1X8zgRAvaepCRFcBwJGE+aEGI+twpW4MmTPa+9I9BHHw9Mwsrwn0AAcTyGzztDi1BoYfcAONaafe+Q4GgEg7UvrWzs2PQ0YG2T398Y+BjpdJWHtAmbNCNzUI84MJ74cIH4FladXVT8CzookXfGHKSg4Edx88MIny8wCYMtGL4/RPoCXaCa+sZ8UhwcDAxtNVVQIZEoeewMv6BTj9DD1MAXeTLCD3T8j84CbEC+xygxWeskHYn0soHUKcVvKkFSIBKK1CpFR6ewiAlqs9w++4bBi11C/DE2syZsxhmzWYC9zHEVeTBw56rVq1imD/7E8O3j+wM+lo64Jlm0IjR2u0boAkeciHb/98y0AT/DJrQgA79xwFd7MMCWRgH9h80FzD+REupaOqgy6MhfGbE/l5YLmKEBQpsvTgLirrfrF+g7mCFuBEqDmvCMEEDlRG6Vp0RbDewSQNV9/LfaXBtK/yDH+zn76zXGGTVlBnuv00CnUhGdDICVsgM1tagU800wa2DAwcOBF69ar/ITJvhHnzWEXp1FkAAsbBAVlGBj5T7CewUsAFTOzDufFcsfKIHur5dEdiM8fPTgq8j+Qeuj/5ASlhK14UB2+0sfH+BTShOhvMXGBgmTbzKICnjzvDm0x8GZk5VhhXLnzGYGf9lMDPghXR7YRcMfxQFNsPI2DwIKkagzRzQuD8fA2Rqn/mfEKQkgZ2n+g8yYwc6FgLUfAD1HVjA6+SFIE3aL5Am3R9eRAn6G7TeHmo2qMXFIfCDYdqCfPCZ9hzsAgxtbW0Mj4EFSFFdJoOltSG4c11aMxfcbAqPtGEI8stiUJYTYvByzWAQl2FkcHa3ZHDyaENJqP//c0MT/HNoQoOtFWFCJMT/yJeawRLub6TE+wdRLf7lwzlcgZJxcNyz+Q/H4ZpMsASOdgkc439U/X9ZncFLQKQYZMFLST7/fcTw6vMHhs7JagynT59mkOACzVnAajLE5QeggQNQAc8CrPb/AzMKj8Af8EnD+SUGDPlZOxj+/RHTW7Pgla9hu9JEUFv/J7A9zw6sif8DMxZAAIGujwIP+8BmYf/8+ctx8yaz7/Hjx4GlkBC4DaurywH3MmhGlSrNGViaB+akr8CE1dGxFBih/OAe+rvX78CjI69eXWCoq6tj2LGpFdiP+MvAyQFxJOj4O1ApykbKxA0jUfkAJVA5YCU9KH8DEwwjMFGDZmUZQfejsqLqAQ+vQhMaqD0uJsbB4OamC047H4Atp2fPnoETfXCwBsP3n5CLBEAL5EBnbObmaYIz0vtXkBGHzIwMBl8PFQYRKdSmCHyAi0UItcmG7dQ0dL9jO2vzH/lhhk8703/s2tGbn/+YFcHO5fgAScDApMsgA1qODjpij4n4Ao0NmKo/fgOV8hwMkpKSDI8ffmDYt2+f79274jN11Ll/gNbV/wNt/gEaCRBALKBIAlkGvngBWF1/+f3dc9H8+87fv4gzCPPwMvi5azPwCfwEtk7ZwfkZsm/iF3SGibLEDjoy7z3QoZvX/2HYtvU1g6aZMTgR/GXjAbblQNWkKcOJI5cZVq1+xeDhJsbACgoZUK+fWRh8zgmJa1ERQ2DwUdKfkCFTVsjUPxPo1FvoxQ6gaauf/2UhE1ksf8CzuYwMHyDr49kEwPfYcwBLLEZoM5ANPLH3E95WY4e27b98hex1XbaomUFbRwnYx/rLIMDFCJT/zrB8UTGDibEs2CmgSRhRQQaGqROTGUxMVBg4mBGJ9z/sGBP40hBoUwK90cwIO0GNFenYEVhKAxVS36AjN9AOIaM8oukCjsyfWAIN+US2PyhzpP8YeJH4CP1MjMTpf/OFFzzRxAktuECnTIsAmxrv31wAFhr/wOdEw/aEMTADA5LxE7RlJQC+XOP/H2YGRnbQWqWvDLxcLAzf/7EzpCRbMTSVXmT4/JzZeeeWJ54aqurr/4NGExlBe1wFGQACiAk24gDrFAP57tu2bQOvhwG1L+3tGcAzkcg5+s8f6pTwoHHVn8ASc8KECeBe9p07dxhERETApSWoTQdym6KiIkNPTw/8qPCfv6D7aVmIzVRofKCZyIMs4CP5mGB9GMQQHPgeU6AgB2h8mJENvNvry68viNqNA7JTCv0cK1BbHoRheQs286qvrwSspf4AmzfMDJ+/fmbgZOcE1pyy8OgH320ErFGMjTXB7vn7F2kJPzomBEE7f1D0/IfvBkJVhyRPDiTWPTggaNQLXEtD88v3z58h8yU/fmCMHGIfFWNESY+gmjUgQBd8pApo0OHQoUPuHz/C55TANEAAxq6epYEgiI57X7lIQg5SiKgQ0qS1s0lhk8JGBC20sLMXgkXQ36Oof8AmguBPEETEFCISTTRE83G39+XM7JqAhVpcebfH3jHz3tuZN6YRO3zCShfG7fLJ+XWt10fmi2Dn8GgL3hDmzi8NuWY+jef41DKd0N7/lXkpo810QvJCKdkoX2C4vGq+4I8uYLFiQ8EOoD1oIa5PkRdKEOMSxNKGPr5E86ILG5smZJG5+kkXXJHTXUx/w/ZpDk0wm5lc0fX8JGG/8cqbJT9vMC0GsLwSQ72+zgHyrpVA4+CSSTttV6fbhp3tEuztVjSeVzIpD+0m325B/asB2BTMQp97di3xTeQU1vByPj/Lmx3zqWHWKuqyCIxmLomV72BY1HmfUZEx9FS/MaURyjTsk660cfqA0WABbBepYSTBoIXJtQ331tDy3hRzCK2x2yoKawvD6QgXpaZE0RBMW0vOPJnc/aH+OBoaqRvJV4a6lMyMqpUIxn01tdHQ41rSzK/3j2gaOkFH7T7nWh88zqZQDKHTewQHuSJxK65bEs5EdUrY00c1tPrBELLODIyCHvIAD7y8A2u1KhyfncL9rV9DbliuruYfaAla60sA1q5YN2EYiB5ObBJKhSq6dWJjRIK1A/kDpH4mQ38CNVmzd2Jth1ZiACIfd+cjMRJFDN3iwZLlnK33zu/epYl1omkRhIJQlGU58X4k2vTpFGA8jm7C5Kz2o5/rUU3zbuHzyO2AAivFwHz52yoAr+taVXGNFoKkIrbiU55RgLrMyTd3fF69LfQk/0+9aFVVQpb2v9/cSBOeX57U7gHkZZl5DO+DtQlBkx/YblPC3nORFhiIMHzrVKzXurWXJw59++Lci+qq2NtnT8yYfc+H/aAJ4o4ADbPl44HI8qh7kUWxrmrBAc/nYBe5324HQ2L0xoVqLKS9RMI/Ji7SRYjWoDgMQTrncTqaM1NdsNP+E9HIsvwPXoBXh/2HTuznaQ3GwO35vZDuPQ+5U3ijg3stIEPu/kBBP2jnFsUjrN8d7cvXZLP5KF6Xs0/ORuYuh5MApF2xTsMwEL0mThvHTdXAAkIMXeiC2Nkqhn4JMz/Er1SCX2BCnVohgYQYkKqg0LpJeXd2TbOw0CVLk1jx+fndne+dkvPZopFC9DSnyeMDtpU0o4urEY0vOcnjThx2Ds61uuSikiqVv36H5YFSvbRrJ2SYOi6Wr5i4hsr1O5VYRLuoCyPXGI+WMOBXVVJRnNHGMiceYAwrGEJNq/KNBmb0v7yXHmOiUyyoJZBiDnz9ltZCJPiLweoT+BOpaF7aBOjJUJQzvpaurrsyvhePD0RLWDP2tcG9wF3rIPORtYC3blxmm/N4QrOitfBWxaoGbAhb5Sc/lqhCQ8der9c9kNkd44Y5KsTnYO0u29341qCxZKBDEfre8Dkct+/oyxGovrvWInNuJexs0pwSkzum3VBbp0iekfzmd1O3iVnsQNxxkYGrnw/xFx3uD852cJ4T/415hB0yiRNZBa67Rd37hL/yAVvI3L1CefhbDINPw++sIhgxHAahirAXC16eaUU3U0Wn5xU9L7Y0m71Mbu+u7xVAlc3uRwDSrp43YRiIniEFRVAqmdBSwZKlP6EZKpWNX92fwEYX1KFjJBSqRrQBEgX33tl1QB0YmiVTlA875/fu3j0H1Eg84sXidQZPl7GOaT5/9pJiLLbKGJuEcphNKUWX8ARevqmFeLdNG8357qAG0KmAKEpjxpXhpclG9154LVF2AO9et/GBREXR55eM/27+nRYVtwOGAKKl0fd8PlDGEA4qiyjSHgvWxz3/EIHH27ZXV52ysyaaO7Kx/8LmurARDyWVq5xvvgEhZriD72fqnrXm5PEu8ppKldI0Gsn1aZZSp57IhJaCIhqwOlurF0LDSdWloLL8oyyZxhZraXcE38CxelvR+PZByv0+SekEbKpdyP2/P0P7uAzFdocNTSd96QjDjMg+GDZ27843qfMT3mGhnduJAxxZAXf33Q/donyb81hpuf7PhG/ZGsGRV6gKcJEh62g4kBUO2icESjT/6AvWbQKVAe8cKUOC4defJkkSek9fUNeZLZeb+PFpKL6KPwJwdjWvEEVR/Ddv3syYZz7iTbxC+VxJKQtKFoqNkBVLC1KSkq1SFhZSdhZs2PhYKB9FiURJStaKYmExY2HepMmY584d5543ZKf8Aee98+773d/53XNP5+ighVPSLivRfnEqKgL+JoTMADq6la63uZxVc4KuntNcVhJe3T3U/ZHXUkD6hoQgdGu0SzWf6xiD4jOPltZqrG3vw/S0IRKpJN0uYadUf0cH0XIbBn1MMn4Lo9gkPeflQWfJeAKlloXfJc//SomGLC5800WM9HAMx0dXeHzYo+iR5kXMphuJWEhiyRRy7ylapBJOUOl6xP3RgbfCtDq3SlJJQeWParl3/xTExMQKuVhF+4KYWZZB0EFJSB/3W+G0m/8G0hHEjsRQpKu7+sOYnirn0T0HJzZWl3ZQ5DdJqhi8ZsL3zHZSWuyfhwS0ApojnxEMZzA+OYDengb2YXnjDteXhzw4zqvq9fP6z+FV9RpSgA8GTH5uzpPgzTIzO4z6OuD8/A2LC+tENGQnFGiNXxdR2Z+ZSyHNYlIS2guaW2oxN9/HJLa5dY3tzQOEQzVsn88bBWbOcRT7trczlfz+0o9XjI51YnCkkf3yG1nELIf2Sty96OXu0slCtSR4GiPFhUK0U71sYhxdw7rbdcNLUB0YimL3yED6I1NxdppsbyPACyTwJQBpV9PTIBBEHwUi/eAjmhgPPUhMTx7soSH9D/5N/0nPvfWE8WBjEIke2opQkNaZ2S160TTxuCSEXfbx9s3bmaUV2ctlPl0sFpKLzDkzwyF0hYmp1k2JbKGdieNgdtDwUrFCA7O05O9r68J1DYzH18KinNfSoQC6OziTtpwvQ/RzP59jMgkp+r5FUdRwHVvAXq7XcHzvf5KGVhpZgunDDAY9vK1ssUWTNJU++M6NMKpBMoXbrPf5Vfz0k3nCDg7SXhv6O13by957h2bMIkbfEb3WxPgMeKZsBq7jrWRbfpO/I1+tET4ExNaRbIBx7n2SpOg5NcyTvlqNzFQDXj2rK1NSoPwkMZYlkg8EjMQKnc1meE3ZaSphyW9F7Rbw/NMxBlb5oQrlt80TvOw7eZHHFMcxApeP9ar+ALyKdSo84/LqtHWk2NXjsftc20D3/wZ4OCoLdZM9qjpmCkzLppRrnON0fnHsXg51cctxra2lNBBFoaiH6iXlWGzaNKM7wzTwJQBp167TMAxFj2NISkujtoIyMCAQG+JNQfwEI2JCSPwmj4mVgQHEYwBRIRVo2lRtgKZNOL4OIDYkhkxRHD+ur8/xtc8VWZCYzuLq+nKrFfisXBGrm4vizTUebG7TwdJ3rlQJtCr3T57VNDyRCeqQEP2oubaCQDq8WJ7A3LyDg8MdnJ694vqhhFh7NHR78q7RIqmcvMPu/h4WFiWWjeGbRQ057Vt49Q9NJ6d0DG+kgvgjjzDSJD7jqK2voR2+ygGyp/o9yzewpEEHeSGpW9SgBjc72Tr0fETKptU17YxoTOS36HN8O26I3nhTkjqMukYQOqAnVnxMHMERQwsIKXxz6ZjEfGi0Or0Y3YLF/HqaRLlA+ONxsnlGE4gIeyS72E5+kMZlhN1EJmGu5KMf5dDRk9YHsgxdnUG3SeKrqpLp2iH5SJOM1NJEFXlQWmB98y504iNMA7zQOxsb6zhluNVlREYX08CSr4is2V0Rg29nhsUy81Oi3lzvFeTfAV899oqIcrMc8zn5Ps1SxyfO7++T9xKUW+YK00OfK7fEgRXbaAJF7NM0dS0cEopUwbc+th7LIG7L7joNxuyGytDCJc+rS1aY1Y0VPB+d4Oa2uXVxDrVdC9JPAcQEGfdkMHr8+LEJqFQFJVI9PSzHWP/+h7Q7CXK0GeGZ/P/Q208ZIW14IPjw9gd42njHjh3AducX8NhpTY07Q1xcNIO6ujp0GJABnMs1NDQYFi2aw5CS5ALOtaBOx7ZtOxiWzN1ElStSQe132Bp6UAlqYmLC0NhoxLBggRvDxIkRKOO9IHWQI0Wgl08wY68xYIOAoBoBpA9UIoMwSD+MDeOD1ouA7AatDASpBfmdDdrgBpWcMP3gWVw0/SAM0w/q84BHvpBGh8DHRqOph5kBo8EnOwADFhTnIL18fAzwHV3Y9KNjkH7YMSuw2hw0fA5jE9IPcjNopxnymDsozYD6cywk3En59w9ihPzf95/gtj1o3sTYWBVsFjAtmVy8yGAEEgMIQNf1vLQRhNG3s+4mLtm4xrbGIgjVQqWXQLX0UoQeCr0VS0V67qX+E5689OJ/4K3Qe2+l1EsQL9IWehCtDfUgCLVJSXR/ZGb1zcyuNw+5TCCZzH7zvve+701mJPNi+Ploa/uTohD8jagu8GypdDg/Ksrtud1crj3rWpHkfkT5xCWCuzkCok8ghSnXBUkNmd/j6z+6nElPo4awzp1hNkB0p4r3W6NotztYbv/AxsZTY4998xJYW50jrWjiuPfBNL6mxpeZbu0UDk+AzfU9fP38HasrS3iV2Q6duLy54avH/VJbK1wb6stGWnj62jz8ydoFDn99RPh4F7MTLaPT9vtH8CWRVPD3EOG6f0Ok2bS94Unp4HJMp7OmBZtKiTCucWHqO4gSR1cavsGNXyBWDvoqKQJEv+/Yi06kA+n/Iy+XCBnl/cEZwmQSNWnFXdN7AC8/ouaJ0Jc6ABW8sKCU6pRZgxlEjhiUFlIhoL645f5BhBkjTpvMyoOMKZ0LlAY/GUgnHL+0R3dy31wuljp2I1WkPS02Xj1DHRO412AsJJyrWCTOKVxUOpxTl2tBakRt5WnfOj9LVW2Upb0UY0SuelG6uR3PozG4zw3c4HcIxOLcAEqOc67TED41hFmPfEgeT9rmHhPpyakoUj3SP9cjDfNT09EvbQq20iQK75P9a85K6RcvS5uaLXp6dMrI2SfP+dg3D3A3WsDOl07r3duHe1cCsHb+Og3DQBi3k6ZuECoTEitzpaovhPoGDDwMvAADL9AlG1ufogsz6lCpQxMn3O+zE7EhAcrqsy/2+bs/Pp+1jY5Ht8ZmYldTBbgs/qfILwWVSOcdzq3zISEpGIQwg05N07j9fueeHh/cdrvS43sswOZ+k68PeKUMP7/s3Nvruzt93MrHGG3p36bPMAYCCzKiSbr6pE0QvuX5gzpErFwwLmYJrUGkVgcl2PU/1zFkkUtTz1Vda4GjCf9ggsU8jP3RZsjRHglRTPc8x0jF/NrmLCxEz4uFat8XQsA4miiii9NGRhtCT55/cRXcbJlugyHwvdGUsZJZytx6n+8C8+EY53AyWidUF/HGWOW8lsAP1t53qW2M/aQtxEOWS2hV29P6ieaBFxmxiU4NPvHbKU6/mHiXP+U6VSFjXfj3m+XfapByLHBn/t7hs6X0y/pipt2XAIxdO0vDYBQ9adPkSx+21YIODi5alILiYEdHwcVN3UX8LQ7+DEEQ8Vfo4CR2clAE0daqtNW2tmliPPcL9gGiZgvkRXLuybkn9+aaks7c3KJQfamiw4tcKS7iR8PR8PsdNd8T5v9a5MZpJ0oXsX8O/Pco9aybIqgKqDXesX9whtOTEvZ2trG27jANK+rtjo+Bo8MLXJVqyGZXEUm2UHl6xqt/h55aDr/A4Z/18COAN/Wk7q3dc1TLXYwb0+jUF7A0O4VeUzS0jGnpYGOzrSs6DUv+WHaP+UIefiePZi2HdJYMlfCHWhgjo2cOxDokOIleXc4gD1kA6fl6jIMGoJvTdq/F15BjunCo1SWQpd0gQf1u2fJnNoLOUAQFA6Ud16AOPiZIIDZsK0xETaNJ8FCWmGGQO0pKGkSuEfCmEjVMNqVmZ3Ih01oCL0NSk/1D5ybqkeWZHCuuC4+oRBeWI0XqdZ1vRCLN0Kj3FEmJB3eTlBGUeVZGN9GLRaKiCcT67pwLO0lpYTcYJIpBFddlzIEnARuTZmYdZPZYXNuIsd4b33w57p/WX7FVbBKWqImgNcRc3qDc2egPBfuV2VI87Vx+BteXdVQqj4WHcg5fAghYA//nu3//uyaohGcGBqKBgRgxC+WIAqB26D8kw0C39P0AnccIbZOCMKjEBq0QPHv2LEPhlasMJS+SGSKSFRhmzlzBsHDuJ4bHDz4xiIrJgtt6X95/BK+1kZWVBa/94SB34xUjZN1KfU0y+PxIQVDw/YKeQguaXARGsrqqHMOECamQGXYg/gwMaxH2n+CWHQsLcSv5QBkctM0QeQKOFbTZHdrm/fntHzjif//+D92/+R1c6v5jhBQWoDY9qPT8Abr7CshngU7Jw9rhsBIdpOk3VA34DtRfEP2cnPwMf5ghbWVQwv73hw2yFQ/a/v4D7buAlyMAExOoVP4HXcsCKmG5ORmg7vsNHZmDLD9mB60vApbcv/5C+i0gfTC9/6H9B5B+QSHQwi5IDfL/L8gNkD4JeFkJkP4NFAeX9FD3g2/R/Q/R/wN+sCdF2y3A/cBN/4+DamvNR48e8QEEYOxqWhoGgujsRzZpIa3QVgyCUijYg+DJn+DBk3/Vqz9A8A94EKVWL7VQrULEajepb2bbWNRDzwnJLjv7dnbmzRvMIOk9DkeZnytKtyztd5diuetGr9d7FFlZkHKDNWfKgAqMqtB+z2qZfOq2gaLX8PFvqNHM8LhB7Z0zGt96ujjfpZNToqvLPXqajKjbP6K5fqBRPqBa29Asn9L9hGOtx5tU+f2iyKoqs20lg3xHhYO/qA6FTsJ9mriW1C8Lhmy8SnC8AH1ZWy2w9/xrFugocfknY15UGiiRuCKlXog6s8b8rVFARCB8CZ8W6N9KurLgMQUJQqu+RH4kdDZ8h7G80dzjXQyIN0odiOo4auQ7ON2M9JDlCi2LXcry0nEUOpdIZhd3M2U+QiJ4gW/zHUOnZIsmmc9W8KkNUN/mGKqTkKDTKijvw/g1Tjbvn6X/D49LY+OoAv9h3mzZDCdUHOgAHLZNVFwRTawrpLik8AA8lr6mxvICXqNoUcMpkgg33psZxjrF5qnDj29XNhdRinlyFC4PyaqK079CePfDCv0HnfVajuyg3wEwysU1Gw7GvW8BWLuSHQRhIFps0RCXgwc9EjTxQOL//42NF6PGoIkLBazaN9O63IyRK5QUOn2z9g0QPsMpIyAO7J3B4H9NOoBQ0iedVIsLPQO6HIpCTOa5WOqV6MlE5NOZ2C02NI/RiO1Z2NGwsVX3Su/ar7fiuN+5xRr/tt0/Ku2YeQF1OUBE+C2hlAQd6yE01VtmNXryDDuh+DL8D5S6dRTVuIDLPiLH3YjanAnR2vGJk3DqZdcrb5bge4F0cXJn+5faunBmuAJLBBDbCaKKncMqmamB/q2fP8ZTckpxdIl6H9XM5mCRBXYbzSrvIFqELxntmcenQ1q3KVtUiBbOMDcOfqGFjOH1kXTynDOj7xW0GA/NzXOOiBkYkkt+hrk487Ck52Xf3ZdMGGTtK/QQ2J+FL4P+9cIb03RIcgSNo7XOHgIwdjUtDQNBdJKm+WiKxVpBqliLingT8T949Sji1T/gD/PuwXsPnjwIHixWGyrVFps030nXmdm09iDiLRBIy+6bmTczb2e1JFVbvVe0Mq0O2+06GLas+M1vP5b19yJ0CrnT4p9J7TwsadbPoRFajKPjQzj9OIPbuw7s7R9A5D+AM7iBRluFxHTATc9hbeMRss466BUTvUIT3t96kMZTuLg8gatrC6HzjIu9++cf+V23JLiVz4eElB2OWbkuJ7fHImJBF4kowkwKm7ibN2sA6bQSMcT3dF3fU/GxzSLq5cUHl708UhZKhHWNa/MgPKQOHiiJD7aGnhjB4vn3TKMMDelBacLPIpXT2zw3YemBjnxVLUvKM4scnnJsIV8mQE2CARqNCqZKlRAXl7gq7ygPaI4m0pCc1o7ow5CPRWZBFxNO9J/mKu/Dp99FcKEx5oKb+gmCmcYmhq6CRkUR2i7qr31JPdAwDAQw/TbRtVHURydBumafJwAlWcwg98ckPhOYd1l8vC/LXe5Wl3OF774yqtLpjTN0cGisZc1Fu3EgDmsQovdxvS/wAw8qtXyBN9nsK8aiYD4gCzbWQhO0vOmlQs1KOG5uUZFkBZPWEbx0p61vATi5mpWGgSA8JiXJ5qdtiPGnJFCL+Hcw7yB689qzbyA+lAd9oYKeC1WqaNNWhKTWb2abelCxmFMS2CW7mZ35ZuabqZXlPOFoBGsArhY3zZ955P/iu1cYk9sYjydkecCPcLS6XYPOzjO6vs2Ak2+wgDFthw0a9Pt0nB1RIyDJtDlOKj+QLdDB4Q5dXV7Q6QlEqX6nmYUrcOG/JYUrPjy+qXffE9/AcXzRbi/5ULSk34y0wCzKygzAhtAFHIH5N1QhB6Es3pYs298uSQqxlbNKCP9EtKuLDY7jpmQBbaUzqC608HDwSJ2Ot2wJqKM6WutXkRQuq1SYrwWfhivCDHsPUOODDOwzt/BO000x8nP7a7whkRmNlfk5UHVqb7Wl1uF9LZU1zKbQ2tORvPMtZxEFs3Q0BXPP4MDzWAXYFGFv0vVUeEavRULKw2Eb5bS/i/uaLWwhtig8h2SFC8b42gdwVUAbYUStKBatm9MzoBOs/8OT5GDYZzDFcbf+bpW+olHnvAYfUP4myHnyKQBj167SQBREzyYmxsSs0WAwYDRYCEbEHxBRkAgiATtBsBBBGwvT+GoEI0JQsLBTv8DSUhBBsLIQBRufjYkvyEazrjEv5z6yxkq7LXfYvefMmZlzp+rm/tFvZKo4OgQCKm//l8ommbIKUXImR3Cvp/Iffxh+lfkcRFFvGQ1qQz3ml645DcY2OhGJjGIrfoDD/WM4Kb98vdU5ZrrtjPr2UO2swdh4P6LRXvgIcBZnj+BryiC2PPynsi4wmi/P+5bMEg3yhGLPySKmIoRoxTfoBdIH7lr6USyyCVSPYoHNatqR1d7R1KjSgX3AQLgD8fUQMpQCOTi4GDDXiVRSiiJKWS5C8aeXJAIqG0DTkNXvEAoFsb05gZY2aUOFWPnED6ZVWmoZSuWClKdT6vHB9FKKvgs9KBcYCvdhZSEMBr6F8p1OWTmhbMuL4bQv0jh5L6VrXnxqn/C4KWYlASObwGp8DSODzexmagqiVXiScrK+L9OpvF7Htw9a7CpH9DShrcuTgkoHd3dnGhQCD9mwtkuNBrNhJjIDLyGch5jCSrrQRvonjavLE0zOTWFmugd1dqGhdLlsxiPfn017Wln1AMSECht/MIRWNO+sqkBji7iPSGxSle4laVBnbSPF8jOn1t3VgfOzU+iaw/8tgJiAESwOSnyg3AjKCfAxfioM04B3LSHGAhn4QMe+AgFonca6desYHB3rGI4cecfQ3OzK0NfXxGBoaAg+Jhu05xO0FkNZWZlhwYIpDF2dwQxHjz5h8PCYwrBwzlSid1wROpcGdC8TaAkByDxQQgeNW4PbltARJJha0E6sx48fw9uZxO6lBbUbQeuSQOaCFqkZGxszVFXlAUtSBoa/RGxRBHf6gX4A1UIgs0A3jKSlRcJvuyN2LgRkN8gc0P5gMzMZov0Aij9Q0wWEQWlj+vRucP+KlD4cA7SGzi4qYoiMtAGnKzY6HyILimuQ/4EtDnGAAJRdyy5DURRdPS0Xva1GPRIU8QoGEgMJYSQGmIlEIhFEGEg9Rj6AzzAw5S88wkBiQCIRCQYGHhEabbW3z2vvfS7KiMEdnpucnJO11zp77b09kUgqyGajsjI/fMG0VrhSgV9UgIzWF8JzXWUemT/V+XL7Ov5fNkHcmFsIOwmWukYDd7cdSD35sLGyh6PhWoTD/djZHcPpeYwuXRxb25uo8tfg+ABYnLzC4f4JAmYIna3zqKtuxlsEqKr4h061f5raSkpcmFs14fb6kHT5cXF9g7NL2mKGxB5FF6YfJnH1iekeKEsJcvT1WuKjyuFR7BIemdFkOKbv3zRQwUq/UeQspQuaxPP9NdbCyxgcoIucY7rHrz4PIoSVO6TbDOKrU4pMPeR3fPa6WO+vFPLLsTA7hPYmdrNHZRJ6sUsPbbNVwEFIS4oglKCcQZEsR/qE6UwUI6OdmJlqg4+zkZkYIbKlJyyKzbnesS/bIs+VTF00SDfEEawgXh27x/riOLq7NC/ORF/g9bN/KOKsb9JtFh0DtG4rYsiGEu/PaGk2EV7qQUMlO4sTpBeTciBZWU0aRZkC8W7OxEoZWV4+Wz5d3+UpOFE23Kn8dz7I9Vmjy+dhF0QaaMD1mgYhfh6JuBH8EEAsHz9+FIDtIQTNgCJW/VGes2CnR7FwccB3EoD2sYLalKBdOgx/2cEjQ8eOHWM4f34zQ2RQAEN0ghmDANDdj58/Y5g+4R3DgT03gSXxKwZJYLuTl5OH4dq5iwwvX3IDM5M62TOtDOB1KwwMTU3u4Bu4n31gYJi3TIDhyu2LoCNK4G1eNh42hpQUdwYZIeh2ZEaIL0AzgqwMhHddgUoV0CgTM89vBldXVwYHB27wCAdocIODg5moPhCoWfj81QeGsuosBg01YNHz5we4D8EC3RlGCIBWUMppSTEUFsZD7j9lhWR40OlyjASGlkGlOqgGBK0xiomwYvgI7MiK8jAQfaIAqIb4z/KXITc3l0FUBNIZ5wF20H9+eQXsuPLSvGSHjaqBRh7B8xk/fggABKDsWlYaBqLoyUxb27RJWm0UtRRxJf6DfoIL6Se4dakrFy51LwguhX6HX+AHdKGgbnxh01L7SDqN985MQ90IEkIWIWQS7py5r3MmNxwqTyUUJDgVBNXEGsnMbDCfpWNUhpKGtBtbg8r9ifGLBJDF5qCqu4rY6SDcDPHRf0bRpQCu0MTF5R0eHuu4ut3GzfU92u0OIVwR/kaAaYl80GQdy80ayis7ePuklSL87x+wXMbUiHPy57HZroW8Y1+EfsTpU5d8V64aEn6772jUucPj27Dn07JGYik8K6BqIEbYDA3HPTM7KRid8oSuFYLU1+gJ52fHJnugaW+RpdnlDZNMmWe5njWd+57yCyV3gPHkhVy7Gg4PTOYhGfVoQI52EbWgEY3JsarLUo4MNYXGJ2RXV0/Hkx729nfRJFckHhD+Kgq8JU3mdEG7Q5mLEFNoC+CdGmSfAtMYLLV4cnqk3+27MQWoXVppfd2PWxBzmXKTGVHcgUmH1KrOvInuAI2tPFotT68MTNIOArrPDTI04Zjzyz09OgesYxjmKdNEVGVzphObh7dtxbPkNxEFRnI9lwlOlTI75SEIrkDT4XtLugaSxML7EYC0M1hBGIbBcJ2COBDmE9RH0LvHvv8r9NRH2HDCNvtlDROU2bIdexgJY8nfNP1SRV1a61Ax1VwlTJC1R7vgJhgUSbTKbj+KUKI/ESxpK4km6E09lfTeG2utaHrew3oIQfrmpRf8VGjM7pfGfpr2g2GIHer7lE5IOyCfMbV3fRpiPHzTgs1Kzw7aGz+udvnnYPEMrz7rPgH+OuekegNKujk3cpUtt0pG1n4w0tpAWd4vzMbqf4bhpBzb77cZ+Mqsr2MBV5Rvzb5Mg96F8tuYgD+ZPmyP8HNPzUEu8oz1WwDOrqYnYSCIvm1LPwXRWNGYmBgT75qIcuGH+0e8eSChiERMCgEKpevMztoSDx48zKFph26m0+HNduaNo5Xn+0yVRbjPbf2MlFcSgerwXNU4VVpbdT2Q8q9Hz7DFJMBcmG+TQDO3aU+ggBKHvKSIEMWU7a8xXk7QuYowWY4wo0t6dzfIcgdvY8K/CwW/myKifMs9m6JMX1C09f8cnj9zW9WEYEXH9MyQI4UFQYUdQnqoHuF4rwjgrkJEtJau20OiUrMpw/DTrzoUsSwZvvpVR3OwLK45/5xPMRz2jbPKhgM3aUzJBB9SZ15cNLQuSjf2bGUo9mP4cY7+c4rNSiK8qwO0uDa8YLLNYxKv0Tfldls7qPyd9DOcnmvcPwALq98OeAcllk6mksL+/lI2mkqZbcr0eMrJ6X2YYZ6/4nFwbU4nnvhBFBDs/eImiq6ZaKJYrL5jMgjux50bqZwRnga3WG/E/Iz6mekEO7r39oSOWRKhwjNyJOtiu7BUh6wUNsqbBpLy0CtRG0A3PipVlvLDQqRA/yY69L8F4O2McRCGYShqIYGqUAbahRtU4k4dqNhyCcQBOGzUIiQY8GuSAgs1C506NVEjfTvf3/6LqBxcTjmniB3BfipwJoSvq1q6bi/ny2lEAGoAcNK8gyhoZXBjA9lAWPhmIgKID9J77+V4aKUw0khzc2lyP+SkB6HaqN/OzMSHpOPx0ivd321AvuTwMAS4VJQakYYb1p5rBTe9NLr5HJb9wPLQ9kvggacO4RotEw08NWfLP6u2iu40pWhKM561UWvO3rlj5VFK/ZAqn5vCJOtg/abZSZl6xkMfZJUnGzgn/3piD0PU4D8F4OxKWhoGwuhL0jZNTQUtWEVUUFFv9uJV9CIIoif15NH/qBdPbn9AEMWiIBTEFrukWaZNfN9MXcCbh6GlTUO/Wd63ZOY9W9mdJHZ6kBYRvkQRU/i4Qlkxzl8Il73cBV5T0JIuyrBfycoyiTWcNKdjWmmGygPmkGcuHjFHdfBQB44PgMuLI+xsPcFqPcHtvqFqJ3A7TGh46XIlxLycEGvUMWzd4vR4BdfnhzjZn0H96gXj6T8iGalq6MfsZiEIu1lfM1cJM/EEiuqZSdUj3fYdk6p7NCMPbYL4O+dIQyoOBJ22Q2S2m4zPg29gDdlvCb2UiKultum2YlyGxwEuE5r3NmfgEmwmikpnR5mzTi+zyFdPV1GGNHhID5PYlhGfY3e5wRK86BXz5Rhr9GxTvtjSR0nA70szR+jXJDgeC5nj9PntLPFdn83UhyCG0Q02apmuJcnT1IqfMHHsGtFZa6SAxc8zepGB10OHY9fXGklVhL0FWN4ZtneDb2Z5v5QnIPDP5WkMDVID2V3kQvG3cYHzR2LotMRxLyDrpqitKsxNGo4EEYAp+T6CTNFeFxGTGVH90nWUsQ82zo28xP3vP9jN947uT9FH4gJJpnXLyz5ya/CLCGpki+yx+UpLDEWerhyFvFWUBVC5OPkUQKD0+A3U1oOtSUaUzJS34+HnqCOVRl8+fwR2RrcwBAb2M9y+/YBh/pwWhubmKnApCJpdBfcl2CElPGicHDQDt2BBF0N1tS/DmjU3gR2gMIa1a9cy/PtHndwPmwwGlUagPgyoVgHtawWdEw9azwG76Zkb2mfgYIcUV99/E9cGBdVY3NxM8CCAnY9OuH8NqZtAJSwH/FQNZoJ318L6CeBlw8BMAWqDg1tIzIwotTjyFDSsRofJgbcvgjZXCwmBh5aR6xLk/h1iLd5/tFYj5K4tZLcj13rI/qMH+P2bAXYzzDeAAKRdu07DQBCc88kKDjhRmgQRhcYiouEHEBIdSIgWRIdokPIBFPwDBR2/QU+XkhSU8BEUiBRg4we3j8uZmuJae2WP93bHs3Oufeosq7wekIajIF9u9inQ4Fc8fBzqAyNT45rv+dDdtriG/CK59nKryH0rHWuzEmMjXUfSfcHrW4Oz4wX2D7u4fxjicX6Fm9mcNSNURXR7GW7v9nB+cYAvt4tfz56xeHp33fsl+hO3E7m0E/8D9MyEVB88NbNmhjg92sagd4K0P0bdiKoz//lENtHevxED/7KwhB4krD4xAcTk0dlmc43LpuW3A9yuu67YwAEizopt4NtFKPI3MKO5qXGZbLqTCaPkYyamulK2B2IA5QEXtZi0uqbalQ5Lzpjc8DIImYkNsw1inRYAz6+cNuyqwHhrhM2Run2xRsWbXKqeNvKx0k5uWn47Oa8pj2xqlLXcyhqNuTEhBsre9Bys6w3ZmSKRVSfaM3bUNlw+ttJEjFK78nPy+Ax/1YWlSeX8darECpJa2+WvAAL2WNlAO2rlQDkOttiLSoUnokcPdM/PLz8Y2IAOZWRnA7eNQaUHN7cyw9WrV4GlfStDsH8Aw4QJjtC2Hujo7EyGl8DSdcGiCwzz5q5meP+Sh8FELZThxpVr4KEyaowjgS4zYOKAmKSjI84gKSPOwIO0WhQ0uMTMBF9yzvDvz09wpw50Ehkx7WBQbQE6GxO9lIOVoqCBEkYcR43AdjKpqqpCS6n/0MsgoDUn/EBMxCpORqT1Q6ASDRTOamqQHVBsrJCJIfCufRzzLLCSHlbCg07ihd3iDr6OlpUZaXgXtYSH6YXVLqDMAzovlBGpCwc+ch06OgRe60OnEh50lSh4Bp2T+QNAANKuJadhGIi+xG2TplFbiPgISCokxCnYsgCJFTdgxZ4VJ+l1kCqOgAQLkMqORSnQhp+TmPEnCY7YsfXCih3PePzmzZvWoNubBbIES17Tz73qwFs/QXQs/LOtvJsMFRlEE6EQdcOTPKu5D144VK7jPSXrTxm4CGjaNXBaeLo8wHg8weTqEWfnhzg+3cL1zQMuL25xf7fAyuoRdkYdTF+m8KMce/sneHoFdv+du5jD5Z8U+hXkLdqIurQPFNd/GzkSz6NDJnEH8la+LCeSQLkklEmw/ItWH0pOevbnQ9116DXEU4ySTTWg95Qb8SBTb1B6I8cmu2mInNMBEYiTUGdB88wIdgkty/2r24dQ3VBcVIX7iuX6gWgYYECfu1iWd4GWXSlk7sCxHzll/kWFTdBdN+Lt9eq2Z1ZBl6tifzmWNwynUPkEMjafIYk3LBGo0jAU7cdlNconjKKFTmAYtYKOVghWK3YbQITRTWZGd7LiMjXT3Zr89zaXEH4L/b43+xGAtTPIYRAEomhio1V6ABfue1Iu6xUMUHmD04wYExd4AIEA3+fn63SZ0Vayz+xoSr7r4GOD7QdDhmh2T14w7jOJ68KFQwMjwnrfLEVwM6euCKL3XgqKqZ+vfxfA1hS+bFLxMZU6q9sm7s3w7ktO/mWUPYYrbz4MG6FyyzKeOLf+DvbuNrRJhmaeyzwqOzP2+uFS908VnvSjrk+r4Hf8/GfxI62p/B9+lSkE+hh7177viZLnDjJnpG9DOvCtO7fT6KjnwQwnqcYiqVTn1l0A0s5ep2EYiONnNyStUggtUhESVJUqmHgVHrjPwcLAwtCWIFSpRE2jNLW5D9tJWBky5EuJHPvv8+Xud9HdNNlO0hNsvnLYfQqgfgCdcotdZ7srLtGesuJ3VRJmR+JudB22cTaUhmLgrUGbvsLjCg4VLgb3HzB/yqAo3mG/eUU1msBIT2H9lnLm/+LmBdbpNcN1vvOcB+OSwl9RKnaHFVTNM2T/bTQzbxHmthNObAU4FBNmzEUwVnWJKp/xl6PqiVEiCDnNNYwa5jn2uKWo0CM0TWe33vYWi9/aU2tNBJU2fRueLyixw4zR9JNOlMTSkGc0yCPVvq8KnU6+BcFoSeGVOcLiYSYeo6GsCXzBBktQrcHfEQz895OYoTSRET3gcXnPd9D6jhwgNNORAkdM8r1gMYtCJpnwbqyJ+Q/zVZbgzMwPlgSu2LcDJXDr/qBl3o3rWLZx+7Kd3dpHXsSzOjniRwBT3UIBug6MfKu9r0dDWfxwTm96edz+CsDaGeUwCAJBVLA17R30/hfzEPhDy2M7iKZGE4nxZ6O4fDi7zA6LT+g+k2vD1KD7KMRKgz8QHUfUmnfw3ZCQ/ZVu8tpxmjp1SuBsHpCbPIvKaparBdNgMwa5JMpJzu/BzvPvx33/lrDmp4pozlme2acVFnqTDeNU+pFfG59Ipl4v7nfFE3qpBl+qpHu6Xe9X7vxFbGzWt7Mcp3sYEfZ2ITyRV99S5VZ7HPImprj1N/fc/BjCM/enX32sI1lsRbFdVJNkTY/1u5m/AjB29SwNBEF0ssmd+TCoSWxEglgopNJKULAVbBQbrcXfZi/aWGhhYSEoaVKpaEJQMB8qkVySu8s5X6uHlcWyxeW22LvMvnsz856ZKY7rhRLiUbcLj08NwWX6nw+N/ZBWXO543P0kGEqFlXodiVAp4aAzeWIRPnG9EWRVZiFku3lK9VHKzYOtnWm4vDiAjc0W9IfH8HxnYCpchTwUEd+/MRvihzckFIyRfhE6r1Vot05hb9+Dk7MjONzdBtf/ZxC3XC291DZZlGBpEriuApxfyXxbIz3HHtTupcq9/WW4JgXjKVANKakM00xetEYTnGO1S3IoquKibtJiZZ8rFEulSahUbGTTNkGS5ovh9oCFDHw9HQLefyJRhoMPWF4qM2MiFpMilZ3WPkQTy5GI4JXhjiNiZLLUABINYH1tBaObZW9+7d1JoiT647xH1zJJl5eke2YLGJjmivz4c8q0kCR1Ji1Ohazw5YgSn/1qo/3N4anWbD4gRC3zqZJSZio+JpxUTK4wEHM1GgmZI+rFxTEK+6of6Wt9TyAIg7RuopE6oXjw4zPLG40vN/7W5ki67yE0Xp44uzS/ENS/BSDt2nUaBoLg2AomFo8mUv6Akh+gtfgDhGio6CKXFIiGOqn4DP4iikSfOpURPQWRnBB0PtjZe8QpUCxht5aL83lnbnZ3lipNRa5FzsXKuHrFIqFt5EuZefSpXC6a/gzhsJL0Ih83GwsjWMhyAkbhwLkVLdSQ0UYJbTaDUpTJpNQqwpfnJd6rN5wIFGormzxJXX4uUYZDv87OB3h8ukVRcDzOAq/TD5R3F0CHpphgka4L1fIWaeTQNRqNFdUSWlzQMyX9xPXVJe4fbnB6fADA7Mkk7qoUCvF0+rUupxFqiawvwKMUfsgNa3ezgNDxOO4mm2IAZBQMEf6vhvnN149E7yS6dGU9Jy6QgjCH4DqHWtE72fJTVQdNS530zvUOmRD5f5f1jYiW5VGdY/7hv1fuLa4dusgGXzdqL/J95FySDZa6rdIwC8hTQ8qWRhB6JR+krteaz+G7hsN+9SsAZdeO0zAQRJ9t7JgoUaIUUCAkOsQBaNOkQKKhAVFxBBpokLgCJ6AFiYI7QEOHkOiwohRQhQgiAQ4J/qzNzM7GMYKGYiorthzv7M68mXnPrthpb3Gp1g8nzwi6AwQBMOKqYi4DJBmPsjhNMa5Scrhu82DCPCbKFs5zCpgcWuwMZFQ8Xxdw+AGMSqgC3ZEFH44/cHd/jfOzSxzvd7GzsYrTi3Vs7aZagSKLmhg8Ak8PIwzdAxydxLi62aQwCNjuBDjcu0U4/ITn/7/HoVy00bQWlTayWgdZtU37xBrexysUqy/r95BTjj+gb1aFU/RupNOpL4MsFAU784c7NsfriVb6FqEJocmG7gBXs7C5lNDnSqgs2GFcTZGdUPzfkBjYlj4XFuYqJtFM4pzr3d8y6A05LWWJLEDiuxka5LTMziY9rWomxmDhF/zMu7HKY02zx79nJQ3RWEpRZrn+0TDCp9scCmed3pF54lutqkZ6LER/93toZDMx1+OZlfIZPhsySyqpLiuvU07HugEKnqGRZGlttrqY09CmaH2yR1vkLV9RHS9vr5QLOv3WQtT7FkCgsPgEbFNfB5YAkqB1FqCZRdBSbVZYuP6HVKcM0CWvsDYdyCHssOLjH+Q8QvCKPmAJD2qPw9akwBtSoHoaWMSBcj+otAGV8KAbOExNTzEkpkgztLdHMnhYgnZDMYB3BAUHBzOUt6WDS8neSesZVi4+CqwW3MFjuz9/vmEALadnI3E5Bux8y3/QWWXQTiRQTcTDDdp3ygtMWJBpVdBVQ6C2NzsxF438R7RJWaDmg6+xAfpdGHp9CjP4qAoW+DJr8PIBWJ+BBTGiA7vZBNaGFoTuEENu+zIzs8JTKrhtzghrO/+H738FmQ8a4eHhYYN3DsHy6GUAE2qThpmRGT4zSco9qeBRF+hQ4T9oeIDmWSgFkH24wEbLn+/gWouTjRsqDl4TDGxKQppL6BNHsCPtQV4HjfRB14tdV1JS+gQQgLJrV2kgCqJz47rJvqImxMSUFoIIBgtbP8DCD7C3Fn9m/QpbLfwCIVhtYWslAYmNGNfdu+vMuXcfsbO4EAKBJHtnzpnDmZmOsKzjkzDxPObP+ZDmT0sg3fvKIJ5GhpKokkkBgTmFHUTWomHCSwWOXXfExdI++f6Y/zjP5AKu3KVHlDDLO+ILNqSoP6UlQ0k32qU4ntP5xR1J48vlFQcPZ6XZ2QEtFhO6ub6n+PaZI/SQVuqNXj8SUuH035f9b3GGuSyMQinfCNn985Up6L49P6Id/h6BBHRJ0OGrw6U92CK2JdksBY4N7bpRaTKuV9KfTwojhl9RdOA50kgcoqTklSjRGvGm6s3Qtq9Vf1M/6oHjF5Za1cVmCxl03ryPkmtDQzkZbAXg3sq6BktkeLWmDpWlSVRNQDBeu5LIiPZGYinIcDpVf0R7HYh93nAm2l8PJUhJD4BL40lQuxXFRWnOuuvW2jqtDm+GRIkXpygCHMcZkPQOdZ0Avn+dmo97mwrT2ar7KDsLsLegQl/L1kSTeHh84dc+I9F2Mjs9ol8BSLtiHAZhGJgytZW6Ihb+VXXOUzrznbwj7N2RGCpGkJo0Z8dJWpDaqgMDUpCsYJzz+WzIH9tW9fiiwYtba8mW06EohPjM6TsvGFPRaSCyZildzzNnk/dhyNk4cpwYajBaTbQ7YF7A1IBNQN+o1lfVdTdaZ4xRl7Mmbp5GUkwT4VJEPrA1v2TpWzdwMMG5wu/j4glgWWPz+dQoOHLHDRAykRcYvGR0GOtHLU2VlAErTSfMhF2IkmU9JO1n6XdU8n/V2IQtpbXvvaNlNVRsl8eW6PmP8IJxSh+/UDPuKnH4KrE0S8hieXLy/wwL/HEco4ZpzzmldytktPGXw9TnTT0U2IsAsfumbtRTAMaupqVhIIi+xKTB1khSbaFqKyhI8SCevPmL/JdeBPEQwZNYsIqtppRSTVub1sSZnd1+gAcPuSQQ2GVn5r2ZtzMOa2FcD9Hp2SXeBreEebbRakPpP3jSjDsXhaTEZiGd81QWyF42+bTUxnJ4bdM5jN/HCPw64q0JEcFgKavVEsVpSv5q6CEhEjLqvyJ3yfdQVCiFBcTdF9w93pNlHuP6pgXfu8Kgv4FgxwfLsHudCE65i0rTx5jlstk/D7y1HtZNG+rh6FkGExQ4fn2TUeYol2wlpS0YT6pyu+myGsmNTC13vRxtMi4/qbokUfQcBMT87caehkUZDNJV0WC1i0Ku0SpDEYrbasKh46PeqKFSDZUjkXrjHBm7e3OKdbHVXNNTo3uI2MxmE9Z9Y79WwbIjYKbHv9sLEm3S54JiWDItHpgzRozLG/Xagm/YK5FnTYy0MDz5/pUkKG6GqO6GtH7Rx/8p0s5Xf+LpWTi2znVaUs2m5+jwHL0PoEOvDwhhDXpy4CeBDHbmq5Kq0qrTy9y2kunW1BVk8vA0IuNljB/gpHkR8U7+CkDaFewkDATRaco2NIYsGtCkMXCm9uhhf4u/4I+4wM14IvTowRvoCYzeFJXivNkdoSbGENtTk6Zpmumb2fd23ohuwD/kvCiK2Xh6e12WJQ2HE3pc3FHXppTAPKdSKdcrsZ/vuae30md6Wq/JVg2Pwq+chrMeLZdXcq0dVDIVJt4jq/qKNwNiA8Uvu1b2voMp+g7OgMJAnBdssMGGLkZPvee4OqYe8Or5Lu63kXez3cKIiL8k0D05YlCgoqt3/oqkXkfWsnweDvST+UNR7NVIZU+qev+BlifQKtrtpCbQ/HRr2IVsG4dFOOZfGZPSRWbIOXfA01e/Zj08EuSO9kTAM7LfT8i3N//t/AUtQ3l+qZV5jZHnA5kA+d8D7haj0T19LG4oa50xQIK25Yx8bmX9lZq3EPCDEPAraS3cmI33fm10aPVwwu/VmTl3OgcX9iUAV1fP0jAQhp/08tGmSYpRsOInoqAiKlIcdLOKuLmIiDr6x/wJ4uwo6Oqkg4OD0FKtbU2TJmnie3exLQYyhNxdwuXu8jzPvR9qHHzCtcbTrZXcoxZ2K6ZVQv1jCq1eEd1WUaY7iabFiOEznnGlQH8T12qwhijW8UWdrITEuZMetJoG027Ab75A/V6FE8pZ1w9kpsACEdfr0y5S/xl3D13YZgUuWyDC5qL904EzMQuentadLxMeaxJuCwhX1pBEH8gxH5XNVZzsHAobb27SwlcrbtLFEYhPnc3PlJiJbwSEpEMYWfg5kbGOyf0DnyqmSR4TgSYya4iFnM3AKi/g7inG/dWTINdKSqstPVNXQ+qLN1yc7+PybAkdIsxuUfoFyKa1zEaOBx4i3KsxbCyvI12uj6gaVEoZEzYiWuY/kWPeX0I72Q7PuyScuz1Uq3OQWcGHh+NkRLLgDW12mFwp7aIzJFR6jL2DYX2x9zgSNYrb8v8deVO+uTG472F77783wT+lRfEGso1RwkDbLBUsUbZ6PBqLFJkCM2pzIvstz7UrgkB9PYKMqGMjIbxuaDdEmi36Rouov9LYYWU0mn0kmTye1iRyyHVCobv31bb8MfQmqTCR5agsJoLKWjQp3hGat4/7R7upEtv4FUAskIkEYBUmx3BCVlY2+8OPr/B1HD9/Q1tCTJDuGOhsQybQdeuw/ZD/GfHu8YO1bWFt1r+/IPd/2dqaMSho6DIY7HnDsHTRGYa7Nz8wsHFzgktvUMkICnpQmx50eRd4FhjY8wMdJhoUEMRQWaLAANosBFofIcpPePQAWxsWdoMH5MxG0DLcv+CTbEHnt3z6BvT/G8gJZP9BufTfJ4ZfP94x/Pr6iMHGShmoW4UB6TpSlNoIcZ4NuLuPVHIjTbswIjex6DfjOBgBeGSKhQ08sfQLnCkQd7SC0gKhWhZcs0Jra8h8C+xkKggfFL+gONXVUz8B6k+xA9t4AAHIu5aVhqEgOiYpt2nTduFGKaHanSAIQhEEN661P9GFK0H/SHApiOhOcCHS33AXcVuaLPLqde6ZSeg/uAhkdwMzk3vmzOMEDa4bT2h5fDJMPj5/xrYOabAbM6ashIdGRFr0h3jQB+orRtAKWKPSi5lDrNTH5tp6kyr/LcHusYELt0S0Z+hgEtLtIqaL2R49PrzR88sTrThiDWPJiK5pNj2i769XytMuza9O6f7uhqaxHFUUGe2PQvD/aGLSPghTyWP5au/lho/cgf6S4PFNuxfHAS0odxTv+LaOKlC6eaQalU+GHZoghmyQDju9V/6SXSfkZZBkYliSC3/rnN1u8dN47wv1GGzx3baF6y2G9f3Bv3b4MtPGuCiCUkul8NcEh9BfrR2Wxz9XdFybXMpV6zF5jaGWLtuu1Pxfqq1uo7KPrckprVdJcn52uRyO5Kb/E0AsoNWAoClxET6G+xYWlge37boYBbrFmQt6riFGHwM8eMUMPU2XCbrIjBHeLmaEHg4EXy0JPUaOlR0yDg7KvaDTAhhBN9oCE46uLitDZ2cQg71jAMOcBcvB4/PnL/0Fz45paWkx5GamM/h6QxIkqFQXBJbqnOyckJu62ckcm2SC9P16enrAmYWJBXp2EDN08wO0bQxyuxAvpMJ+9fQJg5qqMGQhFqiGAJ2l/f83YpXdf+icBSNiFIvhH/4ET8dNP4MWgOIB1jMBjY59/sQAbp9//crCwMkrCC2wESU5co0JmR1mhFxxD2YxI9IiA3zX10Fzc/P7oAk40C0nAAHIu5aUiIEgWp3UpCdqIDATV1nNQhT0BOJ+FuNKF4MjeA/v4M5bCJ5hvI4wElFDfp22q7oS5w4uQhMIJBTVndfvVdfDfQvGy6vkLTtu7orCYanqgLtP0fJluc7BK4V8uJ48gvgbOmExJvIr6WRSVOwFhFMHgdyLmrJhBTAIDegY+YRK1ZZQ7j4hm2VgJwg3qwCulxu4Xz/B48Oz28Au4OX1lp0vqHnxoTaQpD9QO8gRqimElOx9y9zvYL0bOWhCF9N6rYLIas+Xj8nXjRlIDNNqGfDmZgiB2R+t7xdPgSKNob/IveJJD3/vvMMa9TDHv4JDKldQqFhMQpQaEGJXZLTjvRXsn//rZMeIlHjqbFFzRHScgo00zPMaPr4cNjeFoIdWhB8fbGUSqZo0vn9GH8OwFFM9EqqCFynbv8PpSbo9PzsSrdzCrwDknU0OhCAMhYPImEjmCLrmDBzeq+gZ3EyMow6vBaEujPupC12xglpefz5RpdH1x+CcmxC/LuGyiBhz33n2OHk9Ks6vaNn0HXUtocAw+lzRSaUfvH2d02iTNcHlY7NDt/0AjaNyExHxhYB0CeftbWtBdGtay7LAA0JEdWmdE/FfnVUO1MCsAId9+b1FD409DfkLErUxJ3GdO+6NIfZqub7WSkzzwji8u+ffbd042TEvc75Qa1acnuRajpjZKBsNSwtRwOi9H5A0Ts7sJwB5V4ybMBAEF9/FAstIViJ6Chr4ABUFHRW/8BPytyh5QZooHwDRIFFgYYywhM3d5WbvzkTKE1K4s1ycV6Pb2ZlZ+SQf2tHZ4m37mk8+vr8Oub6jcGPWHqtezWiuey5p6/eHwe+aEG/AfkRh35PMRrSYXnZ56bgHpL6d88VVFRzboaSm07mwjfILjYZj+txpGk6XXHxsC7MtN/To7e1KqW2yI+ORVbTsOLqTW6ilxI0fTDNV9JCriFDwwi/f6gzVDXu3As8s/N4gEzySAtFwboWMidxgCTpzJHzVdUVJmhCLi5iGwq5QF2cGVfGxQKzFwF1v/MS6o97DP/rnNd9vEsqyhI5VRuUAxnh7ZgCYck7P6cWeT+Ysv0gyEJUFk9pX7Zn/k9bxHyRDnyhNyShv4v37epVvwNc3V0XAyh8BhLGqXFdXZxcH59lU0OVVP/8her//GZEXeDKgjT5g60Ezwddjg8a1QQuiIDe3MYEvymIH2swHTOyfgI02bl4eYNtcEHxcBqhXzcYmALn0Cjq/A5oUAU2qcLJBU+p3aDuYjFNokc/NxHb+zn9w5gHWaMAU+usHZOUofLEnKGmDahdg5ufiF0Ca7vwHXvbLCL9jFbRE9hdDaFgy0O184EbXX0ZmpAQPWZvBxvRzRCf47y8FwKtiX3+8yvAH2Fb89Y+VQUXNlOHi5W8MyioW4MRPaG4FPQr/Q+MYBAUFBXdaWkL6mbDRM4AA5F07TsNAFBwnNhuELSJIghJAVHSIM1Aiai5AlSIlHVdBnAMaJOr0KBJNOkBEkcCLtY6Nbd57u8ZwBkpLtmxZu+8z+2bGX+kUKmrwnzhZ3J2dHj3cXE9PdnaPsXhforffxcenaeDIeh6Fj7WpSC+p1i8L1mJX0vkVhaFGeJsWdw+s3cPCSolmlpAvL5c5h5RN4TIEkaIqTguXsvJCVBsGb/SQF+ZOo9giP6WbX5Qv+JEQZH1YA2u6SHeuL/GiZxgdDIFNuy+KVnMaKVRPZiw5zQBV65ng7/RgzZdkQbakxrHp2lSpyDp6klcyhNaZlDaqEdODCjFyturpR+hSmr68OqdsF0r9xEwvtB1u3LI4eHs1+tcLXnkaa50cOlWSpfvDQ8znOTqDZ8wepxTk9qwgBv8vjlOFi3BfDocPMts3/ZpjCHx2R3yldfd0Pxlf3MYUfAZbdbns41sAsSDf3gyK65zK8z96Kl22iYnddwDNOgoBS+Evn4BVBBukhAJV66BmC/gUJ/CKSFCzBr4oBNKuhQ5TgNaa//8vDF8L8Y8RuQaA9JphR1z8g24UAI3/i4qyEHUGPOhOz//Q+1JBDSvQ3lxZRUVgAv/DcObMOQZOnv8MoPu1GKGdmv8s7yAzcOAeDQsD+y/YdiRoZ5IJdg0l5HaAP79gyxCAbv35nUFAiJVBTVkG2IRHWgUKvZ0D1KH9DTpkCGgBG1CDrIwIQ0qKP3ydF3KTBr5SY6SP0IAKPlD/iA1yTPcX6A6qLZunQdYgsRFuwyMndkbwzO93Bl7QHVPM/JuLMox/fPsPa8//BKYPdgaAAORdPUvDUBQ9Lx+EQIUiuOlQpYOIW3F20B/hJPirBNduutlFcBB3I8UuOklVKBqVgqbG5CXejxcV/AkO2UJIyLn3vnvePe8Env9nsLxe7s4GvY1od3Bysbbe2cT1LWW2sCWl3gi4uHwb6e6MDQV0jTepx2p0w5bRc3h5tkgSVsoUMuPBO5BvBBxfrFGYJY8lc+ZFhBkFcUHJfDLu0X2vuHuocXbKXxHphR/9ZsO6+NDZ+3d6RkqRfHNJsJ3u4OnxHv39Ev2DRAFfaNCVbCJGr/0pzssR4kwzbMUOEsb+cit0x+/llYwns98QSw9HV+dYXFrA4dEeVrqODXNmulwvuMJ5YSBzgekEGA65UQm+K28T8NatBL3gfwOebW7FfnTeSCafEgba9KuydBXtuIXcOmGCW8Mr/w5VRzFxwtpWJk2sMhCckv06Q/UxHm1vdY6bvV45bazUzvNLADH+B82mQgNezGQbbJ0/c2uhTUNx2aRKZVVzhlfvv0I7hv/A+1JBpRpoFAd0SRXoRue/jKCLZkElIStkCvvfRwamX08ZPr+7ySDC853h7aubDJzAngMPHw/D8zevgJmFlYFXQJzh/TteYILnBiZwJmDvnIeBi0OU4dM7YEb4IwteC/7m+xbIfS7Q+0kZYTOT//jAF91++/wdXKoz8r8Gb/b+8T4IvCYENBHBxvKT4dffExQleA52HnCfgoOTDXwamYw0P3hSg42dmWH+wjgGC30GcG3y4+9XYBOODVqCszB8+8XKcPzQU4bExGpggpcEiouBj4X+BzvZiwm0XBe0WO3piE7wf96Jg1eUfv3/ANiU/sIgJCbB8Oc/G7DvJMvAySUHaVOCK2NogodebfP/L7BfBDqeBLQBBnytEQv48pufn98xiAv8B6aL8033rnbWQ5qbkG2IoJoDdGgcQADyrmalYSAIz3a3pklqq9R61INIb4XQg5oHUNBrwTfwOXwNfQfxCRR/rgoFQfAgKoiHeqi1bUK2+XFmdtG8g9eQQzLMzH7zzbczqtx9H97tF+j0zFz3tuV5b8vpDwZXm63WDsSaRm7QclsHlIdRpBMsBCqs884Z1lStfBijLqcZhhmEYQgba3WskN8ZAvnonF8I5gvh89z3ivdq1rlHi6z7JgjlugpU/YKfu8KsoC+kwbx/OzvNj7dll1vQs4WIt78JTVRqjAaIEVoMYalh7o/ypF0yMJ5m5PAJMSs0hTctTd8SUKJYDWvr1jwMSroskmOG7+J3p3B9cwkPj/dweHQLp8cnEAQKllebPMpiqmdc4JIYa2U9goN+B23RRLs0LF2bcWDl0nQKiyz439IC9CcSGU7nY8zuVczubRiNJLy9aMTgY/ie2KpVTmweciz96BherrCESk49HgW+FPD58fy0t9s5+4UracL9JBa44fs/AogRdHcn+mUWwEQPXv1SmaPcVFczu5JPwBzYHhYDnT0E7Lx+ZmDn/w45i/EPaJcM6LZpDtBh8+CxefBxbb8/MPz7+ZyhvCCGITaCHzxbCRqpAfV5QdsGQbkOdC0kI7TzyQQ9Og40Hc+MfIDrf6RhPAbME9E4f0PPDeSCLE8CVQSgth942xlQMWgzAzgJQ2ekQekbnOChnVjWP2iDTWg9flCHmwe6bubBAwbwpc0PHzEwePnGgWsgyf8SDPHx8QxB4VIMHNygzQd/GX4BMx47KycDrHRh/Ie2OJYR6YbLET7TygSd7wDNW8I2XYPi2MdnEcO1q98Y+AWUoAXeZ3jNC2qY/ANdTMGImhpAK1pkBDgYLp3d3vzrc3cdTPzvH9AyA8QhqwABxMLwH+eAzz97B8UV1nbaviePftMBHVLExMQBduEfhrfAhM0KHu8GVy3gnefM4AXJ4G10TKCbm3+BF5uBxtJBTgNdVAYqQMHHjrBBjn/jhp76Bpp3AO13/vgONLHEwPCZ5RK4qhL8ow/1MFLblwFxEBqwhQIeIwftb/3xA3T9IxPoYgrIGZCwozegyzDAM6fQBP8bloFgmzCgCZEJZWwLYg7osNwPQPfJiEP2eoJ6/PNmLWKorKxjuHAGdA/rZfDqy6AwCQZeQWYGNlZOsPbvvyCL5aDXFcHWNMEuDYFkwJG9dgw8XwHaTskpAFpqDjnDHryS9K8QAzeXALjZCknNv6BNW+hsKtoBY+BNH39B1yh9vurn7bYS2Q5m5p/gHXfgi1aA6QEggBj///yPtTcMbc8zVucbVtRWbm9l45RmYGLjAToM2CzgvgWeReX7B1kh+Bs0nPiPDXy1OGhWlOkfsNny6zkDP/tPBmlxFobP7x+AxUHHJb/79AVYyvNAbnr+8R48wvHtvQT47JmPH18ycAObId85FoBHa77cT4Am+E9oCR7S9uX7BhmvZxG/wfDizWsGPg5/8CwtsKsAbB7dY+DmfglZL/1THZxrfjGDJtFYGH4yQoptZqaP0A7QH3BTA75h4T+kyfMH2BZnBbr1K7A6EuAXAbr9I4OHhwdDcZkRuMQvjdvEcPv2bQZB8Y8MRWWxDCFRquBFSz9+g2qEJwwFuS3gJg3jP0HEFj5wX+EzZALsP9+ITvB/fgiA2/Df/t4Dhy2vgCjDl+9MDJ8+iALDXQEYl8zQ6PgELCR+QZcsMYJH3cAjc0yQje1sLMB+ILD58erRteqfbwvbwHM/4LWCn8DT6MxMkL3BoAFEgABiBI0b4xssePPpt3xUXO3CR09Z7D985gd2WtWB1YQ0eKKASeAWuK397xcbsDnBxsACrGrYgW0p0NoWFmAx9v79U3Ax9+3bG3DC4+Jkh1yd/gNy7c0/1g8DXcZg50OHg4AlBniUBrQGBnplCjhDBQYGMPT32zM8BXqvpmY9w44dO8DHUjQ2NjKEhLAwgPan3L3LwBARUYy/Dfuff0Qn+K8/34E3un/6/BW8TIWTG9iX+8UOLOzEgC0HYD+PlR8yjAxM1L+BHf1/jNAbpUFnwzMDq/dfyuBN7V+/nWcQE/5w0EiPM3b1lOzHILM/f//GwAta7P8PdRwYIIAIJngQOHjqU5JPQN5ceSU7YBtemOH7N1EGTmAx+ovjEmSf5R8OYIIGYS5g6Q7Mg7//At30j8HBwYxBTVkEvHvmz3fomY0skAMMwOPwAz4Q/R9vgmdkBJ1WxQqMkPfw03hBozbi4mIMLi6QuQXQcqG8vFUMJ06cAHfMMzMzGbKylMFj9ytXfiKQ4Ed2Cc/A8gtyKhh0g8y3H6BtinwMq1ZtZ3j/CVTbckEOEQDCX8xoF+QBS/wf34UZ+PmEgc3mCwzfv1xM+nitcz5M+suP7ww87JwYCR4ggFiI2Wtraso3PzTUzXbj5osJEtJmwFz4AXw67t+fkMN2WMBnp4CGJX8A21IfGX7+ew104lMGbVt5YBNAhEESNCr4H7Sr5Ruw9GeG7t4H9bP5oAmLkSqbfskYJ0DjM2OV/cMgCB5r5wJ1PoCR8PnPVwZ2Fk6wT0B7f2evCmOorn7EsHPnToYJ82MYmIWKgZ3ZEIbIND6SbB8JAHacNqR4YWT49v8fAycjZBTtL3j3wn+GNXuuMXx4/YmBh0sFWKCKApt+HJDNMsgdVaAYN9tPBk6mewwf3t1eEBftugDZHh7Q3Z6IU/jhACCAiJr64AL2FGpqoubt3H3T6sOHD2rCwjKQ8XQeVmjb9D9iHTx0xSR4zQyQ/vXrP3j14Zefnxl+/QaNaQP1gKoo0A1+wMSDfIrswCV8mAP+oZT0379/ZRAUEAR2Ln+Dm2LMHIjTd0EZ4PMXDnAEgjYsFxcXg3fZX758maG5uRm877agIA2/fcx/RmxiB1Hf/74B3/QiLi7HwMLEC6w9gYmfFXSGDDt4L/O/v/+g6hkhw97gGXFIs+Y/sJ/Fw83D8OTxnVty8tLzpja6EDXmBRBAjH+gDmCG78CHrWeEnMP9C2jwb+gismlzrpY0Nc3qlpPRZ3j54RcDK7B4+w/sDP7/ywIetQHt7QQ1aUAJhPHvb4Zv3z8xSEtKgTcX/wYdk8YIysHAtvtvVvBM7V+2l/Cj8AYknf9nwZvgQYkcNJEF3gYIvaAAfLUlM2QJxLdP3NBNLn/ATTvQJnRQ00ZDQwN83TrsMFLcCf4dw0gEsKTGzS0ObtL8+/8TfOs3Bx/kxLpbt24Dw/kfAzcPtLMPniIF7V2ALNQAJ3zG9ww8v74xfHr1pPTN094ekHkfQAMyf94yCHFDb5xh5AIPPsCbNEBzAAKQd8YoCANBFN3NJCpIsLHSztoTeAQbS/EG8To24gk8gIhXyFUECyGwipl1nf9bi7SCVxj+TD6T+W87BR9NxOgrsE6ygRtV1Wl/Odeb6WzuQgagkRkUFZ4SA2BcENSSzM8rHQIoUS99k+sIhIVHfK4VJz1hSNvjTxnOblP8OcGj+LgHQggF/h3FJ/syKYVe+Am3TUhngSGDCQ+mOigLaAzpemnvTwXPCe2xqhZX2uBomrvT9un6w5z1HePZbnj6EBlqwHDkSYsEhkXQIMnssV5vx/VquT3sFrgX5vZZiL99mMbsi5yXX4L/CCDMBA92D2SKHTSJwszKxvDjLxvDz1+M4KnZs+cZbAsLK6d9/y6s8+m/AjCxs0KyB2hhCOzaS/jBqUyQTSLQ7IN8EBBkyfF/8HIBRmD7nunfbwbqXbZD9NQHXllQtQo+bJXxPzjxwzal/4MeF8LI/JPhxYsXDGZmZgwPHz4Eb3IB1QogPaBjNkAZAO8Y0R+2EZnYIXMgLMBCmAe8Iw40O8/GDKlJ/4I3QTCBTzX7Dz4pCrIZnhk0xwNaw/XnF8Mf0IFJ/75csdf9kLVyRf5hRM0Buaf2y+fXDDy8/JDEDsKwYRmg1QABhDfBf/v+jYGdkwvcmfgFuVUFPHu4cOHN9IaGOVPYhE1Y/v9lB+Y8ZoybnWE7+YnM7wws/yH3Jw2mBA9rxrCxsYBHaWA7sUAL1kDLINg5/4P5jx8/Bg9LQk5B+A+WB7VNOQlcFw4KuxFXskN3JoHmQ/6hDRKAlggwQ4d/EZkDdkMg6BIzYNIHFii///0AtiG/5Ly6njgT1fzfDD+/vwcmxT8MrKDZSCwJHiCAGP8hHz+HciPFX3CO+frjKzACQePF7AwfvoC23DEwfPrMwNDdvqa3Z8rDIm0DY4ZXoGXALMwUBQToflfG/0yDJGKIdAfTZwqnAbhHXOv9P/SKvX/Akvs/438SUghQ94/PDALsjAzPnz/q+/yspBiywRqpKc74A3V4mQG6lgV20yRQLUAAMRFyHvJtDbACG7QMIDY2ZJKdnd36R6CqnIWVons3GWHXDTKMbuMf7on9PyPSFkdSdIMGBaQkQTeyb/b29p5ErisAAojx3/+/8BKNEeWsRMgilJ+/QQfiQKreH6B7V/+BqnTIqM32Pf9sK+un9714+92ElVeF4ed/Nhx5kxGcqP+Dp9ZhK8KYoDvR/4FXEYJPQIAfg0mvtvwfAiU8WnmAXgP9o/D6dOYvIyChMyKFJXTjP7hvx8wAv1yLQCPo379fDHwcnxk+vj1xSVWBNe/4zokHIfHxE3s8Yc1MkBYIQAARrLtBpwv8+Qc9Go0ddLkrI/hsdhDwdGE6nJeb3c3099tj9n+fGZjA95gi7aeDrkkBL+v8D93s/B/icfABy6DzveEniyJn+5EyJYN+GQyx6odaYmdESeyIApaRAXdK/Q++LI6TBbT56D3D728Pn/75/akDntjJBAABxMIIbqszoYyPMkKPpYUcuPSXgRV83sVfcKcAdJscO9N/eI5JimBY9eCOiejEqWs6FdTsuZ+++cbAxiUITNfM4IkD8Bnh4PND0P32B15iwtrujPAOCp2aNkzQNh9GwKOV8P+ZMCMEnJlZodr/QbcaQiIRjKFHVTHAxKEBDKnSoYdL/OWCj18hd+mwNwgYiVKHroeu4UnAHbCjBv8zYLsiEhLO4MOU/kPa3n++/2TgE+Fh+P7l39cPb353sUlErcRIQ5BiGRof2PIP7OwKSIMfIIDwzrSCRiK4uSCL7kHn0zAxws+IQ1HXVOM19f1nTsGlK/Y2s3ErMrD8B5/xhNEwYYR68D/KQOV/8M4VxkG1OJwR7W5rPJEJ7oD9Q+qAQTaNgZtw4EOs/iFuqv4Pvd4RngmYUBIEE/SyAPQECj4HiJGJoDqc6v//G5gCBclv/1ESO6KcYYRdxPwfemUxNLGDaNCk3/sPHxi+fHzbyyphMZUanTyAAAKmsx/gHSQM6H1GUHP9P2jx/H94W/c3MMcx/QFNGvFBFosjgVefGZjDoye1vv/EW/789T+GP0wcDCygXRFgj/5FlJT/mRjQD85hhPqeCam0pUvFDR9lYUJxD3j2GHpcG+P//0g3Z6CW/P9ZPgALAi4G1OV3oOHYX+C1RqBbLP6jDL39J9hkAx1Wy4RW4/wDZ6r/BNXhUw9vWODRR16CJjCyAm0y/EcqIP6jFCuIswcRV9gzglfXMjP9Yvj7880EQTG56tcfwQ32f6BdeQgbQBN3fNB4Y8Ls+sEvZEbcbgEQQHjb8EzAUuLXr5/gG9RAgJWTk4EZdOoWaNH3L9BBQ4iJFTFehr89vZltwFw58f2H9wwCggJIQQK9mgFyTRVaNYcZOPQvzUEXlrFCL1lkAU94/Idd9IJUUmJENvh6dGYcLVdGnPpITVD/qaT+P1Jm+E+FcP6PPJ6NBf8n1hRwXw7Wn0M6pPvnz1n8InKdwMQOSrH/URP7VbLcDBCAtDPIaRgGouhPHCexaKtKcALKBuiWU3GKngMh9nTFEZDgEKxhAQVEQ1rSpInNeGyFFCQk6C7KJrGd+RmNPe8H25QTGzww5lhhv713fVvvnp1fTaaXN6cHhyfIViEFSY/92j7KFaIodmQDbfCFXdXsHg1vCePYi91mrMC5S/vIb58viu2KJKXtcdVYS+0oDPCQpq4C0nXCPqivMPE79wFk82MoReOI3n54Stpqk0yeuc3R6BEaE7eZqmCMXLPB99lY+maNvb7EMr9HmiYoCts3rGicCpVOvZLZubBu2wmEmpHoZBgOByjyBXo7AyzmFQLR583A31bW7moKH9b/FQpNfzgOeCaAST7g5VISyVoa6sAT1Ws+/2LCGh2De5o6R2nmQ4P0PVjHkpRSwDJ/QbWcXRyNx5O7p/DRpxjf1N1aI43+/NafArB2LTkIAjG0jMwgxkT3rtx6DqMrlp7DQxiP4NaDeB+JikESY0BAxmmhGH8LPyRsSEgY0szrtO+9/tTpieII1INcajJdhcPxaOZ53sL31+YM4EKe5oQUnW4HREOQCT7zI9hu+jaOXb8FTeoLVDvHP3BAKgmyqWrKALsA39d/yxowlWWThDg1qGdF/x2ti4cvMc+KE9iNmJwTivRoAtOcZ8zaHbucClFcznXuzu8I9LbJMmg3JYTBhrg7yLZENZCSNhz2PiiRGWDNyU/awjZ75Q3EXV/k7yCtoeWWw5B0mldj1uCleNYi1b948mP8DEk4RS2rb5qr7UwtwV1b39Irq0b5C91k+4LxYNbkuA795yDYov3istcfzE2w7zjnuQ/276+rAKRdy07CQBQ9faEjhWJJCInduPAj/Cn/wIUbt+79Hz/AlTEuXDRRoCGB0pZOaTvcO1QLCRvxEzr3zjlzZk7P/VcyijBG9KmHd9FN8kH0dH/7EEYvVZy839kWnfkrQqElFcnuwiHE4nlFtrZ77rpdJ5lpe/APAmxacuM/XOqGOmv1e8vRaoDT1qKyElpsFpbOwXlEN3IzLIwtF8NBjnw9Qxi+UYHG1FA3qKVEzzWxSpi1hGafrjAQz3NCXc40E1D5GMIVWC0+MDhjb8YMnn+JeOmgYCuFRSWvpc7OtIgJyoWPeFIiYIdpVeDr8xW9vkDOUSEjiTRzcWG7BBY2JG2++DsnYddBkZ3DMfvIpmzFpk3Z3SC4CpDKNdJ1AcnZQUcQXzURioYy/gghjRguvV2TG3tCX+u1Uh9TtKBXbWavqcw9wx5ncJb6PWfoucRQU2K4Obze6ll1xOMk9iO0A/mOCJVrnLJXtwKIoiYN6A4g0MQUO6swiihsP2xesi7vrq17q46fu1MsK6vP/IeRh+HD5z8MLGxc4JKL6e9HpDL8P2SxEAMD1rEEeDf3/38kHYxo4yqkjR6ASlUm8C3ArNAtKZBrJUFXoXKzcjF8ff+H4e3dhwzC0l8Z4hL8GPjFeRiOnz7FsHs7E4OSkhLDl5+3wAnuzy8ehtfPXzBwcH5mEAWW/iYmJgwayvIMH19DzqW8ee8xw6WrJxievr4KXnPDw2bO8AN0OjPbE6B+ZoYvn74xuDkEMbx/xQEs5dkYgHkEvMn9N9M9BhlZCYa3n96CbyQ/ffoxg6yMCjCTfQM3A75+e87g5OTEoKIgyQC6EvYzMDgfP/nKcPbcPoYrFy8yCEuIgmsjNk4x8P1bP5HO/EcON1AtxEhigofHESPsumPEUCNEBDKhid7HYYLX5sDmDAszuFT/8+czgzAv098XL29PkZJU7fzwhf0jtMT7CyxAsbe5QLUuE+kpHiCAKErwf35Cr6vEYi/0qA+Q39jMtJ6VHj54r0BASFuQnUORAXTeH+gcdQa21+AA+geufP+DO4jwsVlIcQFfcgBr60O6gtAqE1gqMuLMIvgT+3+kg3xAEyKghADaFPzz13eGX98/MTADayAuYKno7mDFYOvMzuDjrcIA7IowrNlwn6Es/yI4IT15/oBBVl4I2ER7BUzIPxjC4vQZEqJtwM6+ex10ewgwHMSA7VJ+BoazFz4xrFu/kWHzpu0MP197M4gIKTF8/vEfvGVQx/Yqw4L5heCDW5mxjOH8+MbAMG3iT4bZs7eCLwz+9O8Yg6mVBEN9TSywJOcA1gQMDM+eQS6L0NSEnM6weMl+oPqlwKYOJwPzXxOgH6UYfgBrRyY2WGJETvCIwQSSEvw/HugcxG9IiQ4fpYKcv/MfPLzIgpbgWOFriPg4fjD8/gY6mOvL+zfvbk/mFLXvY4Cs8gVXE3ibMT8ZEFdIkQAAAoiiJg1oiSwLKzuhTvzvU9ekuu0d5N/t238tn5dHRIWHSxpY0n8CnynIgDKJ8h+JYkTQ8GzABD8TnBF6l85/+LDhf+SxHsKlOwNiUQcjrEkFLOk4udgZ5GVVGKSEhBjszHQZooKBCUkcou8jdIsqaK076NQGUCn/6ctzhu8/PjMUFSUzhMTwgo8NKSiYwLB9424GXg51BikpKYbcci8Gfx8tBkmpWIZvX38xbF8JOe2Bm5sd3FZ3d3cHJ/bPPxgYkmLLgU0UTsjdVn/fg29EUVcOYLh7A3SP7E/w+ntnF2eGqnorBglgAp86ex3D4tlnwDchSklIMlhaWjK09QcwJMY4gq/UWbhwK8PNy68YJMRlgDULL8O3P1+g1xIxoozZM/3/T0Ipj5gwYkQun8BLRxggM6r/mbFPLiGF+8sXLxmkxThvP3/1ZBIwsS+Alur/UHIkDgAKZ1YyEjxAAFHUaQVNSv3BMVACzZ2wgdY/J67+nhMTZlzF9Of80d+fDzNICr4Btlt/w0tu2FQz4z/oEgQGJgb0pQb/GeAnATJAThKEbCn8T8SYMO5pb9jWQmZg+/kLw58fnAyervYMUybpMjjaMTDMnnOZobqqB3z3kBAf6Gya5wyM378yKEgBi+7fX4Bt9W8M0sCUFxHCy8AJjKaTexkYTmxlZ9CXaGbg+xnKcO+kKsPmxbcZWIGOkwVqiQp3ZxAXAS23vs/w6ccxBlG56wzufhwMPxg+M5w/d4nh5OGLDPeuMDC8uMcFbhI9ufeZ4eSRCwzv3z5nkJYGbZl8wGDsdIVBhP8rsI/AwHB0nRjD98cWDAYyhQzCzD4MG5fcYTh//D04yURHmDBo6ygBm5yCDCxM3GD87w/m+hVyh08ZkRqbjP+ZoJNrTFji7z+8ZmYE3xH2GYg/MWjJfj384tHGSjZhrdnQMhu2+4hgJ/UfmSkXIIAoPs6TBc9Na9AOLCxF/1934NPGzNT0J+tXb8u9c+d2pLC8PMnJFNZ4YSQiIePKBoipeUht8f8fZA+uiLQ0WHbHjlMM1y5wMdw4f4rhycPDDL6BouCz6kGHK4FWj4KO7njz5g3DX8bvDNy8nMAS/yO4zQ3e3yoAqQFAG0OEBRTA2/9evrwOPiENdIOhmakMUM1NhvuPHzEwsjEyqKmpMciLyIOu6GJQUVFhWLVqFYOCBB+41nn04j/DpUuXGHZsvcnw6MEb8MwjaJ29gIAqMIP8YBBg5Qbb9Q88uvEa2Pf4Ba6pxMQEwceRg+b9QDux+Pm/gdX9/P4ZfGwEI6iz/JeJ7P4PfN6EEdLvQWofwzuwqPM5f5AuzoDbu/TV67eTWKVDzyFNHxA9GsNG5t4ZgABibmhooHC2kgH1YHW09NY96zYjsofOXH3yPDNJ6sjvX8d+Pn3GpMfEyMDBxc4EbsX/AnaAmYEdSNDQ5V/osVyMjKiLyhgZGNE6suilDWbUMGKZ5IIsjv4HvaiYGTy7Crr6BnTO/dcv7xhev3gI3oXFyvKVQUOLh8HbywF8zMiFy/cZtm94Dp5YY2PnAravgW5nf8Hw7iPoflN5BmUFJgYBya8M564sYfjFeJ3B1JaDobzVhIEV2KDn5uBiAJ17tXzuQ6BfGRk+fPzFYGbswcDLz8Xw9hUjw/71rAy7Nrxh2LvzFcPlC/8YNC2vMwT5GzH4hmszPHz4hOHycSkGcSE9hsPbBRicLZQZxKS+M6iZvWK4cfs0wz/2KwxMnLcY0nPdGdx8xBg42CAzx7cePGbYt/smAz+fIjDRcwIzILA5xfEZ0ZxjgOw6YyKn0w8aXwctnYAmckbweDwz6qQWaD80MC45WP8y/P35CtgUefiRh+trj5DIx6Z3v1XvIs+VEUrs4BPuoNuEQC0mcgp5gACibJQGW0LH4wro6A08rcoJ/Yz9+v1f5qtXr80YWbgZBITFgO3UPww/f/8BtlX5gZ1BSOkFudHhH2Q8HHzFJDDSgCUy+AoaWMmCI7n/R2sUIeKBGToFwgRf//IX3JwCms34FdgE+cggyMHM8PXTFQZre2aGiRObwEfjrVh9gKGt4iWDhLQU+MRbUFv72bvdwHb8DQZnL3Fg2zmOQU/bCtyf+vAGdGT2S4bzd2YwuLi4MKhqaDBICAgzeNruZ3j28g2DsKQ4uKb4/v84AycrG8PvD0YMX4EdBTY2YG0jKsDALjuNobu7m0FfVw/cdIzwfMlw4cIFYJ+CD3z6cHb1BYbQ0FCgPhnw+TivX39lOH36NIOW2XcGU1NTBl42EYbmnmUMc6c8ZhARtAJ6TYThG+hqeq7HwABgga5fgSX4fyRGPRN0kAER6sygCbF/rODNHf9AQ8mgCbu/wBIN2J7j42dm+Pz5+alXbx5M/XqvfhEoLZA6tg5J8CyI+5rISLIAAURRkwa2tISRyCXsMA9Cmzn/H71jXxToyHt9x44zGUysAgn/vn5iYPnPxcDEysnw4d03YAeSD3zDA6h+B239YoAm8v//IRerMkInVTDa8PA715GnrOA7apFWHiKf2gos7Vl+gm/c+w/sW/wHRtwHYC/y/y9RYOdaCLxlF9R6Y2EXZfjJ/JLh7ZdPDN9+vWOQFhFn0BRzZ/j4Xovh6N7rDDtXLWYQFjzPoKduCUzwLJDtf/IyDHVV1uDwug4s056/e8YgBGx23H+9mYGdA9jEAB03+OszgwC/IIOirBHDt89/wJ3Q76CE/FKP4ascZNMNA/djBm6xdwxSqgwMl6+cYahKe8LQXTeXQVXOEzwh9vTpPYbbN84w1PdFMdgYi4DnLp7e5wfWLKDmxE9gVfqd4QcwjCHNGeRFXUzQzj9lczvgyzB+gPpD7Azs4GMXQTfqfQFmjfcML+/fns8n9HP613sdp4kpzbFnMvAVigyIm72FSHYjQAANyJH8SJ4FtfFPxcfkXNm7a9uVR4/epLByMGuA7icRASak799/Q1bfgA/L/A9sXrCARzf+Adsev0HnxDCjrWdkRIwPo7Rw/qM3cfCMPTAyIl0czAxMiJDTsUCHfoJOboOcYgAZzwYdEwe6Mfz3r+8MVhY6DGGRHgy/vn5nOLTvJrgkFuJTA5sBKm3Bo1rAdvyiRasZPn78CN4fKyAhwJCYFMdgZyfLcOHMK4aFUx8ynDlzhoGLXQDc9paUUQKGAySxHzsGGnp8BnYLaEw+MjKSQUVGguHo0aMMF04+Bd96B1q0Zu3gAKxNNMBt3L37GBhu3LjBwMmpwPATFF5svyGnOzOiziiTk8xhnVDYcgfQgAPomBbQJXng89qBNejPnx9A+0uvvXn3epa2ru7Mw1tDsFy9+A408wGsCdiBbgNt82TBXGNHypYBAgAggChK8H+RGsXMzEjLj9FC8d8PyDnfTNywHi5qT3fh6ovAClt6kqMdy7kLF++k/GcRjPrw5hUDF684Azs3P7DkADYtvn1n+P0XdAs2J2QMHzwq8A9LKCBKLniJxciI0vL6x8AI7WAhhSioUcj8HjolDuH/+y8KHtng59UE1jaQ47YZOWQZGLheMPwCHRoLVCcirQxOvMycigzG1qIMJsYMDL4xcgzrVh5ieP2MlcHV1YPBxZ2B4cEzBobV664zbNx6jkFKwRvcVHvxipfh5iUBBkdHBoawKDFge1+MYeOarwyvnr9ikJbiY4iPrwZ3lo+fYGBorF/P8PnnOwZxWSFw8JnZKjEYAfNRbLYrw9q17xhOHAPWKtr6DGFhkJL9/CUGhpmz1zDcuf6ZQVL6N8P3r8DC4ztkOQXoQoq/f/+iJV7cbXVsTUKwHkbITeggmoOVmYGDBbSk4SXDX2Bt9e//V4Y/v18sYmH6Pvvdo84jOIe2QQcs/WMGX2jABKpG/8EjiQGzs8YMHXxnJTvNAgQQZRNPyL1fBiwJHnRmNQv0yDMw+x90LT0r1plZUJ4wNxDluH/nROL79//iX73/YSwoKAc+kOfXrz8MP379BJ9/wwyaoQNfcfIXJSpgNw2iz8CiJH6kNTuQzQaQJQr/gSXSX9Y34PYZE+i6+j/ADPWTh+Hf1x8M9i4SDNHxFuBjnddsPMqweP4r8BEeP35+BJfyoHUsH9++Y1DR/M3g5KTPYGyqwSArwQvenwBqWx87eYvhwMG9DFeuXwGPo/OzeTK8fPmSQVxSDDwOLyjxjsHJWZ3BztGQQVKEF1ySgM4ROn/+LsOFc7cZLl56wvDo/gcGBWUt8ETV11/PGH78fsXgH2QKrB3sGESA/QLQ6WdvXoJuQWRgWLliNcPevXsZ+PjEgWbxMwiLKjF8/AyqKVkhYcfyH7y/AR5a//9hXYMPn6BDmaBCUscMusDuH7DPwwg+RPf3z2/APsg7oJ3fTnKw/Zmvpq4w/+DW4F/4C03I5RDMsBEc6PIk8LHqLEj9QvAZk7DDBf5BS2vSB+IBApB2LSsNA1H02tjUqElt0QhRfFFEpT/i2q1+gJ/VrT/h0oU7N4JVuipJm+ZR0pjpI4z33rSmBCpIF4FAhoQkZ+6cM3M4sxbgx7lvjsFXgjE74xa1PxUClLJBZTFz0Mn50oL2t5il4+7War68vj34wew+ERumqlWRR29y8vCUIpDxXJU5F18FeFghZ7nVPCmBJAELrUo/y0HBYVWZ6WBAAwLXg/KWjSNNDJWa4FTannPB2y3Gws64rzjFH45iTemC537CJO3C4f4BjPwaV1K6P+0RlaQ2m72iUOeV2v6gk6UTI2hG4RApRwx1vcpBT9QR6kaD5/8T7OjULhIe+Chyzy5v+B2CyIFhpw3asQUn1hG0P76QGqhgmeewu7MH7sADE58bJj7n9qdkZCPv0GKL9sIqqyx8O1mwRrNhejkwC0UwTXdK5NUy9RHwPWdb+25dX5mt56fH9/8UTeUXkNMM7fzA0tLVXKzKNejJjwC0XUtOwzAQHU8SR20MReUjVhSxRGLDITgD6g24Fz1FF4gdOzYcgUYBqbSpWpImqc14HKqmIBYIVpEXUSLrzZsnz8zzvwLeTZFInrUVUrk/tfHe/vEUZxOdeHmxf3V3/9BHP7o+ODr0ysI6mTm7bZOXWxM1orneUPTfJW0eLayP52yJXNtWB/wEvAKcH1OaliBbCcSvTyD3Mog6u5BOz9l06X2ZMNNDdsKNUKF6oz1IodAxMx5WPddhqSJm5nAnYykzmyjW6BrcAIoFvLUoNJiyzbjnu0psOiaZENK7FGQ2QCAo2Ptm9DLm7xovBz8Q3I+TPI/gtHcGi+kS8rkBGbQpUEpQ3Q4siHkF4rqiDF9ArGvCwPouRbHOjE2S0A2W16bLdYaVnhFbTAatMLuNH2+Gv1EJtsdmpSt6VvUtMGJLP/wN4D8EEIWLx2gLkDIAo77C/bDLF55FsDFJ+3FxiTH8/c3O8IODHXytCLiEBiakv///QfeRMoCXH8OX78I3lGKbPmGE7jlhgrXuIVviYKcogCZN4O00aJBDj+T7+1ecyHFbHN1Dxn/4h79wTqbBksFvrPb9h+4wA92J9Y+BBW9vD74WBtSG/seCbXoJ0eFjguxW+A1qWv77xSDL+hNY49zdyMj0a7mphfrKsCgXBmcnWfCEFzPYLd+gJfc/pL4bC/imGMrn+ckDAAE0qBM8euKP8dXkOrDrdNiTxx/CuTlF3f/x8TK8e/8RnLiFRUSAbT5g5/bLV2Dn9jd4VhK0Nub//7/wBR/wa2f+o01mwfnDMcGz4l0LA2aDzggF70tgQhrDgi+QAYcZC6i9/usHMHw/g/m8XGzbv969uMrJwXBlWLj/dydXFgY+IfBoMdj5//7+YGBj+TPoEjxAAA2ZBI8MGnvO8m7euDf0zouvQaLCst6g+18/Aqvy3/9AC7KEwbdk/QC29VmANQBozB7S8YcuPPv/H3oaMPQMTOgpa4zwyQRoBoAtfgKv9mNCXDQFXf0HWifPxPyauATMQKo4cUud/jJC3PWPEYu+/yyQzjjW648x+zWg8ABvhIE2bxjAk1G/gf78Dr4BhfHfN2AGB7bV///azMXNsZafh3VtXWHIFzUVCQZVVSZorcrA8PXbP/ASB25WRnCDhRl5QPA/9ASw/2gNdzoCgAAa2AT/F7UXTmKJz6SnKcrx/uWDwNt3b/lxcwl6c/EIcoPWkPxnBJ0dLsTw9uNH8Njuf/BlDSzgM3VQm7A/EZNO8ATPNGwSPGy/LnonHlufhhE80wye8AD3FUHblv///cbAxf4PdFrvly8fX20E0hs1NVU3HN0QDq5avv2BqvsPvkoJnOBBN7yASnlm6FqwwZbgAQJoYBP8P/RxVkg35j80J4Cuo//19xd4OFKQUwxb+x52qg+zNM8Zp9u37nnz8km48/BLKH//wcLAwQnsVP3nBJZMwMr/N2iUghE81sUMjBVmFmD59f8T8qAmUiz8hybwf4iuEcq6bogujr8/qRQA5IEf7Egnl8HcB8uYDAj+fwYmBuQT4GDzzfAM+g90iwsTAzcHM7Cd/hsY3p8Z/vx4w8DM9PXWt68vt3Cw/97y6PKk/RhTRn9fgUenWKHNJibkZQZQ+xlhw42whP6fwl4nhQAggAZ1gv/57ycDKxMrdEs3J65OLWIxDDCc9ZV/qV29csXty+d/ruxcwg4srIKsrOw84Cs3/wAD/e9vRmDChzRrmNi/YrZnYcXOMErwiBoKdV06CwvosKy/YMwIuhkaNMr2/8fvP3+/7vz358NOQQGW7XdOF9/FaT/DF3gd9Ac03vIPcmI0aGsk6G5syLK9wZXgAQJogNvwf/BO+n7/+o2Bk5sN2vZhJ2Yok5EBdo02EIuzX7L/9YvB+ccPJod/DByGjKzcwFKLC7JfCnyuvTB0SPI/pOSD7tSBXC/5B3pr3F/EacpMqBcmsPzmIbIpwkRkgv+HHjt49f1hZEdT/g+lacUEi1u0ix5gTbKXL+8wSIoJMvAL8jH8/Pr25OtXj/ZwczDueXyt4wA2W38xwEZfIM3B/wzvgK17yNAwGwMv9FwvdvDEHWi3ExOOvvpAnqgIEECDOsGDAuofsJT/+w909QwvscOYyKclgbGCJKvAuxcP7d59+moPbOhYsnNyGLAw8QBrEBHUGBlhCZ6D/cepd6+fHPr248dBFUXJ/ZcPpX2FyX+C3rQIaqODZn1//wTtMPrPwMkC2XP27cd7Bi4O5MNM2RlAdw38+c3MwMbEzsAK2tj+f/AleIAAxF1LCsIwEE3Tn1LwAOJKENy5EaFH9DieQUqXnkJdqpQ2reZjZiaVWNy40UWgi0KhmWZm3nud99eAN+zqBXvqqH7+Gc37Mv35cgW/5JnPVHavDvn5eMrDZLVWKtho9ZhE4chuaGwzQGL7BsmA4IrThE4tVGbGXq/tdiqrUcyFBm1ArydjJIyAbgdCBrUhDmYkg4jQ/V1Fq+sEXXODCElvBMc5idiEaAg5CXqPKRKtwTNgycsUAxcabh5qFsXGzewEMqhhSgo0bQBtvDa2NhfVrW3rUhtZ2s+lWC50sd9t20/vr/PSJTWfNFv0Df7sYUa8M2LBcH6KGZSs/QHyUjv+fj7+UwAN2wSPPJqDFuxMyDMq6jKc6q9ePjV+//aT8e+/v43Y2biM2Lk4OUAl1Lcf3yGdPvBhQqzwRAkaigDRf9g/wm8JAeN/kD22f6G3z4Fuo0MW/w87RhA6i8jOzgrdS/sHvAQBPGsJalP/g6wl5+bmQknwf//+hi/6ApnBz6QLrJBAmesXwx/QmTfgu49+A/Mn6GAp0Bk1LD8+f3197uP7V2d//vp2WliI77SOjuYNcwtTBjU1BQYXR2CSY4fsWoMFEujmIdBoCyt0pGa4JXiAABrgBP8O1n2CttGZEZ2vfwy4160ykj6shbZeh4EBc8c3mG2kcEH94YM3+u/e/NTj5pPUYWLg0WZi4ldmZuQDR/DfPyzAEp0RPLP77t9n8AQXKGFDLjCDlNDMTNBlzP8gnV5IokfaUgct4b99+wop0ZkhY+Cg5c6QTAVR8/nLJ/BSAshWACbokXSIK0F/f3zOwA5a5MnMBD4H9M/vb3d///1ylYHx1xUWxl+XWFh/X1RRlLphbKLHYGSizaCmKsogLgG6rA06rMoESejgI5FAF1QzwnY+/YNPGDHibJoBHfWXiFWLGIkdeekJD93THEAADe0Ez/QHra3LSkrCRwG4NiQEx+5nf/Tovcbzp5/UPn/5qcrCzK3CzS2oxMnJqfiN7bccuIT+xwAueUELs8CJ/D8kQYPW2/yHjpowQqsoWGKFNE2YUEp4UAkO0g8q4UE0Byc7dFIIUrL/+fsLLA7U+whozn3mn+/vMf//cwdo1G1WNsZbwkK8NxSVpX5qaikzyMuIMrh7cDJwAvv8oMvoGKHLt0EnmIOPdAFiVo7/kMNiGf+DVysywRPjP2DG/sXAxsIy7BI8QAANok4rop9JyEX/kDpeGJmAhmDX4X8MVy/fYbh+/TrDi+fvGZ++/C/74/sfmW/fvkkBmyMSwIQoxsTIKgpMlMLAvoEQsHTm//+PmQ/Y9ub+/5+JC9i04YDmSnAuYIK3E0DnDzB8A/oM1Gn8BGyHgw4ievft++e3wJriNQsL0ytg5nnBwcnyjJub+wkvL+9jYIb7r6b2lUFWTopBS0uLQVlFiEFUiAGcwEGtQpAF34AmsrNANjwzI4URRl8Y1qn9D2lKwc5dZ2RE7v8zMyBfZoBxUQtK/fkHl0VoGYf+awsAAgwACMbrYdMgGDcAAAAASUVORK5CYII=)

họ và tên: TRẦN THỊ VUI

DỰ BÁO MỰC NƯỚC TẠI TRẠM THAKLEK TRÊN SÔNG MEKONG DÙNG RANDOM FOREST

ĐỒ ÁN TỐT NGHIỆP

HÀ NỘI, NĂM 2021

|  |  |
| --- | --- |
| **bỘ GIÁO DỤC VÀ ĐÀO TẠO** | **BỘ NÔNG NGHIỆP VÀ PTNT** |

TRƯỜNG ĐẠI HỌC THỦY LỢI

HỌ VÀ TÊN: TRẦN THỊ VUI

DỰ BÁO MỰC NƯỚC TẠI TRẠM THAKLEK TRÊN SÔNG MEKONG DÙNG RANDOM FOREST

|  |  |
| --- | --- |
| Ngành: | Công nghệ thông tin |
| Mã số: | 7480201 |

|  |  |
| --- | --- |
| NGƯỜI HƯỚNG DẪN | 1. PGS.TS NGUYỄN THANH TÙNG |
|  |  |

HÀ NỘI, NĂM 2021

|  |  |
| --- | --- |
|  | CỘNG HOÀ XÃ HỘI CHỦ NGHĨA VIỆT NAM  **Độc lập - Tự do - Hạnh phúc**  ----------★----------  **NHIỆM VỤ ĐỒ ÁN TỐT NGHIỆP** |

|  |  |
| --- | --- |
| Họ tên sinh viên: **Trần Thị Vui** | Hệ đào tạo : **Đại học chính quy** |
| Lớp: **59TH2** | Ngành: **Công nghệ thông tin** |
| Khoa: **Công nghệ thông tin** |  |

1. TÊN ĐỀ TÀI:

DỰ BÁO MỰC NƯỚC TẠI TRẠM THAKLEK TRÊN SÔNG MEKONG DÙNG RANDOM FOREST

1. CÁC TÀI LIỆU CƠ BẢN:
2. [Machine Learning | Coursera](https://www.coursera.org/learn/machine-learning/home/welcome) (coursera.com)
3. https://www.python.org/
4. https://www.djangoproject.com/start/
5. https://codelearn.io/sharing/web-step-by-step-voi-django
6. https://machinelearningmastery.com/random-forest-for-time-series-forecasting/
7. NỘI DUNG CÁC PHẦN THUYẾT MINH VÀ TÍNH TOÁN:

* Chương 1: Giới thiệu (20%)
  + Lý do chọn đề tài
  + Mục tiêu đề tài
  + Đối tượng và phạm vi nghiên cứu
* Chương 2: Tiếp cận cơ sở lý thuyết (20%)
  + Học máy
  + Khai phá dữ liệu
  + Bootstrap và bagging
  + Cây hồi quy
  + Random Forest
  + Lỗi của mô hình
  + Phương pháp đánh giá độ chính xác của mô hình
* Chương 3: Phương pháp và xây dựng mô hình (30%)
  + Dữ liệu
  + Công cụ
  + Ứng dụng dữ liệu và công cụ để xây dựng mô hình và triển khai trên web
* Chương 4: Đánh giá kết quả đạt được (30%)
  + Huấn luyện mô hình
  + Kết quả và kiểm định mô hình
  + Kết luận & kiến nghị

1. GIÁO VIÊN HƯỚNG DẪN TỪNG PHẦN

|  |  |
| --- | --- |
| **Phần** | **Họ tên giáo viên hướng dẫn** |
| Tiếp cận cơ sở lý thuyết | Nguyễn Thanh Tùng |
| Ứng dụng phương pháp và xây dựng mô hình |

1. NGÀY GIAO NHIỆM VỤ ĐỒ ÁN TỐT NGHIỆP

Ngày .... tháng …. năm 2021.

|  |  |  |
| --- | --- | --- |
| **Trưởng Bộ môn**  *(Ký và ghi rõ Họ tên)* |  | **Giáo viên hướng dẫn chính**  *(Ký và ghi rõ Họ tên)* |

Nhiệm vụ Đồ án tốt nghiệp đã được Hội đồng thi tốt nghiệp của Khoa thông qua.

|  |
| --- |
| Ngày …. tháng …. năm 2021.  **Chủ tịch Hội đồng**  *(Ký và ghi rõ Họ tên)* |

Sinh viên đã hoàn thành và nộp bản Đồ án tốt nghiệp cho Hội đồng thi.

|  |
| --- |
| Ngày .... tháng …. năm 2021.  **Sinh viên làm Đồ án tốt nghiệp**  *(Ký và ghi rõ Họ tên)* |

|  |  |
| --- | --- |
| logo | TRƯỜNG ĐẠI HỌC THUỶ LỢI  **KHOA CÔNG NGHỆ THÔNG TIN**  BẢN TÓM TẮT ĐỀ CƯƠNG ĐỒ ÁN TỐT NGHIỆP |

TÊN ĐỀ TÀI: Dự báo mực nước tại trạm Thakhek trên sông Mekong sử dụng Random Forest.

*Sinh viên thực hiện*: Trần Thị Vui

*Lớp*: 59TH2

*Giáo viên hướng dẫn*: PGS.TS Nguyễn Thanh Tùng

**TÓM TẮT ĐỀ TÀI**

Lũ lụt là một hiện tượng thời tiết phức tạp, để lại nhiều thiệt hại nặng nề về tài sản và tính mạng tại khu vực trực tiếp chịu thiên tai. Việt Nam là một trong những nước có tần suất lũ lụt cao, các khu vực vùng Đồng bằng sông Cửu Long, Đồng bằng duyên hải miền Trung, Đồng bằng Bắc Bộ nhiều năm gần đây chứng kiến nhiều trận lũ lịch sử đỉnh điểm là trận lũ miền Trung diễn ra vào tháng 10 và 11 của năm 2020. Vì thế việc dự báo mực nước tại các trạm trên sông Mekong là cần thiết để có thể hỗ trợ cảnh báo lũ cho vùng đồng bằng sông Cửu Long, giảm thiểu một cách tối ra thiệt hại về người và tài sản.

Random Forest (RF), một trong những phương pháp phi tuyến nổi trội được dùng phổ biến trong lĩnh vực học máy và khai thác dữ liệu trên thế giới những năm gần đây, RF hoạt động tốt trên các bài toán phân loại và hồi quy và ít bị ảnh hưởng bởi nhiễu (noise). Vì vậy, RF có thể ứng dụng vào xử lý cho bài toán dự báo mực nước tại trạm Thakhek trên sông Mekong.

**CÁC MỤC TIÊU CHÍNH**

* Tìm hiểu các phương pháp học máy, phương pháp học máy kết hợp (ensemble learning).
* Tìm hiểu phương pháp học máy rừng ngẫu nhiên (RF -Random Forest) và các phiên bản cải tiến của RF.
* Ứng dụng RF dự mực nước tại trạm Thakhek trên sông Mekong.

**KẾT QUẢ DỰ KIẾN**

* Mô hình học máy RF dự báo mực nước tại trạm Thakhek trên sông Mekong.
* Xây dựng được một website để dự báo mực nước sử dụng RF tại trạm Thakhek trên sông Mekong.
* Viết báo cáo và tổng kết.

LỜI CAM ĐOAN

Tác giả xin cam đoan đây là Đồ án tốt nghiệp của bản thân tác giả. Các kết quả trong Đồ án tốt nghiệp này là trung thực, và không sao chép từ bất kỳ một nguồn nào và dưới bất kỳ hình thức nào. Việc tham khảo các nguồn tài liệu (nếu có) đã được thực hiện trích dẫn và ghi nguồn tài liệu tham khảo đúng quy định.

|  |  |
| --- | --- |
|  | **Tác giả ĐATN**  *Chữ ký*  **Trần Thị Vui** |

LỜI CÁM ƠN

Sau hơn 4 năm học tập tại trường Đại học Thủy Lợi nói chung và khoa Công nghệ thông tin nói riêng, em đã nhận được sự chỉ bảo và giúp đỡ của các thầy cô giáo và các bạn rất nhiều trong lĩnh vực học tập và cuộc sống.

Đầu tiên, em xin chân thành cảm ơn các thầy cô giáo Trường đại học Thủy Lợi và đặc biệt là các thầy cô giáo khoa Công nghệ thông tin đã dạy cho em có được những kiến thức để phục vụ cho việc thực hiện đồ án. Đặc biệt, trong 14 tuần làm đồ án, em đã được sự hướng dẫn nhiệt tình của Phó giáo sư, tiến sĩ, thầy giáo Nguyễn Thanh Tùng. Em xin gửi lời cảm ơn chân thành tới thầy cô đã giúp đỡ, bổ sung cho em những kiến thức, cho em những lời khuyên và sự góp ý để em có thể hoàn thành đồ án một cách nhanh chóng và hiệu quả nhất.

Trong suốt thời gian học tập và hoàn thành đồ án em đã may mắn được thầy cô chỉ bảo, dìu dắt và được gia đình bạn bè quan tâm, động viên luôn bên cạnh và tạo mọi điều kiện thuận lợi đẻ cho em có thể hoàn thành đồ án này. Trong suốt quá trình làm đò án với đề tài “**Dự báo mực nước tại trạm ThakLek trên sông MeKong dùng Random Forest**”, em đã cố gắng hết sức để xây dựng và hoàn thiện đồ án một cách tốt nhất, nhưng do kiến thức còn hạn chế, thời gian làm đồ án có hạn và kinh nghiệm thực tế chưa có nên cũng không thể tránh được những sai sót. Một lần nữa, em xin chân thành cảm ơn thầy cô giáo, bạn bè và gia đình đã giúp đỡ em trong suốt thời gian qua.
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DANH MỤC CÁC TỪ VIẾT TẮT VÀ GIẢI THÍCH CÁC THUẬT NGỮ

**ĐATN:** Đồ án tốt nghiệp

**RF:** Random Forest

**DEPLOY**: Triển khai mô hình

**TEST ERROR**: Lỗi kiểm thử

**UNSUPERVISED LEARNING**: Học không giám sát

**VALIDATION ERROR:** Lỗi kiểm định

# GIỚI THIỆU

## Lý do chọn đề tài

Lũ lụt là một hiện tượng thời tiết phức tạp, để lại nhiều thiệt hại nặng nề về tài sản và tính mạng tại khu vực trực tiếp chịu thiên tai. Theo thống kê của Tổ chức Hợp tác và Phát triển Kinh tế (Organization for Economic Co-operation and Development – OECD), mỗi năm toàn thế giới chịu thiệt hại hơn 40 tỉ đô la Mỹ, ảnh hưởng đến xấp xỉ 250 triệu người, tần suất xuất hiện lũ lụt đã tăng gần gấp đôi trong giai đoạn 2000-2009 so với thập kỷ trước đó và số lần lũ lụt trong khoảng thời gian 2010 đến 2013 nhiều hơn tổng số lần lũ lụt của cả thập niên 80. Việt Nam là một trong những nước có tần suất lũ lụt cao; các khu vực vùng Đồng bằng sông Cửu Long, Đồng bằng duyên hải miền Trung, Đồng bằng Bắc Bộ nhiều năm gần đây chứng kiến nhiều trận lũ lịch sử đỉnh điểm là trận lũ miền Trung diễn ra vào tháng 10 và 11 của năm 2020.

Vì thế việc dự báo mực nước tại các trạm trên sông Mekong là cần thiết để có thể hỗ trợ cảnh báo lũ cho vùng đồng bằng sông Cửu Long, giảm thiểu một cách tối ra thiệt hại về người và tài sản. Xây dựng mô hình dự báo mực nước đáp ứng tối ưu việc cập nhật, xác định và đánh giá về lũ lụt xảy ra trong suốt thời gian lũ lụt từ đó có những giải pháp cứu trợ, tiếp cận kịp thời khi xuất hiện những trận lũ lụt gây ra hơn là các đánh giá dự báo thông thường. Với sự phát triển của lĩnh vực công nghệ thông tin, trí tuệ nhân tạo mà đặc biệt trong lĩnh vực học máy, học sâu những năm gần đây đang thực sự được quan tâm và ứng dụng vào thực tiễn các lĩnh vực, ngành nghề trong cuộc sống. Bài toán xây dựng mô hình random forest dự báo mực nước là một minh chứng cho sự phát triển của công nghệ thông tin dựa trên các phương pháp, thuật toán đã có thể xác định, cập nhật tính ưu việt trong công tác dự báo, đánh giá với mức độ chính xác cao nhằm góp phần thiết thực vào thực tiễn trong lĩnh vực quản lý tài nguyên nước và phòng chống thiên tai tại Việt Nam. Nghiên cứu xây dựng mô hình rừng ngẫu nhiên (random forest) dự báo mực nước có vai trò vô cùng quan trọng trong việc đánh giá tác động của trận lũ lịch sử khi các tài liệu đầu vào để đánh giá theo phương pháp truyền thống còn nhiều hạn chế tại thời điểm tức thời, thời gian thực khi lũ xuất hiện, đây là một ý nghĩa quan trọng trong quản lý tài nguyên nước, phòng chống thiên tai cho khu vực nghiên cứu. Vì những lý do nêu trên, đề tài nghiên cứu khoa học: “Dự báo mực nước tại trạm ThakLek trên sông Mekong sử dụng Random Forest” nơi thể hiện sự đóng góp quan trọng của lưu vực thuộc phía trung-nam nước Cộng hòa Dân chủ Nhân dân Lào cho dòng chính sông Mekong.

## Mục tiêu đề tài

Dựa trên lý do chọn đề tài, trong nghiên cứu này đồ án thực hiện có các mục tiêu chính sau:

* Tiếp cận cơ sở lý thuyết về mạng trí tuệ nhân tạo nói chung và mô hình máy học RF.
* Ứng dụng RF trong việc xây dựng mô hình dự báo mực nước tại ThakLek trên sông Mekong bằng ngôn ngữ Python.
* Đánh giá kết quả từ mô hình đạt được, từ đó đưa ra kết luận và kiến nghị.
* Xây dựng một website để dự báo mực nước sử dụng RF tại trạm Thakhek trên sông Mekong.

## Đối tượng và phạm vi nghiên cứu­

### Đối tượng nghiên cứu

Xây dựng mô hình dự đoán và đánh giá mực nước tại trạm ThakLek trên sông Mekong dùng RF.

### Phạm vi nghiên cứu

Vùng nghiên cứu là trạm ThakLek trên sông Mekong nơi thể hiện sự đóng góp quan trọng của lưu vực thuộc phía trung-nam nước Cộng hòa Dân chủ Nhân dân Lào cho dòng chính sông Mekong. Vị trí nghiên cứu được minh họa tại [Hình 1.1](#hinh11).
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Hình 1. Vị trí lưu vực nghiên cứu

# TIẾP CẬN CƠ SỞ LÝ THUYẾT

## Học máy (Machine Learning)

### Tổng quan

Học máy là một lĩnh vực của trí tuệ nhân tạo (trí thông minh được thể hiện bằng máy móc) liên quan đến việc nghiên cứu và xây dựng các kĩ thuật giúp máy tính “học” tự động từ dữ liệu cho trước để giải quyết những bài toán cụ thể. Machine learning còn cung cấp một phương pháp hiệu quả để học hỏi từ dữ liệu thay vì dựa vào con người để phân tích và dự đoán.

Học máy hiện nay được áp dụng rộng rãi nhiều lĩnh vực: chuẩn đoán y khoa, phân loại ảnh, nhận dạng vật thể, nhận dạng tiếng nói và chữ viết, phân tích câu và dịch tự động, chơi trò chơi, xe tự lái, gợi ý bán hàng, …

Học máy có thể được phân loại bằng phương thức học: học có giám sát – supervised learning, học không giám sát – unsupervised learning, học nửa giám sát – semi-supervised learning, học tăng cường – reinforcement learning. Do nội dung đồ án tập trung vào bài toán dự đoán mực nước tại trạm ThakLek trên sông Mekong sử dụng RF, vì thế ta có thể chỉ quan tâm đến hình thức học đầu tiên đó là học có giám sát mà không dành nhiều quan tâm đến các hình thức học còn lại.

#### Học có giám sát (Supervised Learning)

Đây là phương pháp học máy giải quyết bài toán dự đoán mục tiêu với đầu vào cho trước. Các mục tiêu được gọi là “nhãn”, thường được ký hiệu là . Dữ liệu đầu vào thường được ký hiệu là . Mỗi một cặp được gọi là một mẫu và được cung cấp cho quá trình huấn luyện mô hình. Nói ngắn gọn: học có giám sát là hình thức học mà dữ liệu dùng để xây dựng mô hình đã được gán nhãn từ trước.
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Hình 2. Minh họa học máy có giám sát

Học có giám sát giải quyết một số bài toán sau:

* Hồi quy (regression): là bài toán tìm nghiệm tối ưu có đầu ra là một số thực, quan hệ giữa đầu vào với mục tiêu là 1 hàm số , thường là tuyến tính hoặc logistic. Mục tiêu của bài toán là tìm ra nghiệm gần đúng với . Hai hàm mất mát phổ biến là và giả sử dữ liệu có nhiễu Gauss. Ví dụ: dự đoán giá bất động sản.
* Phân loại (classification): là bài toán dự đoán nhãn lớp giữa những nhãn lớp có sẵn. Mô hình được xây dựng dựa trên một tập dữ liệu được gán nhãn trước. Đầu ra của mô hình là một mảng chứa các xác suất của các lớp tương ứng với dữ liệu đầu vào. Hàm mất mát phổ biến là entropy chéo. Bài toán phân lớp có các loại sau: phân lớp nhị phân (phân loại đúng/sai), phân lớp đa trị, phân lớp đa lớp. Ví dụ: đưa hình của một chú chó vào một mô hình phân loại giữa {chó, mèo, gà} ta được khả năng bức hình đó là chó, mèo và gà theo mô hình đó là {0.6, 0.3, 0.1}.

##### Hàm mất mát (Loss Function)

Hàm mất mát là một hàm để đánh giá một mô hình học máy xem mô hình đang tốt hay tệ, hàm mất mát so sánh giá trị đầu ra của hàm mục tiêu so với tập dữ liệu huấn luyện. Theo quy ước, giá trị hàm mất mát càng thấp thì mô hình càng tốt.

Hàm bình phương sai số (Squared error) là hàm mất mát phổ biến nhất cho giá trị số, hàm entropy chéo (Cross entropy) giá trị là nhãn.

Để tránh việc mô hình quá khớp khi huấn luyện ta thường chia dữ liệu ban đầu thành hai: tập dữ liệu huấn luyện để học mô hình tập này cho ra lỗi huấn luyện và tập dữ liệu kiểm định để đánh giá mô hình, cho ra lỗi kiểm thử.

#### Học không giám sát (Unsupervised Learning)

Đây là phương pháp học máy không biết được mục tiêu mà bài toán đang nhắm đến hay nhãn mà chỉ có dữ liệu đầu vào. Học không giám sát sẻ dụng những dữ liệu chưa được gán nhãn để suy luận ra mỗi quan hệ. Phương pháp này thường được sử dụng để tìm cấu trúc của tập dữ liệu. Tuy nhiên lại không có phương pháp đánh giá được cấu trúc tìm ra được là đúng hay sai.

Các bài toán học không giám sát được chia làm hai loại:

* Phân cụm: phân tập dữ liệu thành cụm/thể loại ( cho trước) dựa trên sự liên quan giữa các dữ liệu trong mỗi nhóm. Ví dụ: phân nhóm khách hàng dựa trên hành vi mua hàng, lịch sử ghé thăm và đặt mua các món hàng.
* Luật kết hợp: Là bài toán khi chúng ta muốn khám phá ra một quy luật dựa trên nhiều dữ liệu cho trước. Ví dụ: nhóm khách hàng mua xà phòng, dầu gội đầu thì có thường mua thêm kem đánh răng hay không? Những khách hàng nam mua quần áo thường có xu hướng mua thêm đồng hồ hoặc thắt lưng..

### Nhận xét ưu nhược điểm của học có giám sát và không giám sát

Sau khi tìm hiểu 2 dạng học máy thì chúng ta có thể đưa ra so sánh ưu nhược điểm giữa chúng như trong bảng sau:

Bảng 2. So sánh học có giám sát với học không giám sát

|  |  |  |
| --- | --- | --- |
|  | **Ưu điểm** | **Nhược điểm** |
| Học có giám sát | * Học dựa trên nhãn và có mục tiêu rõ ràng. * Cho phép thu thập dữ liệu hoặc tạo đầu ra bằng kinh nghiệm học hỏi trước đó. * Giải quyết vấn đề tính toán trong thế giới thực. * Phương pháp đơn giản dễ sử dụng. * Kết quả đầu ra có thể đo lường độ chính xác | * Dữ liệu cần để mô hình học phải đạt nhiều yêu cầu: đủ nhãn cho mỗi lớp, ít bị nhiễu, đầu ra phải chính xác. * Phân loại dữ liệu lớn có thể là một thách thức lớn * Cần nhiều thời gian tính toán |
| Học không giám sát | * Tìm ra được mối quan hệ ẩn trong dữ liệu. * Tìm ra những đặc trưng để phân thể loại dữ liệu. * Xử lý trong thời gian thực, dữ liệu đầu vào có thể được phân tích và phân loại ngay. * Dễ thu thập dữ liệu chưa gán nhãn hơn là gán nhãn | * Cần một tập dữ liệu đủ lớn để có thể phân loại chính xác * Không thể đo lường độ tin cậy của kết quả. * Không biết số lớp. |

Để phục vụ cho bài toán dự báo mực nước tại trạm ThakLek trên sông Mekong, em đánh giá phương pháp học có giám sát là phương pháp học máy phù hợp do có những ưu điểm được kể trong bảng ở trên. Ngoài ra đề tài cũng có mục tiêu rõ ràng cho đầu ra của mô hình là dự đoán mực nước tại trạm ThakLek. Do đó, em đã chọn học máy có giám sát là phương pháp học máy để phục vụ đề tài này.

## Khai phá dữ liệu

### Tổng quan

Trong cuộc sống hiện nay sự phát triển mạnh mẽ của công nghệ thông tin và truyền thông, nhu cầu lưu trữ dữ liệu và trao đổi thông tin trong xã hội ngày càng tăng lên mạnh mẽ. Tuy nhiên, đi cùng với lượng dữ liệu và thông tin ngày càng khổng lồ mà chúng ta có được thì việc biến đổi những dữ liệu thô có sẵn đó thành tri thức trở thành một đòi hỏi tất yếu trong đời sống hàng ngày. Từ nhu cầu thực tế trên, đòi hỏi chúng ta phải tìm kiếm và ứng dụng các kỹ thuật nhằm “khai phá” những thông tin hữu ích, những tri thức có ích từ những nguồn dữ liệu khổng lồ hiện có.

Phát hiện tri thức và khai phá dữ liệu (Knowledge Discovery and Data Mining - KDD) là những công việc liên quan đến việc trích, lọc những thông tin có ích từ các nguồn dữ liệu. Khai phá dữ liệu là một tập các kỹ thuật được sử dụng một cách tự động nhằm khám phá những tri thức có ích ở dạng tiềm năng trong nguồn dữ liệu đã có.

Ở đây chúng ta có thể coi khai phá dữ liệu là cốt lõi của quá trình phát hiện tri thức. Quá trình phát hiện tri thức gồm các bước:

Bước 1: Trích chọn dữ liệu (data selection): Là bước trích chọn những tập dữ liệu cần được khai phá từ các tập dữ liệu lớn (databases, data ware houses).

Bước 2: Tiền xử lý dữ liệu (data preprocessing): Là bước làm sạch dữ liệu (xử lý dữ liệu không đầy đủ, dữ liệu nhiễu, dữ liệu không nhất quán, …), rút gọn dữ liệu (sử dụng các phương pháp thu gọn dữ liệu, histograms, lấy mẫu…), rời rạc hóa dữ liệu (dựa vào histograms, entropy, phân khoảng, ...). Sau bước này, dữ liệu sẽ nhất quán, đầy đủ, được rút gọn và được rời rạc hóa.

Bước 3: Biến đổi dữ liệu (data transformation): Là bước chuẩn hóa và làm mịn dữ liệu để đưa dữ liệu về dạng thuận lợi nhất nhằm phục vụ cho các kỹ thuật khai thác ở bước sau.

Bước 4: Khai phá dữ liệu (data mining): Đây là bước quan trọng và tốn nhiều thời gian nhất của quá trình khám phá tri thức, áp dụng các kỹ thuật khai phá (phần lớn là các kỹ thuật của machine learning) để khai phá, chọn lựa được các mẫu (pattern) thông tin, các mối liên hệ đặc biệt trong dữ liệu.

Bước 5: Đánh giá và biểu diễn tri thức (knowledge representation & evaluation): Dùng các kỹ thuật hiển thị dữ liệu để trình bày các mẫu thông tin (tri thức) và mối liên hệ đặc biệt trong dữ liệu đã được khai thác ở bước trên biểu diễn theo dạng gần gũi với người sử dụng như đồ thị, cây, bảng biểu, luật, …. Đồng thời bước này cũng đánh giá những tri thức khám phá được theo những tiêu chí nhất định. Trong giai đoạn khai phá dữ liệu, có thể cần sự tương tác của người dùng để điều chỉnh và rút ra các tri thức cần thiết nhất. Các tri thức nhận được cũng có thể được lưu và sử dụng lại.

Việc khai phá dữ liệu có thể được tiến hành trên một lượng lớn dữ liệu có trong CSDL, các kho dữ liệu hoặc trong các loại lưu trữ thông tin khác.

### Nhiệm vụ chính của khai phá dữ liệu

Giảm chiều dữ liệu: Giảm chiều dữ liệu là việc giảm chiều của không gian tìm kiếm dữ liệu, giảm chi phí thu thập và lưu trữ dữ liệu, nâng cao hiệu quả của việc khai phá dữ liệu và làm đơn giản hóa các kết quả khai phá dữ liệu.

Phân nhóm và phân loại: Phân loại và phân nhóm là hai nhiệm vụ có mối quan hệ tương đối gần nhau trong khai phá dữ liệu. Một lớp là một tập các đối tượng có cùng một số đặc điểm hoặc mối quan hệ nào đó, tất cả các đối tượng trong lớp này được phân vào trong cùng một loại tên nhằm mục đích là để phân biệt với các lớp khác. Một cụm là một tập các đối tượng tương tự nhau về mặt vị trí. Các cụm thường được tạo ra nhằm mục đích để sau đó tiến hành phân loại các đối tượng.

Trích chọn luật: Trích chọn luật tìm kiếm và đưa ra dữ liệu bằng cách tất cả các dữ liệu được đưa ra dựa trên các suy diễn/các quyết định mà các suy diễn/quyết định này được xây dựng từ các tri thức thu thập được từ dữ liệu đó. Đối với người sử dụng các kết quả của khai phá dữ liệu họ chỉ mong muốn có một cách giải thích đơn giản là tại sao có các kết quả phân loại đó, thuộc tính nào ảnh hưởng đến kết quả khai phá dữ liệu…Tuy nhiên, bằng các tham số phân loại rất khó để có thể diễn giải các tri thức đó theo cách mà người sử dụng có thể dễ dàng hiểu được.

### Qúa trình khai phá dữ liệu

Các giải thuật khai phá dữ liệu thường được miêu tả như những chương trình hoạt động trực tiếp trên tệp dữ liệu. Với các phương pháp học máy và thống kê trước đây, thường thì bước đầu tiên là các giải thuật nạp toàn bộ tệp dữ liệu vào trong bộ nhớ. Khi chuyển sang các ứng dụng công nghiệp liên quan đến việc khai phá các kho dữ liệu lớn, mô hình này không thể đáp ứng được. Không chỉ bởi vì nó không thể nạp hết dữ liệu vào trong bộ nhớ mà còn vì khó có thể chiết xuất dữ liệu ra các tệp đơn giản để phân tích được. Quá trình khai phá dữ liệu được thể hiện bởi mô hình sau:

![](data:image/png;base64,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)

Hình 2. Qúa trình khai phá dữ liệu

### Một số kỹ thuật khai phá dữ liệu

Mục đích của khai phá dữ liệu là chiết xuất ra các tri thức có lợi cho kinh doanh hay cho nghiên cứu khoa học…

Do đó, ta có thể xem mục đích của khai phá dữ liệu sẽ là mô tả các sự kiện và dự đoán. Các mẫu khai phá dữ liệu phát hiện được nhằm vào mục đích này. Dự đoán liên quan đến việc sử dụng các biến hoặc các đối tượng (bản ghi) trong cơ sở dữ liệu để chiết xuất ra các mẫu, dự đoán được những giá trị chưa biết hoặc những giá trị tương lai của các biến đáng quan tâm. Mô tả tập trung vào việc tìm kiếm các mẫu mô tả dữ liệu mà con người có thể hiểu được. Để đạt được những mục đích này, nhiệm vụ chính của khai phá dữ liệu bao gồm như sau:

#### Phân nhóm dữ liệu

Phân nhóm là kỹ thuật khai phá dữ liệu. Sự phân nhóm dữ liệu là quá trình lọc không được giám sát, là quá trình nhóm những đối tượng vào trong những lớp tương đương, đến những đối tượng trong một nhóm là tương đương nhau, chúng phải khác với những đối tượng trong những nhóm khác. Trong phân loại dữ liệu, một bản ghi thuộc về lớp nào là phải xác định trước, trong khi phân nhóm không xác định trước. Trong phân nhóm, những đối tượng được nhóm lại cùng nhau dựa vào sự giống nhau của chúng. Sự giống nhau giữa những đối tượng được xác định bởi những chức năng giống nhau. Thông thường những sự giống về định lượng như khoảng cách hoặc độ đo khác được xác định bởi những chuyên gia trong lĩnh vực của mình. Đa số các ứng dụng phân nhóm được sử dụng trong sự phân chia thị trường. Với sự phân nhóm khách hàng vào trong từng nhóm, những doanh nghiệp có thể cung cấp những dịch vụ khác nhau tới nhóm khách hàng một cách thuận lợi. Ví dụ, dựa vào chi tiêu, số tiền trong tài khoản và việc rút tiền của khách hàng, một ngân hàng có thể xếp những khách hàng vào những nhóm khác nhau. Với mỗi nhóm, ngân hàng có thể cho vay những khoản tiền tương ứng cho việc mua nhà, mua xe, … Trong trường hợp này ngân hàng có thể cung cấp những dịch vụ tốt hơn và cũng chắc chắn rằng tất cả các khoản tiền cho vay đều có thể thu hồi được. Ta có thể tham khảo một khảo sát toàn diện về kỹ thuật và thuật toán phân nhóm trong.

* Hồi qui (Regression): Là việc xây dựng mô hình máy tính từ một tập dữ liệu với biến đích có giá trị thực. Bài toán hồi qui tương tự như phân loại, điểm khác nhau là biến đích có dạng số trong khi bài toán phân loại có biến đích kiểu rời rạc. Việc dự báo các giá trị số thường được làm bởi các phương pháp thống kê cổ điển chẳng hạn như hồi qui tuyến tính. Tuy nhiên, phương pháp mô hình hóa cũng được sử dụng Hồi quy được ứng dụng trong nhiều lĩnh vực, ví dụ: dự đoán số lượng sinh vật phát quang hiện thời trong khu rừng bằng cách dò tìm vi sóng bằng thiết bị cảm biến từ xa; dự đoán khả năng tử vong của bệnh nhân khi biết các kết quả xét nghiệm chẩn đoán; dự đoán nhu cầu tiêu thụ một sản phẩm mới bằng một hàm chi tiêu quảng cáo….
* Tổng hợp (summarization): Là công việc liên quan đến các phương pháp tìm kiếm một mô tả cô đọng cho tập con dữ liệu. Các kỹ thuật tổng hợp thường được áp dụng trong việc phân tích dữ liệu có tính thăm dò và báo cáo tự động.
* Mô hình hóa phụ thuộc (dependency modeling): Là việc tìm kiếm mô tả các phụ thuộc quan trọng giữa các biến. Mô hình phụ thuộc tồn tại hai mức:
* Mức cấu trúc của mô hình (thường dưới dạng đồ thị) xác định các biến phụ thuộc cục bộ vào các biến khác.
* Mức định lượng của mô hình xác định mức độ phụ thuộc của biến. Những phụ thuộc này thường được biểu thị dưới dạng luật. Quan hệ phụ thuộc cũng có thể biểu diễn dưới dạng mạng tin cậy. Đó là đồ thị có hướng không có dạng chu trình, các nút biểu diễn thuộc tính và trọng số chỉ liên kết phụ thuộc giữa các nút đó.
* Phát hiện sự thay đổi và độ lệch (change and deviation dectection): Nhiệm vụ này tập trung vào khám phá những thay đổi có ý nghĩa trong dữ liệu dựa vào các giá trị chuẩn hay độ đo đã biết trước, phát hiện độ lệch đáng kể giữa nội dung của tập con dữ liệu và nội dung mong đợi. Hai mô hình độ lệch thường dùng là lệch theo thời gian và lệch theo nhóm. Độ lệch theo thời gian là sự thay đổi có nghĩa của dữ liệu theo thời gian. Độ lệch theo nhóm là sự khác nhau giữa dữ liệu trong hai tập con dữ liệu, tính cả trường hợp tập con của đối tượng này thuộc tập con kia, nghĩa là xác định dữ liệu trong một nhóm con của đối tượng có khác nhau đáng kể so với toàn bộ đối tượng.

#### Phân loại dữ liệu

Khái niệm phân loại dữ liệu được Han và Kamber đưa ra năm 2000. Phân loại dữ liệu là xây dựng một mô hình mà có thể phân các đối tượng thành những lớp để dự đoán giá trị bị mất tại một số thuộc tính của dữ liệu hay tiên đoán giá trị của dữ liệu sẽ xuất hiện trong tương lai. Quá trình phân loại dữ liệu được thực hiện qua hai bước:

* Bước thứ nhất: Dựa vào tập hợp dữ liệu huấn luyện, xây dựng một mô hình mô tả những đặc trưng của những lớp dữ liệu hoặc những khái niệm, đây là quá trình học có giám sát, học theo mẫu được cung cấp trước.
* Bước thứ hai: Từ những lớp dữ liệu hoặc những khái niệm đã được xác định trước, dự đoán giá trị của những đối tượng quan tâm. Một kỹ thuật phân loại dữ liệu được Han và Kamber đưa ra là cây quyết định. Mỗi nút của cây đại diện một quyết định dựa vào giá trị thuộc tính tương ứng. Kỹ thuật này đã được nhiều tác giả nghiên cứu và đưa ra nhiều thuật toán.

## Bootstrap và bagging

### Bootstrap

Là một phương pháp rất nổi tiếng trong thống kê được giới thiệu bởi Bradley Efron vào năm 1979. Phương pháp này chủ yếu dùng để ước lượng lỗi chuẩn (standard errors), độ lệch (bias) và tính khoảng tin cậy (confidence interval) cho các tham số. Phương pháp này được thực hiện như sau: Từ một quần thể ban đầu lấy ra một mẫu L= (x1, x2, ...xn) gồm n thành phần, tính toán các tham số mong muốn. Trong bước lặp lại b lần việc tạo ra mẫu Lb cũng gồm n phần tử từ L bằng cách lấy lại mẫu với sự thay thế các thành phần trong mẫu ban đầu sau đó tính toán các tham số mong muốn.

### Bagging

Phương pháp này được xem như là một phương pháp tổng hợp kết quả có được từ các bootstrap. Dựa trên cách phân tích hiệu quả của giải thuật học, (Breiman, 1996) đề xuất giải thuật học Bagging (Bootstrap Aggregating) nhằm giảm lỗi của mô hình dự báo. Giải thuật có thể được tóm tắt như sau:

* Từ tập dữ liệu học LS có m phần tử, xây dựng T mô hình cơ sở độc lập nhau
* Mô hình thứ t được xây dựng trên tập mẫu Bootstrap thứ t (lấy mẫu m phần tử có hoàn lại
* Kết thúc quá trình xây dựng T mô hình cơ sở, dùng chiến lược bình chọn số đông để phân lớp một phần tử x mới đến hoặc giá trị trung bình (regression) cho bài toán hồi quy.

## Cây hồi quy

Mô hình cây hồi quy tách đệ quy theo hàng của tập dữ liệu đầu vào ℒ thành các tập dữ liệu nhỏ hơn, hình thành nút và lá của cây. Tại mỗi lần tách nút, một thuộc tính và giá trị tách của thuộc tính này được chọn để chia nút thành 2 nút con, nút con trái và nút con phải.

### Xây dựng cây hồi quy

Gọi *t* là nút cha để tách nhánh trên cây hồi quy. Việc tách nhánh trên thuộc tính X được xác định bởi việc giảm sự hỗn tạp tại nút *t*, ký hiệu , xem Breiman và đồng nghiệp [13]. Kỳ vọng của Y ở nút *t* được tối thiểu hóa nhờ hàm lỗi bình phương sai số được định nghĩa như sau:

Trong đó *N(t)* là tổng số mẫu hiện tại ở nút t và Ӯt là trung bình mẫu của *Y* tại t.

Gọi là giá trị chia tách thuộc tính tại nút thành nút con trái và nút con phải phụ thuộc vào hoặc , và . Độ biến thiên của các mẫu cho mỗi nút con là:

Trong đó là trung bình mẫu của và là kích thước mẫu của . Tương tự, và là trung bình mẫu và kích thước mẫu của .

Như vậy, việc giảm độ hỗn tạp theo việc chia tách đối với được tính như sau:

(1)

Trong đó và là các tỷ lệ quan sát trong và . Điểm chia tách được chọn trên thuộc tính cho mỗi nút chính là giá trị làm cho đạt cực đại.

### Dự đoán dùng cây hồi quy

Khi xây dựng cây hồi quy, ta cần phải tính toán giá trị cho nút lá của cây, quá trình này được mô tả sau đây. Gọi là véc-tơ chứa tham số ngẫu nhiên để xác định việc xây dựng cây. Trong mỗi cây hồi quy, ta tính toán trọng số dương cho mỗi mẫu . Đặt là nút lá trong cây hồi quy. Các mẫu được gán các trọng số , trong đó là số mẫu trong . Nghĩa là việc dự đoán dùng cây hồi quy đơn giản là tính giá trị trung bình của các mẫu tại nút lá của cây.

Với dữ liệu thử nghiệm , là giá trị dự đoán của cây hồi quy được tính như sau:

## Random Forest

### Giới thiệu

Random Forest (rừng ngẫu nhiên) được đề xuất và phát triển bởi Leo Breiman tại đại học California, Berkeley. Breiman cũng đồng thời là tác giả của phương pháp CART (Classification and Regression Trees) được đánh giá là một trong mười phương pháp khai phá dữ liệu kinh điển. Random Forest được xây dựng dựa trên 3 thành phần chính là: (1) CART, (2) học toàn bộ, hội đồng các chuyên gia, kết hợp các mô hình và (3) tổ hợp bootstrap (bagging).

Random Forest (RF) là phương pháp cải tiến của phương pháp tổng hợp bootstrap (bagging) và có thể được sử dụng trong bài toán phân loại và hồi quy. RF sử dụng 2 bước ngẫu nhiên, một là ngẫu nhiên theo mẫu (sample) dùng phương pháp bootstrap có hoàn lại (with replacement), hai là lấy ngẫu nhiên một lượng thuộc tính từ tập thuộc tính ban đầu. Các tập con (sub-dataset) được tạo ra từ 2 lần ngẫu nhiên này có tính đa dạng cao, ít liên quan đến nhau, giúp giảm lỗi phương sai (variance). Các cây CART được xây dựng từ tập các tập dữ liệu con này tạo thành rừng. Khi tổng hợp kết quả, RF dùng phương pháp bỏ phiếu (voting) cho bài toán phân loại và lấy giá trị trung bình (average) cho bài toán hồi quy. Việc kết hợp các mô hình CART này để cho kết quả cuối cùng nên RF được gọi là phương pháp học tập thể.

Đối với bài toán phân loại, cây CART sử dụng công thức Gini như là một hàm điều kiện để tính toán điểm tách nút của cây. Số lượng cây là không hạn chế, các cây trong RF được xây dựng với chiều cao tối đa.

Trong những năm gần đây, RF được sử dụng khá phổ biến bởi những điểm vượt trội của nó so với các thuật toán khác: xử lý với dữ liệu có số lượng các thuộc tính lớn, có khả năng ước lượng độ quan trọng các thuộc tính, thường có độ chính xác cao trong phân loại (hoặc hồi quy), quá trình học nhanh. Trong RF, mỗi cây chỉ chọn một tập nhỏ các thuộc tính trong quá trình xây dựng, cơ chế này làm cho RF thực thi với tập dữ liệu có số lượng thuộc tính lớn trong thời gian chấp nhận được khi tính toán. Người dùng có thể đặt mặc định số lượng các thuộc tính để xây dựng cây trong rừng, thông thường giá trị mặc định tối ưu là cho bài toán phân loại và *p*/3 với các bài toán hồi quy (p là số lượng tất cả các thuộc tính của tập dữ liệu ban đầu). Số lượng các cây trong rừng cần được đặt đủ lớn để đảm bảo tất cả các thuộc tính đều được sử dụng một số lần. Thông thường là 500 cây cho bài toán phân loại, 1000 cây cho bài toán hồi quy. Do sử dụng phương pháp bootstrap lấy mẫu ngẫu nhiên có hoàn lại nên các tập dữ liệu con có khoảng 2/3 các mẫu không trùng nhau dùng để xây dựng cây, các mẫu ngày được gọi là in-bag. Khoảng 1/3 số mẫu còn lại gọi là out-of-bag, do không tham gia vào việc xây dựng cây nên RF dùng luôn các mẫu out-of-bag này để kiểm thử và tính toán độ quan trọng thuộc tính của các cây CART trong rừng

Tóm tắt giải thuật RF:

* Bước 1: Từ tập dữ liệu huấn luyện D, ta tạo dữ liệu ngẫu nhiên (mẫu bootstrap)
* Bước 2: Sử dụng các tập con dữ liệu lấy mẫu ngẫu nhiên *D1, D2, ..., Dk* xây dựng nên các cây *T1, T2, ..., Tk*.
* Bước 3: Kết hợp các cây: sử dụng chiến lược bình chọn theo số đông với bài toán phân loại hoặc lấy trung bình các giá trị dự đoán từ các cây với bài toán hồi quy.
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Hình 2. Minh họa rừng ngẫu nhiên

### Rừng ngẫu nhiên hồi quy

Rừng ngẫu nhiên hồi quy (RF) gồm tập hợp các cây hồi quy đã trình bày ở mục[***2.2***](#_Cây_hồi_quy)***.*** Từ tập dữ liệu đầu vào ℒ, RF dùng kỹ thuật lấy mẫu bootstrap có hoàn lại tạo ra nhiều tập dữ liệu khác nhau. Trên mỗi tập dữ liệu con này, lấy ngẫu nhiên một lượng cố định thuộc tính thường gọi là mtry (max\_feature) để xây dựng cây. Mỗi cây hồi quy được xây dựng không cắt nhánh với chiều cao tối đa. Việc lấy hai lần ngẫu nhiên cả mẫu và thuộc tính đã tạo ra các tập dữ liệu con khác nhau giúp RF giảm độ dao động (variance) của mô hình học.

#### Dự đoán bằng rừng ngẫu nhiên hồi quy

Việc xây dựng rừng ngẫu nhiên hồi quy và dự đoán mẫu mới được mô tả như sau. Đặt Θ = {*θk*}1K là tập gồm K các vectơ tham số ngẫu nhiên cho rừng được sinh ra từ ℒ, trong đó *θk* là một vectơ tham số ngẫu nhiên để xác định độ lớn của cây thứ k trong rừng (k = 1... K). Gọi ℒk là tập dữ liệu thứ k sinh ra từ ℒ dùng kỹ thuật bootstrap, trong mỗi cây hồi quy Tk từ ℒk, ta tính trọng số dương *wi* (*xi*, *θk*) cho từng mẫu *xi* ∈ ℒ. Đặt *l* (*x, θk*, t) là nút lá t trong cây *Tk*. Mẫu *xi* ∈ *l* (*x, θk*, t) được gán cùng một trọng số *wi* (*xi*, *θk*) = 1/*N(t),* trong đó *N(t)* là các mẫu trong *l* (*x, θk*, t). Trong trường hợp này, tất cả các mẫu trong ℒk được gán trọng số dương và các mẫu không trong ℒk được gán bằng 0.

Với một cây hồi quy *Tk*, khi có giá trị thử nghiệm *X=x* thì giá trị dự đoán *Ŷk* tương ứng:

Trọng số *wi* (*x*) được tính bởi rừng ngẫu nhiên là giá trị trung bình của các trọng số dự đoán của tất cả các cây trong rừng. Công thức tính như sau:

Cuối cùng, giá trị dự đoán của rừng ngẫu nhiên hồi quy được cho bởi:

#### Độ đo sự quan trọng thuộc tính

Khi cây hồi quy phân chia tập dữ liệu đầu vào thành các vùng không giao nhau (theo hàng), giá trị dự đoán là giá trị trung bình được gán vào các vùng tương ứng (lá của cây).

Với mô hình rừng ngẫu nhiên, độ đo sự quan trọng của thuộc tính X được tính bằng cách lấy giá trị trung bình của tất cả các độ đo của các cây hồi quy độc lập. Có một điểm lợi trong việc tính độ đo sự quan trọng của thuộc tính dùng mô hình rừng ngẫu nhiên là độ đo của các biến có tương tác lẫn nhau đều được xem xét một cách tự động, điều này khác hẳn với những phương pháp tính tương quan tuyến tính như Kendall, Pearson. Độ đo sự quan trọng của thuộc tính X còn được tính theo cách khác là dùng phương pháp lặp hoán vị cho kết quả chính xác hơn, tuy nhiên thời gian tính toán lâu hơn do chạy nhiều lần rừng ngẫu nhiên trong tập dữ liệu mở rộng cỡ 2M chứa các biến giả.

Gọi *ISK*(*Xj*), *ISXj* lần lượt là độ đo sự quan trọng của thuộc tính *Xj* trong một cây hồi quy Tk (k=1, …, K) và trong một rừng ngẫu nhiên. Từ công thức (12) ta tính độ đo sự quan trọng *Xj* từ cây hồi quy độc lập như sau:

và từ rừng ngẫu nhiên là:

## Lỗi của mô hình

* Lỗi huấn luyện (training error): là lỗi của mô hình được tính toán trên tập huấn luyện.
* Lỗi kiểm định (validation error): là lỗi của mô hình được tính toán trên tập kiểm định (tập dữ dùng để đo lỗi của mô hình trong quá trình học nhưng không tham gia vào quá trình tính toán trọng số để học của mô hình).
* Lỗi kiểm thử (test error): là lỗi của mô hình được tính toán trên tập kiểm thử (tập dữ liệu đánh giá mô hình sau khi đã hoàn thành quá trình học).
* Lỗi khái quát (generalization error): là lỗi kỳ vọng của mô hình khi áp dụng trên một luồng vô hạn dữ liệu mới được lấy từ cùng một phân phối với các mẫu ban đầu.

## Phương pháp đánh giá độ chính xác của mô hình hồi quy

 Đánh giá độ chính xác của mô hình là một phần thiết yếu của quá trình tạo mô hình học máy để mô tả mô hình hoạt động tốt như thế nào trong các dự đoán của nó. Để đánh giá tính hiệu quả của mô hình, chúng tôi dùng các phương pháp sau: căn bình phương sai số (Root mean square error - RMSE), sai số tuyệt đối trung bình (mean absolute error - MAE) và hệ số xác định bội (coefficient of determination - R2). Trong đó:

* MAE thể hiện sự khác biệt giữa giá trị gốc và giá trị dự đoán được trích xuất bằng cách lấy trung bình chênh lệch tuyệt đối trên tập dữ liệu.
* MSE đại diện cho sự khác biệt giữa giá trị gốc và giá trị dự đoán được trích xuất bằng bình phương sự khác biệt trung bình trên tập dữ liệu.
* RMSE là tỷ lệ lỗi tính theo căn bậc hai của MSE.
* R2đại diện cho hệ số về mức độ phù hợp của các giá trị so với các giá trị ban đầu. Giá trị từ 0 đến 1 được hiểu là tỷ lệ phần trăm. Giá trị càng cao thì mô hình càng tốt.

Các chỉ số trên được diễn đạt thành các công thức:

Trong đó : Yi, và chỉ giá trị thực, giá trị dự đoán và giá trị trung bình của mẫu thứ i tương ứng. Mô hình hồi quy cho kết quả tốt là mô hình đạt được sai số RMSE và MAE nhỏ. Giá trị R2 càng cao cho thấy mô hình sử dụng để phân tích có khả năng giải thích càng tốt các khác biệt về mực nước. Giá trị MAE, RMSE càng thấp thì khả năng dự báo của mô hình càng cao.

# ỨNG DỤNG PHƯƠNG PHÁP VÀ XÂY DỰNG MÔ HÌNH

## Dữ liệu phục vụ xây dựng mô hình

### Mô tả dữ liệu

Dữ liệu được dùng để xây dựng mô hình dự đoán mực nước tại trạm Thakhek được thu thập là bộ dữ liệu mùa lũ các năm từ gồm 1071 bản ghi.

Dữ liệu đầu vào L trong đó N là cỡ mẫu đo đạc được. Trong bài này mối quan hệ đầu vào – ra trong mô hình phi tuyền RF như sau:

HThakhek(t+5) = f{Htk(t), Htk(t-1), Htk(t-2), Hnk(t), Hnk(t-1), Hnk(t-2), Rainfall\_w3(t), Rainfall\_w5(t), Rainfall\_w7(t)}.

Biến đầu ra H(t+5) là mực nước dự báo cho 5 ngày tới tại trạm Thakhek. Htk(t), Htk(t-1) và Htk(t-2) lần lượt là mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Thakhek. Hnk(t), Hnk(t-1) và Hnk(t-2) lần lượt là mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Nông Khai, đây là trạm đo ở phía trên của Thakhek, cách Thakhek 300 km về phía thượng nguồn sông Mekong. Rainfall\_w3, Rainfall\_w5 và Rainfall\_w7 lần lượt là lượng mưa trung bình trên lưu vực gia nhập khu giữa Nông Khai và Thakhek cho các thời đoạn 3, 5 và 7 ngày gần đây nhất.
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Hình 3. Một phần bản ghi của dữ liệu

### Tiền xử lý dữ liệu

#### Chuẩn hóa dữ liệu đầu vào

Bộ dữ liệu trên qua kiểm tra cho thấy không có dữ liệu bị missing. Missing values hay còn gọi là những giá trị bị thiếu, không được điền hoặc không được cập nhật vào bộ dữ liệu.
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#### Chuyển dữ liệu từ Time Series sang Supervised Learning
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Hàm series\_to\_supervised (): nhận chuỗi thời gian đơn biến hoặc đa biến và đóng khung nó dưới dạng tập dữ liệu học tập có giám sát.

Hàm nhận bốn đối số:

+Dữ liệu: chuỗi quan sát dưới dạng danh sách hoặc mảng 2D NumPy.

+ n\_in: Số lần quan sát độ trễ dưới dạng đầu vào (X). Gía trị có thể nằm trong khoảng [1 … len (dữ liệu)]. Tùy chọn mặc định là 1.

+ n\_out: Số lượng quan sát dưới dạng đầu ra (y). Gía trị nó có thể nằm trong khoảng [0 ...len (data-1)]. Và không bắt buộc mặc định là 1.

+ dropnan: Boolean có thả các hàng có giá trị NaN hay không không bắt buộc mặc định là True.

Hàm trả về một giá trị duy nhất:

+ return: Pandas DataFrame của loạt series được đóng khung để học có giám sát.
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Hình 3. Chuyển bộ dữ liệu từ Time Series sang Supervised Learning

Tập dữ liệu này gồm 9 biến đầu vào và 1 biến đầu ra. Sau quá trình tiền xử lý, tổng số bản ghi là 1071. Dữ liệu huấn luyện được lấy từ năm 1994-1997 gồm 612 bản ghi. Dữ liệu kiểm thử lấy từ năm 1998-2000 gồm 459 bản ghi được dùng để đánh giá hiệu quả của mô hình hồi quy phi tuyến RF.

## Các công cụ xây dựng mô hình RF

### Ngôn ngữ lập trình Python và thư viện

#### Giới thiệu Python

**Python** là một [ngôn ngữ lập trình](https://vi.wikipedia.org/wiki/Ng%C3%B4n_ng%E1%BB%AF_l%E1%BA%ADp_tr%C3%ACnh) bậc cao cho các mục đích lập trình đa năng, do [Guido van Rossum](https://vi.wikipedia.org/w/index.php?title=Guido_van_Rossum&action=edit&redlink=1) tạo ra và lần đầu ra mắt vào năm 1991. Python được thiết kế với ưu điểm mạnh là dễ đọc, dễ học và dễ nhớ. Python là ngôn ngữ có hình thức rất sáng sủa, cấu trúc rõ ràng, thuận tiện cho người mới học lập trình và là ngôn ngữ lập trình dễ học; được dùng rộng rãi trong phát triển [trí tuệ nhân tạo](https://vi.wikipedia.org/wiki/Tr%C3%AD_tu%E1%BB%87_nh%C3%A2n_t%E1%BA%A1o). Cấu trúc của Python còn cho phép người sử dụng viết mã lệnh với số lần gõ phím tối thiểu. Vào tháng 7 năm 2018, van Rossum đã từ chức lãnh đạo trong cộng đồng ngôn ngữ Python sau 30 năm làm việc.

Python hoàn toàn [tạo kiểu động](https://vi.wikipedia.org/w/index.php?title=T%E1%BA%A1o_ki%E1%BB%83u_%C4%91%E1%BB%99ng&action=edit&redlink=1) và dùng cơ chế [cấp phát bộ nhớ tự động](https://vi.wikipedia.org/wiki/Qu%E1%BA%A3n_l%C3%BD_b%E1%BB%99_nh%E1%BB%9B); do vậy nó tương tự như [Perl](https://vi.wikipedia.org/wiki/Perl), [Ruby](https://vi.wikipedia.org/wiki/Ruby_(ng%C3%B4n_ng%E1%BB%AF_l%E1%BA%ADp_tr%C3%ACnh)), [Scheme](https://vi.wikipedia.org/wiki/Scheme), [Smalltalk](https://vi.wikipedia.org/wiki/Smalltalk), và [Tcl](https://vi.wikipedia.org/wiki/Tcl). Python được phát triển trong một dự án mã mở, do tổ chức phi lợi nhuận Python Software Foundation quản lý.

**Python là ngôn ngữ lập trình hướng đối tượng đơn giản, dễ học, mạnh mẽ, cấp cao.** Python có cấu trúc cú pháp ít hơn các ngôn ngữ khác.

* **Python được thông dịch**: Python được trình thông dịch xử lý trong thời gian chạy. Bạn không cần phải biên dịch chương trình của mình trước khi thực hiện nó. Nó tương tự với PERL và PHP.
* **Python là tương tác (Interactive)**: Tại một dấu nhắc Python (command line) bạn có thể tương tác trực tiếp với trình thông dịch để viết chương trình Python.
* **Python là hướng đối tượng**: Python hỗ trợ kỹ thuật lập trình hướng đối tượng hoặc kỹ thuật lập trình đóng gói mã trong các đối tượng.
* **Python là ngôn ngữ của người mới bắt đầu**: Python là ngôn ngữ tuyệt vời cho các lập trình viên mới bắt đầu và hỗ trợ phát triển một loạt các ứng dụng từ xử lý văn bản đơn giản, lập trình web, cho đến lập trình game.

#### Các thư viện sử dụng

Ngôn ngữ sử dụng là Python. Phiên bản 3.8.0
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Tải python tại: <https://www.python.org/downloads/> chọn phiên bản cần cài đặt.

Ngôn ngữ python có hệ thống các gói rất phong phú, hỗ trợ nhiều lĩnh vực khác nhau, từ xây dựng ứng dụng, xử lý web, xử lý ảnh, xử lý text…

Sử dụng pip để tải các gói mới về từ internet.

Một số gói dành cho lập trình thông thường:

* Os: Xử lý file và tương tác với hệ điều hành.
* Networkx và igraph: làm việc với dữ liệu đồ thị, có thể làm việc với dữ liệu rất lớn (đồ thị hàng triệu đỉnh).
* Regular expressions: tìm kiếm mẫu trong dữ liệu text
* BeautifulSoup: trích xuất dữ liệu từ file HTML hoặc từ website
* NumPy (Numerical Python): là gói chuyên về xử lý dữ liệu số (nhiều chiều), gói cũng chứa các hàm số tuyến tính cơ bản, biến đổi fourier, sinh số ngẫu nhiên nâng cao, …
* SciPy (Scientific Python): dựa trên NumPy, cung cấp các công cụ mạnh cho khoa học và kỹ nghệ, chẳng hạn như biến đổi fourier rời rạc, đại số tuyến tính, tối ưu hóa và ma trận thưa.
* Matplotlib: chuyên sử dụng để vẽ biểu đồ, hỗ trợ rất nhiều loại biểu đồ khác nhau
* Pandas: chuyên sử dụng cho quản lý và tương tác với dữ liệu có cấu trúc, được sử dụng rộng rãi trong việc thu thập và tiền xử lý dữ liệu
* Sciket Learn: chuyên về học máy, dựa trên NumPy, SciPy và matplotlib, thư viện này có sẵn nhiều công cụ hiệu quả cho việc học máy và thiết lập mô hình thống kê chẳng hạn như các thuật toán phân lớp, hồi quy, phân cụm, giảm chiều dữ liệu.
* Statsmodels: cho phép người sử dụng khám phá dữ liệu, ước lượng mô hình thống kê và kiểm định
* Seaborn: dự trên matplotlib, cung cấp các công cụ diễn thị (visualization) dữ liệu thống kê đẹp và hiệu quả, mục tiêu của gói là sử dụng việc diễn thị như là trọng tâm của khám phá và hiểu dữ liệu
* Bokeh: để tạo ra các ô tương tác, biểu đồ tổng quan trên nền web, rất hiệu quả khi tương tác với dữ liệu lớn và trực tuyến
* Blaze: gói dựa trên NumPy và Pandas hướng đến dữ liệu phân tán hoặc truyền phát, là công cụ mạnh mẽ tạo diễn thị về dữ liệu cực lớn
* Scrapy: chuyên về thu thập thông tin trên web, rất phù hợp với việc lấy các dữ liệu theo mẫu
* SymPy: tính toán chuyên ngành dùng cho số học, đại số, toán rời rạc và vật lí lượng tử
* Theano: gói chuyên dùng tính toán hiệu quả các mảng nhiều chiều, sử dụng rộng rãi trong học máy
* TensorFlow: gói chuyên dùng cho học máy của Google, đặc biệt là các mạng thần kinh nhân tạo
* Keras: thư viện cấp cao chuyên về học máy, sử dụng Theano, TensorFlow hoặc CNTK làm phụ trợ.

##### Thư viện Numpy

NumPy là thư viện bổ sung của python, do không có sẵn ta phải cài đặt:
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* Một số hệ thống python đã có sẵn numpy thì có thể bỏ qua bước này
* Để kiểm tra xem hệ thống đã cài numpy hay chưa là thử import gói xem có bị lỗi hay không: import numpy as np

Đặc điểm của Numpy:

* Kiểu dữ liệu phần tử con trong mảng phải giống nhau
* Mảng có thể có một hoặc nhiều chiều
* Các chiều được đánh thứ tự từ 0 trở đi
* Số chiều gọi là hạng (rank)
* Có đến 24 kiểu số khác nhau
* Kiểu ndarray là lớp chính xử lý dữ liệu mảng nhiều chiều
* Rất nhiều hàm và phương thức xử lí ma trận

##### Thư viện Matplotlib

“Matplotlib” là thư viện chuyên về vẽ biểu đồ, mở rộng từ numpy.

Có mục tiêu đơn giản hóa tối đa công việc vẽ biểu đồ để “chỉ cần vài dòng lệnh”

Hỗ trợ rất nhiều loại biểu đồ, đặc biệt là các loại được sử dụng trong nghiên cứu hoặc kinh tế như biểu đồ dòng, đường, tần suất (histograms), phổ, tương quan, errorcharts, scatterplots, …

Cấu trúc của matplotlib gồm nhiều phần, phục vụ cho các mục đích sử dụng khác nhau. Ngoài các API liên quan đến vẽ biểu đồ, matplotlib còn bao gồm một số interface: Object-Oriented API, The Scripting Interface (pyplot), The MATLAB Interface (pylab).

Các interface này giúp chúng ta thuận tiện trong việc thiết lập chỉ số trước khi thực hiện vẽ biểu đồ. Interface pylab hiện đã không còn được phát triển. Sử dụng Object-Oriented API hoặc trực tiếp các API của matplotlib sẽ cho phép can thiệp sâu hơn vào việc vẽ biểu đồ (hầu hết project sẽ không có nhu cầu này).
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##### Thư viện pandas

Để cài đặt thư viện ta gõ câu lệnh:
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Tên “pandas” là dạng số nhiều của “panel data”

Đặc điểm nổi bật của pandas:

* Đọc dữ liệu từ nhiều định dạng
* Liên kết dữ liệu và tích hợp xử lý dữ liệu bị thiếu
* Xoay và chuyển đổi chiều của dữ liệu dễ dàng
* Tách, đánh chỉ mục và chia nhỏ các tập dữ liệu lớn dựa trên nhãn
* Có thể nhóm dữ liệu cho các mục đích hợp nhất và chuyển đổi
* Lọc dữ liệu và thực hiện query trên dữ liệu
* Xử lý dữ liệu chuỗi thời gian và lấy mẫu

##### Thư viện scikit-learn

Scikit-learn xuất phát là một dự án trong một cuộc thi lập trình của Google vào năm 2007, người khởi xướng dự án là David Cournapeau.

Sau đó nhiều viện nghiên cứu và các nhóm ra nhập, đến năm 2010 mới có bản đầu tiên (v0.1 beta).

Scikit-learn cung cấp gần như tất cả các loại thuật toán học máy cơ bản (khoảng vài chục) và vài trăm biến thể của chúng, cùng với đó là các kĩ thuật xử lý dữ liệu đã được chuẩn hóa.

Để cài đặt ta gõ câu lệnh:
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### Xây dựng web sử django

Sử dụng Framework Django đề lập trình đẩy mô hình học máy lên website.

#### Giới thiệu Django

**Django**là một **framework** bậc cao của Python có thể thúc đẩy việc phát triển phần mềm thần tốc và clean, thiết kế thực dụng. Được xây dựng bởi nhiều lập trình viên kinh nghiệm, Django tập trung lớn những vấn đề phát triển Web, bạn có thể phát triển trang web của bạn mà không cần xây dựng từ những căn bản. Đặc biệt nó **free**và **open source**.

Lịch sử của Django:

* **2003** - Bắt đầu bởi Adrian Holovaty và Simon Willison như một dự án nội bộ tại tờ báo Lawrence Journal-World.
* **2005** - Phát hành tháng 7 năm 2005 và đặt tên là Django, theo tên nghệ sĩ guitar jazz Django Reinhardt.
* **2005** - Đủ trưởng thành để xử lý một số trang web có lưu lượng truy cập cao.
* **Hiện tại** - Django hiện là một dự án mã nguồn mở với những người đóng góp trên khắp thế giới.

#### Những lợi thế của django

* **Hoàn thiện**: Django phát triển theo tư tưởng "Batteries included" (có thể hiểu ý nghĩa là tích hợp toàn bộ, chỉ cần gọi ra mà dùng). Nó cung cấp mọi thứ cho developer không cần phải nghĩ phải dùng cái ngoài. Chúng ta chỉ cần tập trung vào sản phẩm, tất cả đều hoạt động liền mạch với nhau.
* **Đa năng**: Django có thể được dùng để xây dựng hầu hết các loại website, từ hệ thống quản lý nội dung, cho đến các trang mạng xã hội hay web tin tức. Nó có thể làm việc với framework client-side, và chuyển nội dung hầu hết các loại format(HTML, RESS, JSON, XML, ...)
* **Bảo mật**: Django giúp các developer trang các lỗi bảo mật thông thường bằng cách cung cấp framework rằng có những kĩ thuật "phải làm như vậy" để bảo vệ website. Ví dụ: Django cung cấp bảo mật quản lý tên tài khoản và mật khẩu, tránh các lỗi cơ bản như để thông tin session lên cookie, mã hóa mật khẩu thay vì lưu thẳng.
* **Dễ Scale**: Django sử dụng kiến trúc [shared-nothing](https://www.howkteam.vn/redirect?Id=SDf1weZWe72xWllgybxU0So0lwQ5dDuM98%2bZWBcd5hQaIw80M%2b5bEuZHRjdRdnNDEJ%2brEMMWxL7VyCKgO1b%2bbw%3d%3d)dựa vào **component**(mỗi phần của kiến trúc sẽ độc lập với nhau, và có thể thay thế hoặc sửa đổi nếu cần thiết). Có sự chia tách rõ ràng giữa các phần nghĩa là nó có thể scale cho việc gia tăng traffic bằng cách thêm phần cứng ở mỗi cấp độ: caching, servers, database servers, hoặc application servers. Nhiều web về kinh doanh đã thành công khi Django được scale đáp ứng yêu cầu của họ
* **Dễ maintain**: code django được viết theo nguyên tắc thiết kế và pattern có thể khuyến khích ý tưởng bảo trì và tái sử dụng code. Trên thực tế, nó sự theo khái niệm Don't Repeat Yourself làm cho không có sự lặp lại không cần thiết, giảm một lượng code.
* **Tính linh động**: Django được viết bằng Python, nó có thể **chạy đa nền tảng.** Nó có nghĩa rằng bạn không ràng buộc một **platform server**cụ thể. Django được hỗ trợ tốt ở nhiều nhà cung cấp hosting, họ sẽ cung cấp hạ tầng và tài liệu cụ thể cho hosting web Django.

#### Cài đặt django

Thực hiện install Django thông qua trình quản lý package pip:
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Việc cài đặt có thể kéo dài trong một vài phút, tùy thuộc vào đường truyền mạng của chúng ta.

Sau khi thực hiện cài đặt xong, chúng ta kiểm tra lại xem việc cài đặt đã thành công chưa bằng câu lệnh:
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#### Khởi tạo website với django

Bây giờ sẽ cài đặt website. Sau khi cài đặt xong django, chúng ta sẽ có một công cụ sử dụng trên command-line có tên là django-admin, công cụ này cho phép chúng ta thực hiện việc khởi tạo các website, application, migrate, shell, dbshell, ...

Để tạo ra một project, chúng ta dùng command:
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Chúng ta sẽ có một thư mục my\_url bên trong chứa cấu trúc như bên dưới:
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Folder my\_url/ ở bên ngoài là một thư mục chứa toàn bộ project của chúng ta. Tên của nó không quan trọng, Django framework không quản lý cái tên này, chúng ta có thể đổi tên nó thành các tên khác nhau nếu muốn.

manage.py: Django's command-line utility for administrative tasks. Nơi thực thi/truyền tải vào django-core các lệnh CLI từ django-admin.

Thư mục my\_url bên trong là thư mục chứa các module cần thiết để định nghĩa cho dự án của bạn.

my\_url/\_\_init\_\_.py: Là file trống để quy định my\_url là một package.

my\_url/settings.py: Chứa các cài đặt/cấu hình của một dự án Django.

my\_url/urls.py: Nơi khai báo các Path-URL chính của dự án Django.

my\_url/asgi.py: File cấu hình lưu trữ các thông tin dùng để thực hiện deloy lên website.

my\_url/wsgi.py: File cấu hình lưu trữ các thông tin dùng để thực hiện deploy lên webserver.

Với khung thông tin hiện tại, chúng ta đã có thể thực hiện start website của mình lên để kiểm tra. Câu lệnh khởi động là:
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Đến đây là chúng ta đã khởi tạo một website đang chạy trên localhost và cổng 8000.  
Chúng ta sẽ thực hiện truy cập vào địa chỉ URL phía trên (http://127.0.0.1:8000) và xem kết quả hiện ra.
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Để thực hiện tắt ứng dụng, chúng ta thực hiện gõ CTRL - BREAK trên màn hình đen terminal.  
Để ý thấy giá trị 8000 là giá trị mặc định của server port khi thực hiện khởi tạo webserver, giá trị này có thể thay đổi được bằng cách khi khởi động webserver, thêm giá trị port vào phía sau:
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## Ứng dụng dữ liệu và công cụ vào để xây dựng mô hình và web

### Xây dựng mô hình học máy

#### Import các thư viện sử dụng

from numpy import asarray

from pandas import read\_excel

from pandas import DataFrame

from pandas import concat

from math import sqrt

from sklearn.metrics import mean\_absolute\_error
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from sklearn.metrics import r2\_score #R-squared (R^2)
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#### Đọc dữ liệu và kiểm tra những dữ liệu bị missing

Dữ liệu đầu vào là một file excel có tên Thakek-Mekong.xlsx. Sau đó ta kiểm tra xem bộ dữ liệu có chỗ nào bị missing không, và đưa ra tổng số dữ liệu nếu bị missing.
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Sau khi kiểm tra bộ dữ liệu kết quả thu được là không có dữ liệu bị missing.
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#### Chuyển đổi dữ liệu từ Timeseries sang Supervised Learing

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]
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names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

#### Chia bộ dữ liệu thành train/test

Hàm này được dùng để chia bộ dữ liệu thành 2 phần là train và test
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#### Trainning model RF và sử dụng mô hình đưa ra dự đoán

Hàm này để xây dựng mô hình RF để đưa ra dự đoán đối với dữ liệu đầu vào là dữ liệu test. Model RF được xây dựng với số lượng cây nhị phân hồi quy trong RF được đặt mặc định là 1000 cây, số lượng biến chọn ngẫu nhiên để tách nút trong cây hồi quy max\_features =3
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#### Hàm tính toán độ chính xác của mô hình và giá trị dự đoán

Để kiểm tra độ chính xác của mô hình ta dùng các chỉ số MAE, RMSE, R2 và đưa ra các giá trị dự đoán cho tập dữ liệu được đưa vào để dự đoán.

def walk\_forward\_validation(data, n\_test):

predictions = list()

# split dataset

train, test = train\_test\_split(data, n\_test)

# seed history with training dataset

history = [x for x in train]

# step over each time-step in the test set

for i in range(len(test)):

# split test row into input and output columns

testX, testy = test[i, :-1], test[i, -1]

# fit model on history and make a prediction

yhat = random\_forest\_forecast(history, testX)

# store forecast in list of predictions

predictions.append(yhat)

# add actual observation to history for the next loop

history.append(test[i])

# summarize progress

print('>expected=%.1f, predicted=%.1f' % (testy, yhat))

# estimate prediction error (MAE)

error = mean\_absolute\_error(test[:, -1], predictions)

#caculator RMSE

mse=mean\_squared\_error(test[:, -1], predictions)

rmse = sqrt(mse)

#caculator R-squared (R^2)

global r2\_score

r2\_score=r2\_score(test[:, -1], predictions)

return error,rmse,r2\_score, test[:, -1], predictions
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#### Sử dụng các hàm trên

Đọc bộ dữ liệu và gọi hàm chuyển đổi dữ liệu từ chuỗi thời gian sang học có giám sát.
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# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()

### Deploy mô hình học máy lên web sử dụng django

Sau khi đã xây dựng được mô hình ở phần [*3.1.1*](#_Xây_dựng_mô) chúng ta save weights mô hình bằng joblib. Được đặt tên là finalized\_model.sav

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

model.fit(trainX, trainy)

filename ='finalized\_model.sav'

joblib.dump(model,filename)

Sau đó tạo app có tên là ThakLek
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Ta vào thư mục settings.py, mở file **settings.py. Ở phần khai báo INSTALLED\_APPS** ta ghi thêm tên app vào trong.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUUAAADqCAYAAAA1SVfSAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB5bSURBVHhe7d19bFX3eQfwp92UqLW4rq0EpyvGYCijpYBcr0WD2WEkKCliJanIkgVaFSkoXST+IRPaH4koSv6KGksV1dSKSkwKpMlgLSDmtCNxU1tJxhhyDWGN0mBwTaU5dHa5yFnDXrrf83s59zmv91zfa/uec78f6Sbce33OPa/P+b2c83s+snjx4t8TAABoH7X/BwAABUERAEBAUAQAEBAUAQAEBEUAAAFBEQBAQFAEABAQFAEABARFAAABQREAQMBjfpDS/9IP/uHXtL7Zvr3cRh1P3G7fAORHQlDcTXf+3VO0aIF9a00PP0vv9h0i2vEadd2/vPReuW3vRVrV+goNP7Wv9L6roP+t3XyTLj3xV3TLThv2Hr331Xvopn3nfoPGXvbmaZhlu/2NDrp21H7k8xwteuFL9OF3V9P1N+xHwoJnx2h5h31jmfWgiHUOLFMaG35AK76xnprc+tqPvc/tWya3X3i5gr/N6/Uw3Wnfses/jtsGtWaC4sLXFtM937MfAeRQQvX5EF1/ooOGv/osXVNnJZ+8w1/t8E5g7WaRaPkmus2+9VEBbVXX++qk5nnYlwsQR++xn/nnPRwIPgs+s1yd9C/T9Y5uCsTmqpV+07zkesnv3htbTstfeK2i379t3eeIhl+ma/Q5at5gP/QU6dp33e++TB90PUUr9u623yl8AbC/fWl4ofhtvhA8TB8PLPfcBESAxlFlm+LbNDW5nhbusG8FDmg0dr6yEpbPc9TcUaQPr+6jGyowNUf8xly4+RQH7uX0SRm4Eu2m5uUF+mBCLfd7RC3rkqbbR+8PF6kp5sJyq+8Vuk523TdsopYFRZo6Ky5KAFBzVXe03HjlTfr4Z56z70pu/kJFhI6HqevZ8Hep7OimO2++TTdU9ffDySLdGfEbc+MQ/W6SqKn10/Z9GTp4vUc3VAnu1sT7sQGvYm8M0NTNAi36xkW6M1T6BIBaqb73mU/W1i+FT1RdReaqrwqML4ypV2VVUC5pTr83oKvbt86+TdM1rkI3qWqrWS7zWpRQEuWgnBZXnZtcCfnoebq+IKoKbW34AS3pKtD1N0S7o7Dg2YfVheFNel9XkU1zxqVhUoHRLLOv2l3Gxv3HqL+/P/Q6mH4WAA2hBrfkqJP1jfdjqon76Jpt+zJtc2lLOabq7FUVdSmptlXoYJtiUtvc7a2isyiRqTpf/4XrFOKqfyGwbbi0Z4PxN9bTB8GOEu8iMkbLWwMdNcqtvtVmmb/7JhEH9pQl8dcPPERbtmwJvfagNg7gU4OgqKgS0Qddj5C7WyPKzadUqVEFhNuX2A+ScNVZBo8XTI/w/FShOUCrIDr5S/s+ga46q+W83y236U32V6FlR0tEMBYdLV7HVBRVurw6rEqwre2pqucoKQKkU5ugqDsMFlJL1F02jg503HFi3ye4rW2hPzjw68fcRln7XuhkpseXq7BXZa97nCULzW04crlViW46qQo9Y6ZUSpPj8YFTQEkRIJ2EoMgBoVRKc21wce1Y3O5HC1w1000rXvcvVCWk6PsG/YJVUIvb51xPrCVLZPzytwvKkia//FX3YJuiXK/Sd2rdJ1VwTiqxCbId1GM7SJJ7oVPgezbF8nrL5rt/EwCqhSdaICXcvA2NoUbVZwCAfEBJsQJRjweWzOBxwEzBs8/QGBAUAQAEVJ8BAITYoNjZ2Wn/BQDQOFBSBAAQEBQBAAQERQAAoc6DYjv1PfkoHd1UZkCGtlV09Mke2mXfSr2bttKJJ7fS0232A5g5vZ0fpRPb2+0H1poeOrF7FfXat7OrQE/vfpT61ti3qZjjaMbLyOuHY6hhoKTYSBIuHgBgZCIoTvwm/XiGQYMDp+mB50/TMxP2A5i5iUu04/kX6YHj4/aDrBinvbzchy7RoP2kcjfoGo6hhhB78zbfkjM6Omrf1SGu0myW1bhxOvn8EB1W/+Iq816ZMIuKdP6IDIxcBdtK3e5PiiPU504Ynu+Kq9Q3udabx/TwadoxUArMu7Y/SttCia/c33BVrYe8G5rkvFMJLJtYr+R583dL6OKRSbp351qTHMv7PjCdR2wXXu91k9R3iuhxN/3YkBcA5ToHt4eb9uTlpbQtZpslS9gfWnj5R8+8SHsvmHWeGm6mbvW708ND9M6yHjWf0nr5jgWxPkbSNoNGlc3qM1cDNzerA19d/bkEcGSEpu1XzJQOo79jvZvWEp2y36tS5HlaS4/LdsuOHtrbOmK+PzNOTV1rS1VOFQC2dXCgstPyea9ONhMA+OTuoTYVEOS89wbb4GLZ4DClTl49Pb9cQEwz73batrOVXrXTjRbW0gO67c2WlPS2cMtu5uErQau/3+um57/tWOu1ox0+bqY5OWbeh6hpt7ltpqalrt7UbXDJ+yNivX2xtp26+Xf1fuqhlrO8jAVaucpM746FPh57MlLcNoNGlcmguKtHnUTDg/4TugKDA0Ni2iL97HKRmlrFELlcWnAligtXaZSaaZE9wXetUEFo7KoNVGZaaimYBvw1a1UpZZxe9UpIRXrmFAeXJena8ez0J6Oqp6nmzSUkF0TH6aIKYG13iGBflph+YpzeKRaoJW3ngtxmdloXmMpJ3B+83jRC34stdaplHrK/q5bhxAXzz/Sq3WaQN43Z0eJ6Ue3LX9VOdpnztXiBqEB3L1PVtsvjpepWcZIu239WqvcOFQiSpq9i3qkUr9DPRHB65hBXUe3bihTp2pT9ZxpV7A+AWmvAoNhOfTu5pFmqYsdXrcIGf3ND/VdVufQJrKq6wVJMoZWW2X9qba2+5PdJzLwTVDHvuVWgRS1pO8iq2x8AtZbJoMiltaZl7faeM3NSVRocvBNWlVIeT10yKdDT69p1I787gX09mrqq3U73yvYw9ffTwyO2emZxxwQH1WBbI09fCLRvOmnnnWSiSBNqHqtnu83MVvUv+kqZ3DZoLiRRbY2x+2NikqYLS+lu13yxXXZC1YONdOAlzndzjA5ssh9BpmUyKA4ODJpOBl1aW0tTR4ZUwEhrnE6okkjnZlNVO7Gzld5JXTJRVcqz46Vp3cu7KZg7NIZoootvGOfvTKdJ+l7Y4PT8cvcVVjtvpuZxRi5/2huSuZfWTMM90E12GXw31XMnjf2bE5tJ9JiXU2Z/TFyi7w0Tde803987eTq+syfEBWJbJe+IuRhV5XX66S+4K6+JWn3FeMiq7N6Skxa3V+nexbQnaRI+ybbqHs5SW5v5bOXlSm5BgVzZfZD6H7yLzn3rIdo/YD+DzMp9myL3VDfVrIOimTua/draaaX6rJobzCGrHqODnCoWATFXclhSNCW36Jufa4DbA303jbsbie0bAMi0/FefAQAq0Jj3KQIAxEBQBAAQEBQBAAQERQAAAUERAECo86BonqRAOoI64QZumNd0BJUwT7SUT12Q8jiDhoCSYiNJuHhkWt0GZciiTARFpCOoE5lNR5AOnkoChnQETA5Bz/NFOgIzfV2kI+Bl50E/SvuPl4UHhthxqZ2ORo6Q5LaZmW/L2SGizW79a/yEE+RONqvPXA1EOoIGSUeQwJVc1T7SgVRPzy9/0OvczEHVzrsoh18DCMtkUEQ6AtYg6QhqYPSMC/61nzfkT2N2tLheVPtCOgIL6QgAGjEotiMdwaxDOgLIrkwGRaQjYDHzTpLFdARaqRrPnWjBTq5gyoJae+w7nG6gnw7uth9ArmUyKCIdwUzmzTKYjiCwzNwBFursCaQsKG2z2vj+iGm0uOuPNur/Q74hHUFFuLSDdAQNZ9MBOvY3X6D/+NEW2nPIfga5lfs2RaQjgJmzmfoQEBsK0hFUitsDkY4AILeQjgAAQGjM+xQBAGIgKAIACAiKAAACgiIAgICgCAAg1HlQNE9SIB1BnXADN2QmHQEkMedGDkdirxJKio0k4eKRZzwo7azlX0m8IJjnvcvniIF6komgWM3TIkhHUEM5T0fQkGZ7OLoMQjoCJoe/5/kiHYGZfs7SESiB/embXj+/LkZCEsvF+/pxtYavtpZGz3FPGIWPA0tMH9ymvt9NOhaCy+Qx+4sijhFmpqeI5+X9z9AnrZcROE5866QkbU9IlM2gqA/IpfSOO6H1+5hBH4J/q/Ru6qG7L7nRnv0Ho3cwuYNMvxejvvje2wOT0wfoAzIwr9D35ST9fbl5u5PbBVHznuSJlLSdvJPITh+x3ZiXH0WeYMFtFjNtLD09p5eI+vvgepj3nJaBl8EFPnfS6/fLrvguRJHLrAW3aeC3guvl2/cWf8YXk8gLn5m/fwARI7ScgW0WXK/gb+uLFLl9H7Ue/rw2kF4m2xSRjoDlJR2BOqH1uJDR+5Pzt3SqeZ/wgooZSqw0nqaigpYLeIOXrtB0cDDeODyYh2+QYDuMGe9jJ+FYqMbgwAiNijEge1ctpaaxEf82EOvl/+12Ws15grzjxAxp59smarumTQcBfo3Z0cJXZT3unh2jL6qKFQPpCNKoJB2BGXkosd14qhhRCqsBHrlcjgNZ4bFQHb5oucDFxxHR+aGIi6GPvUi1FahNBUYz+rt9iaqyvnDo5GFu7E30MFeiAYOiqlrsRDqC2VVJOoIbHPOSuZK4pS8etcIlQXsceK+okvosOPyuLd3pEqu8IMUp0pT3N9zMEVhuWYV3nWLq1TfcrI5XBMa0MhkUkY6Axcw7SV2mIzBNEJ2bo09aUx12qVpZOz2g9tfo2ag2vGj+40VI2t5pJaZCMCVmX3VcujBi0rl+eSlNlFmfXdt7qNOV5HXzhLowp0ydW/ZiG4UH1u3vp/6XDlCjjTee0d5nPsFUKU0fy9wONkItO5fQxagOhIhGf9eIbYzTeXUl7eacxVxCCDWcBxqtdYN34GDk0obv70VPr2ukl9w8or4LTq9LBG69kuYdWE4lsVNEi+h9lkHeE1wmw98JILeJXGbH7TPxm4J/nwR6S/U+LF345Hd6OrfvmP7bYGeSPF6U0Hbzr5vXyxvaJuFtzILHk3/d/fP3rZdipr0R2l7B7eE/xlhgnZT4/RG9zZPxALv76AuFy/TDLXvo+/bTRpD/8RQjT5KZMgci0hFArYSCuhX3+VzihF1fueMcPffIfnrdftYIct+miHQEULd0002aDpY5tvugzl7YiAGR5bCkGKxWRFXlqhCqmiAdAVRINAfEHTv1UFJsVPmvPgMAVKAx71MEAIiBoAgAICAoAgAICIoAAAKCIgCAUOdBkZ8GQDqCuqG3c8TjiXybUpbTEcSt11zgbYfjs66gpNhIEi4eAGBkIigiHUGdyGs6gnlfrxt0Dcdn3cjuzduhJ0tKT66EHqYPPRAfeOpFPmzP80U6AjO9GDhBrnNwe7hpZ56OoNxTSP7lD847uL8Th+0PzDtxvZSkefN3ySkDqj0WYD5kMyjqx6TEyDf6PdIRmBPQnfTmfRbSEejAE/tIW3C9A+uVtE5K8rxL4tcruO9LaRNcwHTBVL8XKQYi5wl1L5NtikhHwPKSjsCK20ZpUgaoQJk4RmTa7e+jgnFwvMoLQ3TSGy3bUhcCF/SiUiFEjuMIda0xO1q4dKFHzjYvf1U7GdIRpFFJOgLT7ntyrDS8vu9ug3IpA7g98Mw4dW623wd6wRPnnUI17dmHj5/Wg8i6ZUf+52xowKCoql87kY5gdlWSjsA4fNyOZK6qqhNdW/3Bi0uhdl95L1maViU49/nJKRWEAoExcd5l+EvaZr3SMxcW/dtHRqhNBW4ExvqXyaCIdAQsZt5J6jIdQVAgZ0uFKQN0ST5WinwwHtus0rW2VPUONWFUQG/7SvHo1/3U33+MDmyyH8Gsy2jvM59gqpSmzxNuB0M6gtByKomdIlpE73Nk72hwmQyvtza0Tfw9vIbbZ+I3NbkvrdB2Cf++6+X170smf7vcvMusl+Kfv3/Z9XeyE8fX6ROed1Tvdjkb9x+jfeua6PKPttCeQ/ZDmFX5H0+xTO9kZcxJhnQEMGd4FOwH76Jz33qI9g/Yz2BW5b5NEekIIJseo4OcTQ8Bcc7lsKQYrDJFVeWqEFF99t+wCwBZlv/qMwBABRrzPkUAgBgIigAAAoIiAICAoAgAICAoAgAIdR4U+akApCOoG3o7RzyeyLcpZTkdwXzibYfjs66gpNhIEi4eAGBkIigiHUGdyGs6gnmHdAT1JLs3bycMQhAeJKDMIARyQAeeL9IRzF06Ar29J+l8C49Ao5bnzBVauZkfzYwfZCM47+D+9j9hVO4Jp8C2CQxGET6WFPE3/u/LzLviYwHmQzaDoh7kAekI/H/rTkB3Ypr3dZ+OwE7LgeziCg68/PtXabU34k9wvQPrlbROig5aCekIdm1X8zrupo2ad2k99IWhRQS2wLGhfwvpCDIvk22KSEfAcpSOQE17wgbu0PiQs5yO4LAXEJl/m/WuWqpKrKXRyA+/q9ZPDPTLx8LomdL0gwMjNFpYSneLbYZ0BNnTmB0tXALQI2ebV6h6lADpCNKoLB1BotlOR8ClPfsdv2SziB4JXQQ5/wXRjMLt/a5++ZsokI4gmxowKKoqEtIRzLLK0xEk4lKo3VfeS5amZ5qOgC+OturuTa9Kip6JSZpW69K90wQ1XbUPlOLltOYlmwyQjiCLMhkUkY6Axcw7SSbSEQTMejqCIk25IKb2iywpmmaa0sWTg2ppW5umk87NKW9xQjqCzMho77NpfDc9itwOhnQEoeVUEjtFtIjeZxnkPcFlMrxe4NA2kcvsuH0mfpOJ313mLW9zYF3Cv+96mMO9w/K35XFiBba57FXn/XhelTRXum2mj53gBde/bqHf946F8DKn7pEXkI5g7uV/PEV9YCMdAVQu6qKigyhFXcxmCdIRzLnctykiHQHMTFQ603ZarUqV05Nl2n5rAukI5ksOS4rBKlNUVa4Koaoi0hHkVkT1eSZVYMiW/FefAQAq0Jj3KQIAxEBQBAAQEBQBAAQERQAAAUERAECo86DITwUgHUHd0Ns54vFEvk0py+kI4tYrNXOcuoEhfMdr7LzlNLN0fPJ+wbFfMZQUG0nCxaO+8b2nMx9MgZ9CKXthrQKPydjJjw8+b56RTncf4zjt1X8/RLjxrb5kIigiHUGdyGs6gqrWyzz5MspjLUaZ922GVAeVyu7N2wmDEIQHCQgMQhB86kUO6MDzRToCM70YPEGuc+ipDjvtjNIRaPHrHLWtmZy/f3+X1il8HFhp10sr94SU2ba+Ec6t8vNmPL1/IA/Hv/zB3y23XDBT2QyKXA2UI9/o90hHYAKfOzkiTtak7eTW200fsd0Yn+ixI++4bRYzbRx98iekDHDr6h+Iw1K/1bdKVUXt8uh5iZQALHKZA6L/JmF/6HUMjqDDwsEp+fdjgmLguAuuV/ltBjOVyTZFpCNgOUpHwNJuoyBVPXUBkQ1eukLTwcF4Zyppf7hqsQpaXHQojbHpD4gzlSbVwYy3GSRqzI4Wvsp7PX9IR+CZp3QEZVMGJOLSXGlfnogsvc1M2f0xa8qnOqhum0GSBgyKqrqiThykI5hNlacjiE0ZUMau7WYfeOkKjqjSs/2uWmX3xyxLTnUw820GyTIZFJGOgMXMO0km0hFEpwzgkqc/g5+gJjD7QP3Gl8PHgv94qUCFqRBqp8JUB5HbrBykOoiT0d5nPsFUCUEfq9wOhnQEoeVUEjtFtIjeZxnkPcFlMrwe1dA2CXc2lPaZ+E1N7ksrxXbxfjvQ4TGqLhJtXcHOpMBvePMvs15a8G+C62a+D/c+V7rNmH/b+I9TxTvO0m6zZEh1EC3/4ynqkwbpCABCkOogUu7bFJGOACAIqQ6S5LCkGKxaRFXlqhBR7UE6AoD8yH/1GQCgAo15nyIAQAwERQAAAUERAEBAUAQAEBAUAQCEOg+K/FRA5Q+785MAMx5anm+5eXK2Rqc261N2BGm9DBhGHmA+ZLCkyPchmpFBgq+5eSCeAxsCFkBeZSIo+p8WMUNa6cEYzvCznnxztnmfr8fsMIw8wHyo86BokvvM9GkRHhDBlSL9VdZAaTMhE52uildUCg3MO6ka78Z1DP7+hSE9HFTNnsIBgNTy29HS0aNHiOESJI+X2LmuFHh6N60lOmVLm8+fpvMUPTyUGaXkhi6Jpi2F6vH9ePh6N++WnuiAakd3meBhyCJHpgGA+ZDfoDg25AWy4BD1g+XSESiLvIBYSYmtnVZ3qOq8N4STquqfHQ+P5XdHKSDimWmA+pLfoJjEVVvtK5yOoJ26+TMvF0tKbQVqU9O6IeL1KzRmHlFnF4//FxyEFQDqQQMGxfYU6QjMyDqjqgpeeY92qePHewWqxzyqjs6vkdCWCQDzozFLikr5dATjtPfICFHX1vL3FTo6i50KdinukTx83LRl7q30fspNB+gYj4X30gHaaD8CgNppwKA4Tie448VlStvZSu/EJa7iNJZnxs3f+oJXgbp32un1y923yLcLmc6V0ndxPdf8t6Y0WtHN4gM/pX/nxS200nLzCQDUEMZTzKDHvtNPX7njHD33yH563X4GALXRsNXnTOKcGqrqjIAIMHsyFxQ/+rEW+y+ips9/nT65b4zu/Porc/r5vDm0h7Zs2UJbEBABZk3mgmLbnp/rAMUB6+Pqdf37G+m/fvnPc/I5AOTfHzQ3N3/T/tunpaWFpqam7Lt68hFq3f73dHvnn9N/Hn2Q/mfyCt0a/5c5+dz8HwDyDB0tAAACOloAAAQERQAAAUERAECo86CYnI7AjXWY+jE8mF1IowA5gJLiLODBbSsfSKLemcFzcQGCvMtEUPSnIygZHDAj3WBMwnqCNAqQbRm9JYer1T3Uqf9dpPNHTotBY/m7JTQ13KzHRJweHqJ3lvVQd8H9HZd4eolOjVDLTjcPM1SYGzvRjLhdKunxUF9e4OUq4rpJ6jtF9PhOHhdRGRuiB46Ph6bz2O9T4fl7YzCKdbMjdfOQZ27wXC6RbuNBbfWym/W+eGSS7nXLVRyhPjFs2UzXy/yO/iufabEsAHmRwZu3WZF+8tZFeumt39IX199Fv7vwLg1O26+ome5bv5pW3fpXeuDcR+lrG1bT7wZfpME//BP64oIx+uEVoru7V1P3F1po9Mg/0hNnLtLHPvVntO2zv6WXePgZFRy+veFDFWj+if6Wf2P6E/TXm9fQp0ftb7R10COfXUF/uua/6RX+m9H/o7/oXUmr1PcvvP2uWiae32pqv3Ka/vLFf9Pv9XzT4MD34F0qsJnlemm6jfY+2EEfe+tX9PPp6/RDtSxf2/DHZllUoP/m54simJv19pbrrTH6dHcv3f8JXucPq1qvb5/jba3m97kVelvuOsHvL5r5AuRMTtsUVQlryJbMVGnpRET1evRMqXR5+F31ty0F6uV2s3XtqgQ0Uhpx+8IQnRwr0MpVsgTIJTgbjPQYigVqqUHnQu+qpaokOFgq9V4YofPFdlrt2vHUsvQNE3X3rNLLOXommCpBLJf6dynNwvyuF0CWoKPFETlc4towPcUr9DOvum5SrtaiXXNZa4GaukyPunltVdV++6U1ODBI51vW6uRYqX5TB3tjvtYLIEsQFJ3iJF22/2y7Q0aiAi2awwFyuJ3Ol8pAvWRg4myBKy8PxWcJDJoqem2K87leAFmBoMgdFJtV1fLyuAoetsrZtbY0EvYaVSorjNOrFXQoXJ5U8whm8EuBq/FNXb3x9/mt6dEdK68OjNMzpzhVQsLf2jQLo9w0UJP1KtK1KaLOFRWmT/BspAMv9VN//zE6sMl+BFCHstn77OuhdVxPLffCrqUp/neb7VE9dImWbX9U54HeMUD09G5/tTTYi+rvpXXztW9dL21irmbu4Ra/MePeZ2Z7l+3nssfY9ArL9Xa96Yavd1mpfr38v1Fp7/PG/cdo37omuvyjLbTnkP0QoM404Cg5JmC1nM1be5m4GHjtgnWGRw5/8C46962HaL+6OAHUI1SfYQ48Rgc5AyECImQASopzxd58rW+KjlD9jdAZKCkCZAAGmQUAEFB9BgAQYkuKAACNCCVFAAABQREAQEBQBAAQEBQBAAQERQAAAUERAEBAUAQAEBAUAQAEBEUAAAFBEQBAQFAEABAQFAEABARFAAABQREAQEBQBAAQEBQBAAQERQAAAUERAEBAUAQAEBAUAQAEBEUAAAFBEQBAKBMUP6TXfvIrGrOv1x63HwMA5FSZoHg73XPfYuq471P05g37EQBAjqH6DAAgICgCAAgIigAAAoIiAICAoAgAICAoAgAICIoAAAKCIgCAgKAIACAgKAIACGWConv2+de0vtl+BACQYx9ZvHjx7+2/AQAaHqrPAAACgiIAgICgCAAgICgCAAgIigAAAoIiAICAoAgAICAoAgAICIoAAAKCIgCAgKAIACAgKAIACAiKAAACgiIAgICgCAAgICgCAAgIigAAAoIiAICAoAgA4CH6fxVTU21Rs+H+AAAAAElFTkSuQmCC)

Trong thư mục vừa tạo ta cần quan tâm chủ yếu tới 2 file là views.py và urls.py

* views.py: Thực hiện chức năng như là 1 Controller trong MVC, nhận các yêu cầu, xử lý yêu cầu lấy data từ database sau đó trả về view (HTML, CSS, JS).
* url.py: Là file chứa các đường dẫn được chỉ định.

Chúng ta tạo thêm một thư mục đặt tên là templates là nơi chứa code giao hiện HMTL
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* home.html: nơi chứa trang giao diện chính
* base.html: nơi chứa navigation của trang web
* result.html: giao diện khi kết quả được trả về sau khi nhập dữ liệu cần dữ đoán vào ô input
* result1.html: giao diện kết quả trả về đã được dự đoán khi chúng ta tải một file excel là dữ liệu đầu vào.

#### Xử lý đưa ra kết quả dự đoán khi người dùng nhập dữ liệu vào ô input
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Đầu tiên chúng ta sẽ xây dựng giao diện để người dùng nhập dữ liệu vào ô input là dữ liệu đầu vào để mô hình đưa ra dự đoán mực nước tại trạm ThahLek. Trong file home.html. Sử dụng một form để có thể lấy được dữ liệu từ ô input khi người dùng ấn submit.
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Sau khi người dùng nhập đầy đủ thông tin về dữ liệu đầu vào tại ô input và ấn submit thì dữ liệu sẽ được chuyển đến chuyển đến file views.py và gọi tới hàm result1 để xử lý

def result1(request):

cls=joblib.load('finalized\_model.sav')

lis=[]

lis.append(request.GET['w7'])

lis.append(request.GET['w5'])

lis.append(request.GET['w3'])

lis.append(request.GET['hnk2'])

lis.append(request.GET['hnk1'])

lis.append(request.GET['hnk'])

lis.append(request.GET['htk2'])

lis.append(request.GET['htk1'])

lis.append(request.GET['htk'])

sumation=cls.predict([lis])

return render(request,"result1.html",{'something':True,'sum':sumation,'lis':lis})
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Demo kết quả thu được từ việc xử lý dữ liệu khi người dùng nhập dữ liệu từ ô input
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Sau đó ấn nút Prediction. Kết quả thu được
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#### Xử lý đưa ra kết quả dự đoán khi người dùng tải lên file excel
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Code giao diện cho phần xử lý khi người dùng muốn dự đoán bằng việc tải file excel được để trong “fileupload.html”.
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Khi người dùng chọn đúng loại file là excel thì tại trang hiện tại có đường dẫn là [*http://127.0.0.1:8000/upload/*](http://127.0.0.1:8000/upload/) sau khi ấn nút “Prediction” sẽ được chuyển hướng đến trang có đường dẫn [*http://127.0.0.1:8000/result/*](http://127.0.0.1:8000/result/). Việc quy định đường dẫn đã được xử lý tại file “urls.py”

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views

urlpatterns = [

path('admin/', admin.site.urls),

path('',views.home),

path('upload/',views.upload,name='upload'),

path('result1/',views.result1,name='result1'),

path('result/',views.simple\_upload,name='result'),

]

from django.contrib import admin

from django.urls import path,include

from .import views
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Khi được chuyển đến đường dẫn [*http://127.0.0.1:8000/result/*](http://127.0.0.1:8000/result/)thì thực chất bên dưới nó là quá trình xử lý của file views.py và trả về kết quả hiển thị trên web có đường dẫn /result.

Bên trong file “views.py” quá trình đọc file excel và để đưa ra dự đoán từ dữ liệu đầu vào là file excel được thực hiện như sau:
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# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]
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cols.append(df.shift(-i))
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names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg
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Demo kết quả thu được.
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Khi người dùng ấn Prediction. Kết quả dự đoán mực nước tại trạm ThahLek thu được được hiển thị là cột cuối ở bảng bên dưới
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# KẾT QUẢ ỨNG DỤNG MÔ HÌNH

## Qúa trình huấn luyện mô hình

### Các thông số huấn luyện

Dưới đây là các thông số được khai báo trước khi đưa vào chương trình python để huấn luyện mô hình. Các thông số này đã được điều chỉnh để tối ưu với bài toán dự báo mực nước.

Bảng 4. Các thông số huấn luyện

|  |  |  |
| --- | --- | --- |
| **Tên tham số** | **Giá trị** | **Mô tả** |
| K |  | Số lượng cây nhị phân hồi quy |
| Max\_feature |  | Số lượng biến chọn ngẫu nhiên để tách nút trong cây hồi quy |

### Môi trường huấn luyện

Môi trường được sử dụng để huấn luyện mô hình RF là Windows 10, ngôn ngữ Python 3.9.1 và trình biên tập lập trình VS Code 1.63.

### Đánh giá mô hình

Các đại lượng được sử dụng để huấn luyện, kiểm định và kiểm tra mô hình là:

* Độ chính xác:

### Quá trình huấn luyện

Dưới đây là đồ thị quá trình huấn luyện của mô hình RF gồm đường mực nước dự báo và thực đo tại trạm ThahLek.
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Hình 4. Đường quá trình dự báo mực nước và thực đo tại trạm ThahLek

## Kết quả ứng dụng mô hình

### Kết quả huấn luyện

Mô hình mất khoảng 15 phút để chuẩn hóa và học dữ liệu. Với độ chính xác các chỉ số thu được như sau: MAE =0.484, RMSE =0.649, R2=0.925. Ta có giá trị R2 thu được khá cao gần so với 1. Ngoài ra theo khuyến nghị của Ủy ban sông Mê-Kông [6], giá trị MAE chấp nhận được cho dự báo trước 5 ngày tại vị trí Thakhek là nhỏ hơn 0.75 mét. Từ giá trị MAE thu được < 0.75. Vì vậy cho thấy mô hình RF hoạt động tốt và cho ra kết quả có độ chính xác tương đối cao.
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### Kết quả deploy mô hình nên web

Mô hình sau khi được dùng để triển khai trên web có thể đưa ra dự đoán mực nước tại trạm ThahLek cho người dùng theo 2 cách.

* Khi người dùng nhập dữ liệu đầu vào từ ô input
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* Khi người dùng tải lên một file excel đã có dữ liệu gồm mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Thakhek. Hnk(t), Hnk(t-1) và Hnk(t-2) lần lượt là mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Nông Khai. Rainfall\_w3, Rainfall\_w5 và Rainfall\_w7 lần lượt là lượng mưa trung bình trên lưu vực gia nhập khu giữa Nông Khai và Thakhek cho các thời đoạn 3, 5 và 7 ngày gần đây nhất.
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## Kết luận & kiến nghị

Mô hình dự báo rừng ngẫu nhiên (RF) được đề xuất trong nghiên cứu này nhằm dự báo mực nước tại trạm ThahLek trên sông MeKong và dựa trên phương pháp đánh giá R2, RMSE và MAE. Kết quả thực nghiệm cho thấy mô hình rừng ngẫu nhiên cho kết quả dự đoán với độ chính xác cao. Trong tương lai, chúng tôi sẽ áp dụng kết quả nghiên cứu mở rộng, áp dụng cùng với các mô hình học máy khác để tìm ra mô hình tối ưu cùng kết quả mong muốn có độ chính xác tương đối cao.
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PHỤ LỤC

Các dòng lệnh chính của ngôn ngữ lập trình Python được sử dụng khi tiến hành thực nghiệm.

from numpy import asarray

from pandas import read\_excel

from pandas import DataFrame

from pandas import concat

from math import sqrt

from sklearn.metrics import mean\_absolute\_error

from sklearn.metrics import mean\_squared\_error #RMSE

from sklearn.metrics import r2\_score #R-squared (R^2)

from sklearn.ensemble import RandomForestRegressor

from matplotlib import pyplot

# load the dataset

series = read\_excel('Thakek-Mekong.xlsx',engine='openpyxl')

series.head()

#data process

series.isnull()

series.isnull().sum()

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# split a univariate dataset into train/test sets

def train\_test\_split(data, n\_test):

return data[:-n\_test, :], data[-n\_test:, :]

# fit an random forest model and make a one step prediction

def random\_forest\_forecast(train, testX):

# transform list into array

train = asarray(train)

# split into input and output columns

trainX, trainy = train[:, :-1], train[:, -1]

# fit model

model = RandomForestRegressor(n\_estimators=1000, max\_features=3)

# random\_state=0, n\_estimators=200, max\_depth=None, max\_features=1, min\_samples\_leaf=1, min\_samples\_split=2, bootstrap=False

model.fit(trainX, trainy)

# make a one-step prediction

yhat = model.predict([testX])

return yhat[0]

# walk-forward validation for univariate data

def walk\_forward\_validation(data, n\_test):

predictions = list()

# split dataset

train, test = train\_test\_split(data, n\_test)

# seed history with training dataset

history = [x for x in train]

# step over each time-step in the test set

for i in range(len(test)):

# split test row into input and output columns

testX, testy = test[i, :-1], test[i, -1]

# fit model on history and make a prediction

yhat = random\_forest\_forecast(history, testX)

# store forecast in list of predictions

predictions.append(yhat)

# add actual observation to history for the next loop

history.append(test[i])

# summarize progress

print('>expected=%.1f, predicted=%.1f' % (testy, yhat))

# estimate prediction error (MAE)

error = mean\_absolute\_error(test[:, -1], predictions)

#caculator RMSE

mse=mean\_squared\_error(test[:, -1], predictions)

rmse = sqrt(mse)

#caculator R-squared (R^2)

global r2\_score

r2\_score=r2\_score(test[:, -1], predictions)

return error,rmse,r2\_score, test[:, -1], predictions

# load the dataset

series = read\_excel('Thakek-Mekong.xlsx',usecols=[1,2,3,4,5,6,7,8,9,10,11],engine='openpyxl')

series.head()

values = series.values

# transform the time series data into supervised learning

data = series\_to\_supervised(values,1,1)

data.drop(data.columns[[10,11,12,13, 14, 15, 16, 17, 18,19]], axis=1, inplace=True)

data = data.values

# evaluate

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()