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họ và tên: TRẦN THỊ VUI

DỰ BÁO MỰC NƯỚC TẠI TRẠM THAKLEK TRÊN SÔNG MEKONG DÙNG RANDOM FOREST

ĐỒ ÁN TỐT NGHIỆP

HÀ NỘI, NĂM 2021

|  |  |
| --- | --- |
| **bỘ GIÁO DỤC VÀ ĐÀO TẠO** | **BỘ NÔNG NGHIỆP VÀ PTNT** |

TRƯỜNG ĐẠI HỌC THỦY LỢI

HỌ VÀ TÊN: TRẦN THỊ VUI

DỰ BÁO MỰC NƯỚC TẠI TRẠM THAKLEK TRÊN SÔNG MEKONG DÙNG RANDOM FOREST

|  |  |
| --- | --- |
| Ngành: | Công nghệ thông tin |
| Mã số: | 7480201 |

|  |  |
| --- | --- |
| NGƯỜI HƯỚNG DẪN | 1. PGS.TS NGUYỄN THANH TÙNG |
|  |  |

HÀ NỘI, NĂM 2021

|  |  |
| --- | --- |
|  | CỘNG HOÀ XÃ HỘI CHỦ NGHĨA VIỆT NAM  **Độc lập - Tự do - Hạnh phúc**  ----------★----------  **NHIỆM VỤ ĐỒ ÁN TỐT NGHIỆP** |

|  |  |
| --- | --- |
| Họ tên sinh viên: **Trần Thị Vui** | Hệ đào tạo : **Đại học chính quy** |
| Lớp: **59TH2** | Ngành: **Công nghệ thông tin** |
| Khoa: **Công nghệ thông tin** |  |

1. TÊN ĐỀ TÀI:

DỰ BÁO MỰC NƯỚC TẠI TRẠM THAKLEK TRÊN SÔNG MEKONG DÙNG RANDOM FOREST

1. CÁC TÀI LIỆU CƠ BẢN:
2. [Machine Learning | Coursera](https://www.coursera.org/learn/machine-learning/home/welcome) (coursera.com)
3. https://www.python.org/
4. https://www.djangoproject.com/start/
5. https://codelearn.io/sharing/web-step-by-step-voi-django
6. https://machinelearningmastery.com/random-forest-for-time-series-forecasting/
7. NỘI DUNG CÁC PHẦN THUYẾT MINH VÀ TÍNH TOÁN:

* Chương 1: Giới thiệu (20%)
  + Lý do chọn đề tài
  + Mục tiêu đề tài
  + Đối tượng và phạm vi nghiên cứu
* Chương 2: Tiếp cận cơ sở lý thuyết (20%)
  + Học máy
  + Khai phá dữ liệu
  + Bootstrap và bagging
  + Cây hồi quy
  + Random Forest
  + Lỗi của mô hình
  + Phương pháp đánh giá độ chính xác của mô hình
* Chương 3: Phương pháp và xây dựng mô hình (30%)
  + Dữ liệu
  + Công cụ
  + Ứng dụng dữ liệu và công cụ để xây dựng mô hình và triển khai trên web
* Chương 4: Đánh giá kết quả đạt được (30%)
  + Huấn luyện mô hình
  + Kết quả và kiểm định mô hình
  + Kết luận & kiến nghị

1. GIÁO VIÊN HƯỚNG DẪN TỪNG PHẦN

|  |  |
| --- | --- |
| **Phần** | **Họ tên giáo viên hướng dẫn** |
| Tiếp cận cơ sở lý thuyết | Nguyễn Thanh Tùng |
| Ứng dụng phương pháp và xây dựng mô hình |

1. NGÀY GIAO NHIỆM VỤ ĐỒ ÁN TỐT NGHIỆP

Ngày .... tháng …. năm 2021.

|  |  |  |
| --- | --- | --- |
| **Trưởng Bộ môn**  *(Ký và ghi rõ Họ tên)* |  | **Giáo viên hướng dẫn chính**  *(Ký và ghi rõ Họ tên)* |

Nhiệm vụ Đồ án tốt nghiệp đã được Hội đồng thi tốt nghiệp của Khoa thông qua.

|  |
| --- |
| Ngày …. tháng …. năm 2021.  **Chủ tịch Hội đồng**  *(Ký và ghi rõ Họ tên)* |

Sinh viên đã hoàn thành và nộp bản Đồ án tốt nghiệp cho Hội đồng thi.

|  |
| --- |
| Ngày .... tháng …. năm 2021.  **Sinh viên làm Đồ án tốt nghiệp**  *(Ký và ghi rõ Họ tên)* |

|  |  |
| --- | --- |
| logo | TRƯỜNG ĐẠI HỌC THUỶ LỢI  **KHOA CÔNG NGHỆ THÔNG TIN**  BẢN TÓM TẮT ĐỀ CƯƠNG ĐỒ ÁN TỐT NGHIỆP |

TÊN ĐỀ TÀI: Dự báo mực nước tại trạm Thakhek trên sông Mekong sử dụng Random Forest.

*Sinh viên thực hiện*: Trần Thị Vui

*Lớp*: 59TH2

*Giáo viên hướng dẫn*: PGS.TS Nguyễn Thanh Tùng

**TÓM TẮT ĐỀ TÀI**

Lũ lụt là một hiện tượng thời tiết phức tạp, để lại nhiều thiệt hại nặng nề về tài sản và tính mạng tại khu vực trực tiếp chịu thiên tai. Việt Nam là một trong những nước có tần suất lũ lụt cao, các khu vực vùng Đồng bằng sông Cửu Long, Đồng bằng duyên hải miền Trung, Đồng bằng Bắc Bộ nhiều năm gần đây chứng kiến nhiều trận lũ lịch sử đỉnh điểm là trận lũ miền Trung diễn ra vào tháng 10 và 11 của năm 2020. Vì thế việc dự báo mực nước tại các trạm trên sông Mekong là cần thiết để có thể hỗ trợ cảnh báo lũ cho vùng đồng bằng sông Cửu Long, giảm thiểu một cách tối ra thiệt hại về người và tài sản.

Random Forest (RF), một trong những phương pháp phi tuyến nổi trội được dùng phổ biến trong lĩnh vực học máy và khai thác dữ liệu trên thế giới những năm gần đây, RF hoạt động tốt trên các bài toán phân loại và hồi quy và ít bị ảnh hưởng bởi nhiễu (noise). Vì vậy, RF có thể ứng dụng vào xử lý cho bài toán dự báo mực nước tại trạm Thakhek trên sông Mekong.

**CÁC MỤC TIÊU CHÍNH**

* Tìm hiểu các phương pháp học máy, phương pháp học máy kết hợp (ensemble learning).
* Tìm hiểu phương pháp học máy rừng ngẫu nhiên (RF -Random Forest) và các phiên bản cải tiến của RF.
* Ứng dụng RF dự mực nước tại trạm Thakhek trên sông Mekong.

**KẾT QUẢ DỰ KIẾN**

* Mô hình học máy RF dự báo mực nước tại trạm Thakhek trên sông Mekong.
* Xây dựng được một website để dự báo mực nước sử dụng RF tại trạm Thakhek trên sông Mekong.
* Viết báo cáo và tổng kết.

LỜI CAM ĐOAN

Tác giả xin cam đoan đây là Đồ án tốt nghiệp của bản thân tác giả. Các kết quả trong Đồ án tốt nghiệp này là trung thực, và không sao chép từ bất kỳ một nguồn nào và dưới bất kỳ hình thức nào. Việc tham khảo các nguồn tài liệu (nếu có) đã được thực hiện trích dẫn và ghi nguồn tài liệu tham khảo đúng quy định.

|  |  |
| --- | --- |
|  | **Tác giả ĐATN**  *Chữ ký*  **Trần Thị Vui** |

LỜI CẢM ƠN

Sau hơn 4 năm học tập tại trường Đại học Thủy Lợi nói chung và khoa Công nghệ thông tin nói riêng, em đã nhận được sự chỉ bảo và giúp đỡ của các thầy cô giáo và các bạn rất nhiều trong lĩnh vực học tập và cuộc sống.

Đầu tiên, em xin chân thành cảm ơn các thầy cô giáo Trường đại học Thủy Lợi và đặc biệt là các thầy cô giáo khoa Công nghệ thông tin đã dạy cho em có được những kiến thức để phục vụ cho việc thực hiện đồ án. Đặc biệt, trong 14 tuần làm đồ án, em đã được sự hướng dẫn nhiệt tình của Phó giáo sư, tiến sĩ, thầy giáo Nguyễn Thanh Tùng. Em xin gửi lời cảm ơn chân thành tới thầy cô đã giúp đỡ, bổ sung cho em những kiến thức, cho em những lời khuyên và sự góp ý để em có thể hoàn thành đồ án một cách nhanh chóng và hiệu quả nhất.

Trong suốt thời gian học tập và hoàn thành đồ án em đã may mắn được thầy cô chỉ bảo, dìu dắt và được gia đình bạn bè quan tâm, động viên luôn bên cạnh và tạo mọi điều kiện thuận lợi đẻ cho em có thể hoàn thành đồ án này. Trong suốt quá trình làm đò án với đề tài “**Dự báo mực nước tại trạm ThakLek trên sông MeKong dùng Random Forest**”, em đã cố gắng hết sức để xây dựng và hoàn thiện đồ án một cách tốt nhất, nhưng do kiến thức còn hạn chế, thời gian làm đồ án có hạn và kinh nghiệm thực tế chưa có nên cũng không thể tránh được những sai sót. Một lần nữa, em xin chân thành cảm ơn thầy cô giáo, bạn bè và gia đình đã giúp đỡ em trong suốt thời gian qua.
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DANH MỤC CÁC TỪ VIẾT TẮT VÀ GIẢI THÍCH CÁC THUẬT NGỮ

**ĐATN:** Đồ án tốt nghiệp

**RF:** Random Forest

**DEPLOY**: Triển khai mô hình

**TEST ERROR**: Lỗi kiểm thử

**UNSUPERVISED LEARNING**: Học không giám sát

**VALIDATION ERROR:** Lỗi kiểm định

# GIỚI THIỆU

## Lý do chọn đề tài

Lũ lụt là một hiện tượng thời tiết phức tạp, để lại nhiều thiệt hại nặng nề về tài sản và tính mạng tại khu vực trực tiếp chịu thiên tai. Theo thống kê của Tổ chức Hợp tác và Phát triển Kinh tế (Organization for Economic Co-operation and Development – OECD), mỗi năm toàn thế giới chịu thiệt hại hơn 40 tỉ đô la Mỹ, ảnh hưởng đến xấp xỉ 250 triệu người, tần suất xuất hiện lũ lụt đã tăng gần gấp đôi trong giai đoạn 2000-2009 so với thập kỷ trước đó và số lần lũ lụt trong khoảng thời gian 2010 đến 2013 nhiều hơn tổng số lần lũ lụt của cả thập niên 80. Việt Nam là một trong những nước có tần suất lũ lụt cao; các khu vực vùng Đồng bằng sông Cửu Long, Đồng bằng duyên hải miền Trung, Đồng bằng Bắc Bộ nhiều năm gần đây chứng kiến nhiều trận lũ lịch sử đỉnh điểm là trận lũ miền Trung diễn ra vào tháng 10 và 11 của năm 2020.

Vì thế việc dự báo mực nước tại các trạm trên sông Mekong là cần thiết để có thể hỗ trợ cảnh báo lũ cho vùng đồng bằng sông Cửu Long, giảm thiểu một cách tối ra thiệt hại về người và tài sản. Xây dựng mô hình dự báo mực nước đáp ứng tối ưu việc cập nhật, xác định và đánh giá về lũ lụt xảy ra trong suốt thời gian lũ lụt từ đó có những giải pháp cứu trợ, tiếp cận kịp thời khi xuất hiện những trận lũ lụt gây ra hơn là các đánh giá dự báo thông thường. Với sự phát triển của lĩnh vực công nghệ thông tin, trí tuệ nhân tạo mà đặc biệt trong lĩnh vực học máy, học sâu những năm gần đây đang thực sự được quan tâm và ứng dụng vào thực tiễn các lĩnh vực, ngành nghề trong cuộc sống. Bài toán xây dựng mô hình random forest dự báo mực nước là một minh chứng cho sự phát triển của công nghệ thông tin dựa trên các phương pháp, thuật toán đã có thể xác định, cập nhật tính ưu việt trong công tác dự báo, đánh giá với mức độ chính xác cao nhằm góp phần thiết thực vào thực tiễn trong lĩnh vực quản lý tài nguyên nước và phòng chống thiên tai tại Việt Nam. Nghiên cứu xây dựng mô hình rừng ngẫu nhiên (random forest) dự báo mực nước có vai trò vô cùng quan trọng trong việc đánh giá tác động của trận lũ lịch sử khi các tài liệu đầu vào để đánh giá theo phương pháp truyền thống còn nhiều hạn chế tại thời điểm tức thời, thời gian thực khi lũ xuất hiện, đây là một ý nghĩa quan trọng trong quản lý tài nguyên nước, phòng chống thiên tai cho khu vực nghiên cứu. Vì những lý do nêu trên, đề tài nghiên cứu khoa học: “Dự báo mực nước tại trạm ThakLek trên sông Mekong sử dụng Random Forest” nơi thể hiện sự đóng góp quan trọng của lưu vực thuộc phía trung-nam nước Cộng hòa Dân chủ Nhân dân Lào cho dòng chính sông Mekong.

## Mục tiêu đề tài

Dựa trên lý do chọn đề tài, trong nghiên cứu này đồ án thực hiện có các mục tiêu chính sau:

* Tiếp cận cơ sở lý thuyết về mạng trí tuệ nhân tạo nói chung và mô hình máy học RF.
* Ứng dụng RF trong việc xây dựng mô hình dự báo mực nước tại ThakLek trên sông Mekong bằng ngôn ngữ Python.
* Đánh giá kết quả từ mô hình đạt được, từ đó đưa ra kết luận và kiến nghị.
* Xây dựng một website để dự báo mực nước sử dụng RF tại trạm Thakhek trên sông Mekong.

## Đối tượng và phạm vi nghiên cứu­

### Đối tượng nghiên cứu

Xây dựng mô hình dự đoán và đánh giá mực nước tại trạm ThakLek trên sông Mekong dùng RF.

### Phạm vi nghiên cứu

Vùng nghiên cứu là trạm ThakLek trên sông Mekong nơi thể hiện sự đóng góp quan trọng của lưu vực thuộc phía trung-nam nước Cộng hòa Dân chủ Nhân dân Lào cho dòng chính sông Mekong. Vị trí nghiên cứu được minh họa tại [Hình 1.1](#hinh11).
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Hình 1. Vị trí lưu vực nghiên cứu

# TIẾP CẬN CƠ SỞ LÝ THUYẾT

## Học máy (Machine Learning)

### Tổng quan

Học máy là một lĩnh vực của trí tuệ nhân tạo (trí thông minh được thể hiện bằng máy móc) liên quan đến việc nghiên cứu và xây dựng các kĩ thuật giúp máy tính “học” tự động từ dữ liệu cho trước để giải quyết những bài toán cụ thể. Machine learning còn cung cấp một phương pháp hiệu quả để học hỏi từ dữ liệu thay vì dựa vào con người để phân tích và dự đoán.

Học máy hiện nay được áp dụng rộng rãi nhiều lĩnh vực: chuẩn đoán y khoa, phân loại ảnh, nhận dạng vật thể, nhận dạng tiếng nói và chữ viết, phân tích câu và dịch tự động, chơi trò chơi, xe tự lái, gợi ý bán hàng, …

Học máy có thể được phân loại bằng phương thức học: học có giám sát – supervised learning, học không giám sát – unsupervised learning, học nửa giám sát – semi-supervised learning, học tăng cường – reinforcement learning. Do nội dung đồ án tập trung vào bài toán dự đoán mực nước tại trạm ThakLek trên sông Mekong sử dụng RF, vì thế ta có thể chỉ quan tâm đến hình thức học đầu tiên đó là học có giám sát mà không dành nhiều quan tâm đến các hình thức học còn lại.

#### Học có giám sát (Supervised Learning)

Đây là phương pháp học máy giải quyết bài toán dự đoán mục tiêu với đầu vào cho trước. Các mục tiêu được gọi là “nhãn”, thường được ký hiệu là . Dữ liệu đầu vào thường được ký hiệu là . Mỗi một cặp được gọi là một mẫu và được cung cấp cho quá trình huấn luyện mô hình. Nói ngắn gọn: học có giám sát là hình thức học mà dữ liệu dùng để xây dựng mô hình đã được gán nhãn từ trước.
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Hình 2. Minh họa học máy có giám sát

Học có giám sát giải quyết một số bài toán sau:

* Hồi quy (regression): là bài toán tìm nghiệm tối ưu có đầu ra là một số thực, quan hệ giữa đầu vào với mục tiêu là 1 hàm số , thường là tuyến tính hoặc logistic. Mục tiêu của bài toán là tìm ra nghiệm gần đúng với . Hai hàm mất mát phổ biến là và giả sử dữ liệu có nhiễu Gauss. Ví dụ: dự đoán giá bất động sản.
* Phân loại (classification): là bài toán dự đoán nhãn lớp giữa những nhãn lớp có sẵn. Mô hình được xây dựng dựa trên một tập dữ liệu được gán nhãn trước. Đầu ra của mô hình là một mảng chứa các xác suất của các lớp tương ứng với dữ liệu đầu vào. Hàm mất mát phổ biến là entropy chéo. Bài toán phân lớp có các loại sau: phân lớp nhị phân (phân loại đúng/sai), phân lớp đa trị, phân lớp đa lớp. Ví dụ: đưa hình của một chú chó vào một mô hình phân loại giữa {chó, mèo, gà} ta được khả năng bức hình đó là chó, mèo và gà theo mô hình đó là {0.6, 0.3, 0.1}.

##### Hàm mất mát (Loss Function)

Hàm mất mát là một hàm để đánh giá một mô hình học máy xem mô hình đang tốt hay tệ, hàm mất mát so sánh giá trị đầu ra của hàm mục tiêu so với tập dữ liệu huấn luyện. Theo quy ước, giá trị hàm mất mát càng thấp thì mô hình càng tốt.

Hàm bình phương sai số (Squared error) là hàm mất mát phổ biến nhất cho giá trị số, hàm entropy chéo (Cross entropy) giá trị là nhãn.

Để tránh việc mô hình quá khớp khi huấn luyện ta thường chia dữ liệu ban đầu thành hai: tập dữ liệu huấn luyện để học mô hình tập này cho ra lỗi huấn luyện và tập dữ liệu kiểm định để đánh giá mô hình, cho ra lỗi kiểm thử.

#### Học không giám sát (Unsupervised Learning)

Đây là phương pháp học máy không biết được mục tiêu mà bài toán đang nhắm đến hay nhãn mà chỉ có dữ liệu đầu vào. Học không giám sát sẻ dụng những dữ liệu chưa được gán nhãn để suy luận ra mỗi quan hệ. Phương pháp này thường được sử dụng để tìm cấu trúc của tập dữ liệu. Tuy nhiên lại không có phương pháp đánh giá được cấu trúc tìm ra được là đúng hay sai.

Các bài toán học không giám sát được chia làm hai loại:

* Phân cụm: phân tập dữ liệu thành cụm/thể loại ( cho trước) dựa trên sự liên quan giữa các dữ liệu trong mỗi nhóm. Ví dụ: phân nhóm khách hàng dựa trên hành vi mua hàng, lịch sử ghé thăm và đặt mua các món hàng.
* Luật kết hợp: Là bài toán khi chúng ta muốn khám phá ra một quy luật dựa trên nhiều dữ liệu cho trước. Ví dụ: nhóm khách hàng mua xà phòng, dầu gội đầu thì có thường mua thêm kem đánh răng hay không? Những khách hàng nam mua quần áo thường có xu hướng mua thêm đồng hồ hoặc thắt lưng..

### Nhận xét ưu nhược điểm của học có giám sát và không giám sát

Sau khi tìm hiểu 2 dạng học máy thì chúng ta có thể đưa ra so sánh ưu nhược điểm giữa chúng như trong bảng sau:

Bảng 2. So sánh học có giám sát với học không giám sát

|  |  |  |
| --- | --- | --- |
|  | **Ưu điểm** | **Nhược điểm** |
| Học có giám sát | * Học dựa trên nhãn và có mục tiêu rõ ràng. * Cho phép thu thập dữ liệu hoặc tạo đầu ra bằng kinh nghiệm học hỏi trước đó. * Giải quyết vấn đề tính toán trong thế giới thực. * Phương pháp đơn giản dễ sử dụng. * Kết quả đầu ra có thể đo lường độ chính xác | * Dữ liệu cần để mô hình học phải đạt nhiều yêu cầu: đủ nhãn cho mỗi lớp, ít bị nhiễu, đầu ra phải chính xác. * Phân loại dữ liệu lớn có thể là một thách thức lớn * Cần nhiều thời gian tính toán |
| Học không giám sát | * Tìm ra được mối quan hệ ẩn trong dữ liệu. * Tìm ra những đặc trưng để phân thể loại dữ liệu. * Xử lý trong thời gian thực, dữ liệu đầu vào có thể được phân tích và phân loại ngay. * Dễ thu thập dữ liệu chưa gán nhãn hơn là gán nhãn | * Cần một tập dữ liệu đủ lớn để có thể phân loại chính xác * Không thể đo lường độ tin cậy của kết quả. * Không biết số lớp. |

Để phục vụ cho bài toán dự báo mực nước tại trạm ThakLek trên sông Mekong, em đánh giá phương pháp học có giám sát là phương pháp học máy phù hợp do có những ưu điểm được kể trong bảng ở trên. Ngoài ra đề tài cũng có mục tiêu rõ ràng cho đầu ra của mô hình là dự đoán mực nước tại trạm ThakLek. Do đó, em đã chọn học máy có giám sát là phương pháp học máy để phục vụ đề tài này.

## Khai phá dữ liệu

### Tổng quan

Trong cuộc sống hiện nay sự phát triển mạnh mẽ của công nghệ thông tin và truyền thông, nhu cầu lưu trữ dữ liệu và trao đổi thông tin trong xã hội ngày càng tăng lên mạnh mẽ. Tuy nhiên, đi cùng với lượng dữ liệu và thông tin ngày càng khổng lồ mà chúng ta có được thì việc biến đổi những dữ liệu thô có sẵn đó thành tri thức trở thành một đòi hỏi tất yếu trong đời sống hàng ngày. Từ nhu cầu thực tế trên, đòi hỏi chúng ta phải tìm kiếm và ứng dụng các kỹ thuật nhằm “khai phá” những thông tin hữu ích, những tri thức có ích từ những nguồn dữ liệu khổng lồ hiện có.

Phát hiện tri thức và khai phá dữ liệu (Knowledge Discovery and Data Mining - KDD) là những công việc liên quan đến việc trích, lọc những thông tin có ích từ các nguồn dữ liệu. Khai phá dữ liệu là một tập các kỹ thuật được sử dụng một cách tự động nhằm khám phá những tri thức có ích ở dạng tiềm năng trong nguồn dữ liệu đã có.

Ở đây chúng ta có thể coi khai phá dữ liệu là cốt lõi của quá trình phát hiện tri thức. Quá trình phát hiện tri thức gồm các bước:

Bước 1: Trích chọn dữ liệu (data selection): Là bước trích chọn những tập dữ liệu cần được khai phá từ các tập dữ liệu lớn (databases, data ware houses).

Bước 2: Tiền xử lý dữ liệu (data preprocessing): Là bước làm sạch dữ liệu (xử lý dữ liệu không đầy đủ, dữ liệu nhiễu, dữ liệu không nhất quán, …), rút gọn dữ liệu (sử dụng các phương pháp thu gọn dữ liệu, histograms, lấy mẫu…), rời rạc hóa dữ liệu (dựa vào histograms, entropy, phân khoảng, ...). Sau bước này, dữ liệu sẽ nhất quán, đầy đủ, được rút gọn và được rời rạc hóa.

Bước 3: Biến đổi dữ liệu (data transformation): Là bước chuẩn hóa và làm mịn dữ liệu để đưa dữ liệu về dạng thuận lợi nhất nhằm phục vụ cho các kỹ thuật khai thác ở bước sau.

Bước 4: Khai phá dữ liệu (data mining): Đây là bước quan trọng và tốn nhiều thời gian nhất của quá trình khám phá tri thức, áp dụng các kỹ thuật khai phá (phần lớn là các kỹ thuật của machine learning) để khai phá, chọn lựa được các mẫu (pattern) thông tin, các mối liên hệ đặc biệt trong dữ liệu.

Bước 5: Đánh giá và biểu diễn tri thức (knowledge representation & evaluation): Dùng các kỹ thuật hiển thị dữ liệu để trình bày các mẫu thông tin (tri thức) và mối liên hệ đặc biệt trong dữ liệu đã được khai thác ở bước trên biểu diễn theo dạng gần gũi với người sử dụng như đồ thị, cây, bảng biểu, luật, …. Đồng thời bước này cũng đánh giá những tri thức khám phá được theo những tiêu chí nhất định. Trong giai đoạn khai phá dữ liệu, có thể cần sự tương tác của người dùng để điều chỉnh và rút ra các tri thức cần thiết nhất. Các tri thức nhận được cũng có thể được lưu và sử dụng lại.

Việc khai phá dữ liệu có thể được tiến hành trên một lượng lớn dữ liệu có trong CSDL, các kho dữ liệu hoặc trong các loại lưu trữ thông tin khác.

### Nhiệm vụ chính của khai phá dữ liệu

Giảm chiều dữ liệu: Giảm chiều dữ liệu là việc giảm chiều của không gian tìm kiếm dữ liệu, giảm chi phí thu thập và lưu trữ dữ liệu, nâng cao hiệu quả của việc khai phá dữ liệu và làm đơn giản hóa các kết quả khai phá dữ liệu.

Phân nhóm và phân loại: Phân loại và phân nhóm là hai nhiệm vụ có mối quan hệ tương đối gần nhau trong khai phá dữ liệu. Một lớp là một tập các đối tượng có cùng một số đặc điểm hoặc mối quan hệ nào đó, tất cả các đối tượng trong lớp này được phân vào trong cùng một loại tên nhằm mục đích là để phân biệt với các lớp khác. Một cụm là một tập các đối tượng tương tự nhau về mặt vị trí. Các cụm thường được tạo ra nhằm mục đích để sau đó tiến hành phân loại các đối tượng.

Trích chọn luật: Trích chọn luật tìm kiếm và đưa ra dữ liệu bằng cách tất cả các dữ liệu được đưa ra dựa trên các suy diễn/các quyết định mà các suy diễn/quyết định này được xây dựng từ các tri thức thu thập được từ dữ liệu đó. Đối với người sử dụng các kết quả của khai phá dữ liệu họ chỉ mong muốn có một cách giải thích đơn giản là tại sao có các kết quả phân loại đó, thuộc tính nào ảnh hưởng đến kết quả khai phá dữ liệu…Tuy nhiên, bằng các tham số phân loại rất khó để có thể diễn giải các tri thức đó theo cách mà người sử dụng có thể dễ dàng hiểu được.

### Qúa trình khai phá dữ liệu

Các giải thuật khai phá dữ liệu thường được miêu tả như những chương trình hoạt động trực tiếp trên tệp dữ liệu. Với các phương pháp học máy và thống kê trước đây, thường thì bước đầu tiên là các giải thuật nạp toàn bộ tệp dữ liệu vào trong bộ nhớ. Khi chuyển sang các ứng dụng công nghiệp liên quan đến việc khai phá các kho dữ liệu lớn, mô hình này không thể đáp ứng được. Không chỉ bởi vì nó không thể nạp hết dữ liệu vào trong bộ nhớ mà còn vì khó có thể chiết xuất dữ liệu ra các tệp đơn giản để phân tích được. Quá trình khai phá dữ liệu được thể hiện bởi mô hình sau:

![](data:image/png;base64,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)

Hình 2.2 Qúa trình khai phá dữ liệu

### Một số kỹ thuật khai phá dữ liệu

Mục đích của khai phá dữ liệu là chiết xuất ra các tri thức có lợi cho kinh doanh hay cho nghiên cứu khoa học…

Do đó, ta có thể xem mục đích của khai phá dữ liệu sẽ là mô tả các sự kiện và dự đoán. Các mẫu khai phá dữ liệu phát hiện được nhằm vào mục đích này. Dự đoán liên quan đến việc sử dụng các biến hoặc các đối tượng (bản ghi) trong cơ sở dữ liệu để chiết xuất ra các mẫu, dự đoán được những giá trị chưa biết hoặc những giá trị tương lai của các biến đáng quan tâm. Mô tả tập trung vào việc tìm kiếm các mẫu mô tả dữ liệu mà con người có thể hiểu được. Để đạt được những mục đích này, nhiệm vụ chính của khai phá dữ liệu bao gồm như sau:

#### Phân nhóm dữ liệu

Phân nhóm là kỹ thuật khai phá dữ liệu. Sự phân nhóm dữ liệu là quá trình lọc không được giám sát, là quá trình nhóm những đối tượng vào trong những lớp tương đương, đến những đối tượng trong một nhóm là tương đương nhau, chúng phải khác với những đối tượng trong những nhóm khác. Trong phân loại dữ liệu, một bản ghi thuộc về lớp nào là phải xác định trước, trong khi phân nhóm không xác định trước. Trong phân nhóm, những đối tượng được nhóm lại cùng nhau dựa vào sự giống nhau của chúng. Sự giống nhau giữa những đối tượng được xác định bởi những chức năng giống nhau. Thông thường những sự giống về định lượng như khoảng cách hoặc độ đo khác được xác định bởi những chuyên gia trong lĩnh vực của mình. Đa số các ứng dụng phân nhóm được sử dụng trong sự phân chia thị trường. Với sự phân nhóm khách hàng vào trong từng nhóm, những doanh nghiệp có thể cung cấp những dịch vụ khác nhau tới nhóm khách hàng một cách thuận lợi. Ví dụ, dựa vào chi tiêu, số tiền trong tài khoản và việc rút tiền của khách hàng, một ngân hàng có thể xếp những khách hàng vào những nhóm khác nhau. Với mỗi nhóm, ngân hàng có thể cho vay những khoản tiền tương ứng cho việc mua nhà, mua xe, … Trong trường hợp này ngân hàng có thể cung cấp những dịch vụ tốt hơn và cũng chắc chắn rằng tất cả các khoản tiền cho vay đều có thể thu hồi được. Ta có thể tham khảo một khảo sát toàn diện về kỹ thuật và thuật toán phân nhóm trong.

* Hồi qui (Regression): Là việc xây dựng mô hình máy tính từ một tập dữ liệu với biến đích có giá trị thực. Bài toán hồi qui tương tự như phân loại, điểm khác nhau là biến đích có dạng số trong khi bài toán phân loại có biến đích kiểu rời rạc. Việc dự báo các giá trị số thường được làm bởi các phương pháp thống kê cổ điển chẳng hạn như hồi qui tuyến tính. Tuy nhiên, phương pháp mô hình hóa cũng được sử dụng Hồi quy được ứng dụng trong nhiều lĩnh vực, ví dụ: dự đoán số lượng sinh vật phát quang hiện thời trong khu rừng bằng cách dò tìm vi sóng bằng thiết bị cảm biến từ xa; dự đoán khả năng tử vong của bệnh nhân khi biết các kết quả xét nghiệm chẩn đoán; dự đoán nhu cầu tiêu thụ một sản phẩm mới bằng một hàm chi tiêu quảng cáo….
* Tổng hợp (summarization): Là công việc liên quan đến các phương pháp tìm kiếm một mô tả cô đọng cho tập con dữ liệu. Các kỹ thuật tổng hợp thường được áp dụng trong việc phân tích dữ liệu có tính thăm dò và báo cáo tự động.
* Mô hình hóa phụ thuộc (dependency modeling): Là việc tìm kiếm mô tả các phụ thuộc quan trọng giữa các biến. Mô hình phụ thuộc tồn tại hai mức:
* Mức cấu trúc của mô hình (thường dưới dạng đồ thị) xác định các biến phụ thuộc cục bộ vào các biến khác.
* Mức định lượng của mô hình xác định mức độ phụ thuộc của biến. Những phụ thuộc này thường được biểu thị dưới dạng luật. Quan hệ phụ thuộc cũng có thể biểu diễn dưới dạng mạng tin cậy. Đó là đồ thị có hướng không có dạng chu trình, các nút biểu diễn thuộc tính và trọng số chỉ liên kết phụ thuộc giữa các nút đó.
* Phát hiện sự thay đổi và độ lệch (change and deviation dectection): Nhiệm vụ này tập trung vào khám phá những thay đổi có ý nghĩa trong dữ liệu dựa vào các giá trị chuẩn hay độ đo đã biết trước, phát hiện độ lệch đáng kể giữa nội dung của tập con dữ liệu và nội dung mong đợi. Hai mô hình độ lệch thường dùng là lệch theo thời gian và lệch theo nhóm. Độ lệch theo thời gian là sự thay đổi có nghĩa của dữ liệu theo thời gian. Độ lệch theo nhóm là sự khác nhau giữa dữ liệu trong hai tập con dữ liệu, tính cả trường hợp tập con của đối tượng này thuộc tập con kia, nghĩa là xác định dữ liệu trong một nhóm con của đối tượng có khác nhau đáng kể so với toàn bộ đối tượng.

#### Phân loại dữ liệu

Khái niệm phân loại dữ liệu được Han và Kamber đưa ra năm 2000. Phân loại dữ liệu là xây dựng một mô hình mà có thể phân các đối tượng thành những lớp để dự đoán giá trị bị mất tại một số thuộc tính của dữ liệu hay tiên đoán giá trị của dữ liệu sẽ xuất hiện trong tương lai. Quá trình phân loại dữ liệu được thực hiện qua hai bước:

* Bước thứ nhất: Dựa vào tập hợp dữ liệu huấn luyện, xây dựng một mô hình mô tả những đặc trưng của những lớp dữ liệu hoặc những khái niệm, đây là quá trình học có giám sát, học theo mẫu được cung cấp trước.
* Bước thứ hai: Từ những lớp dữ liệu hoặc những khái niệm đã được xác định trước, dự đoán giá trị của những đối tượng quan tâm. Một kỹ thuật phân loại dữ liệu được Han và Kamber đưa ra là cây quyết định. Mỗi nút của cây đại diện một quyết định dựa vào giá trị thuộc tính tương ứng. Kỹ thuật này đã được nhiều tác giả nghiên cứu và đưa ra nhiều thuật toán.

## Bootstrap và bagging

### Bootstrap

Là một phương pháp rất nổi tiếng trong thống kê được giới thiệu bởi Bradley Efron vào năm 1979. Phương pháp này chủ yếu dùng để ước lượng lỗi chuẩn (standard errors), độ lệch (bias) và tính khoảng tin cậy (confidence interval) cho các tham số. Phương pháp này được thực hiện như sau: Từ một quần thể ban đầu lấy ra một mẫu L= (x1, x2, ...xn) gồm n thành phần, tính toán các tham số mong muốn. Trong bước lặp lại b lần việc tạo ra mẫu Lb cũng gồm n phần tử từ L bằng cách lấy lại mẫu với sự thay thế các thành phần trong mẫu ban đầu sau đó tính toán các tham số mong muốn.

### Bagging

Phương pháp này được xem như là một phương pháp tổng hợp kết quả có được từ các bootstrap. Dựa trên cách phân tích hiệu quả của giải thuật học, (Breiman, 1996) đề xuất giải thuật học Bagging (Bootstrap Aggregating) nhằm giảm lỗi của mô hình dự báo. Giải thuật có thể được tóm tắt như sau:

* Từ tập dữ liệu học LS có m phần tử, xây dựng T mô hình cơ sở độc lập nhau
* Mô hình thứ t được xây dựng trên tập mẫu Bootstrap thứ t (lấy mẫu m phần tử có hoàn lại
* Kết thúc quá trình xây dựng T mô hình cơ sở, dùng chiến lược bình chọn số đông để phân lớp một phần tử x mới đến hoặc giá trị trung bình (regression) cho bài toán hồi quy.

## Cây hồi quy

Mô hình cây hồi quy tách đệ quy theo hàng của tập dữ liệu đầu vào ℒ thành các tập dữ liệu nhỏ hơn, hình thành nút và lá của cây. Tại mỗi lần tách nút, một thuộc tính và giá trị tách của thuộc tính này được chọn để chia nút thành 2 nút con, nút con trái và nút con phải.

### Xây dựng cây hồi quy

Gọi *t* là nút cha để tách nhánh trên cây hồi quy. Việc tách nhánh trên thuộc tính X được xác định bởi việc giảm sự hỗn tạp tại nút *t*, ký hiệu , xem Breiman và đồng nghiệp [13]. Kỳ vọng của Y ở nút *t* được tối thiểu hóa nhờ hàm lỗi bình phương sai số được định nghĩa như sau:

Trong đó *N(t)* là tổng số mẫu hiện tại ở nút t và Ӯt là trung bình mẫu của *Y* tại t.

Gọi là giá trị chia tách thuộc tính tại nút thành nút con trái và nút con phải phụ thuộc vào hoặc , và . Độ biến thiên của các mẫu cho mỗi nút con là:

Trong đó là trung bình mẫu của và là kích thước mẫu của . Tương tự, và là trung bình mẫu và kích thước mẫu của .

Như vậy, việc giảm độ hỗn tạp theo việc chia tách đối với được tính như sau:

(1)

Trong đó và là các tỷ lệ quan sát trong và . Điểm chia tách được chọn trên thuộc tính cho mỗi nút chính là giá trị làm cho đạt cực đại.

### Dự đoán dùng cây hồi quy

Khi xây dựng cây hồi quy, ta cần phải tính toán giá trị cho nút lá của cây, quá trình này được mô tả sau đây. Gọi là véc-tơ chứa tham số ngẫu nhiên để xác định việc xây dựng cây. Trong mỗi cây hồi quy, ta tính toán trọng số dương cho mỗi mẫu . Đặt là nút lá trong cây hồi quy. Các mẫu được gán các trọng số , trong đó là số mẫu trong . Nghĩa là việc dự đoán dùng cây hồi quy đơn giản là tính giá trị trung bình của các mẫu tại nút lá của cây.

Với dữ liệu thử nghiệm , là giá trị dự đoán của cây hồi quy được tính như sau:

## Random Forest

### Giới thiệu

Random Forest (rừng ngẫu nhiên) được đề xuất và phát triển bởi Leo Breiman tại đại học California, Berkeley. Breiman cũng đồng thời là tác giả của phương pháp CART (Classification and Regression Trees) được đánh giá là một trong mười phương pháp khai phá dữ liệu kinh điển. Random Forest được xây dựng dựa trên 3 thành phần chính là: (1) CART, (2) học toàn bộ, hội đồng các chuyên gia, kết hợp các mô hình và (3) tổ hợp bootstrap (bagging).

Random Forest (RF) là phương pháp cải tiến của phương pháp tổng hợp bootstrap (bagging) và có thể được sử dụng trong bài toán phân loại và hồi quy. RF sử dụng 2 bước ngẫu nhiên, một là ngẫu nhiên theo mẫu (sample) dùng phương pháp bootstrap có hoàn lại (with replacement), hai là lấy ngẫu nhiên một lượng thuộc tính từ tập thuộc tính ban đầu. Các tập con (sub-dataset) được tạo ra từ 2 lần ngẫu nhiên này có tính đa dạng cao, ít liên quan đến nhau, giúp giảm lỗi phương sai (variance). Các cây CART được xây dựng từ tập các tập dữ liệu con này tạo thành rừng. Khi tổng hợp kết quả, RF dùng phương pháp bỏ phiếu (voting) cho bài toán phân loại và lấy giá trị trung bình (average) cho bài toán hồi quy. Việc kết hợp các mô hình CART này để cho kết quả cuối cùng nên RF được gọi là phương pháp học tập thể.

Đối với bài toán phân loại, cây CART sử dụng công thức Gini như là một hàm điều kiện để tính toán điểm tách nút của cây. Số lượng cây là không hạn chế, các cây trong RF được xây dựng với chiều cao tối đa.

Trong những năm gần đây, RF được sử dụng khá phổ biến bởi những điểm vượt trội của nó so với các thuật toán khác: xử lý với dữ liệu có số lượng các thuộc tính lớn, có khả năng ước lượng độ quan trọng các thuộc tính, thường có độ chính xác cao trong phân loại (hoặc hồi quy), quá trình học nhanh. Trong RF, mỗi cây chỉ chọn một tập nhỏ các thuộc tính trong quá trình xây dựng, cơ chế này làm cho RF thực thi với tập dữ liệu có số lượng thuộc tính lớn trong thời gian chấp nhận được khi tính toán. Người dùng có thể đặt mặc định số lượng các thuộc tính để xây dựng cây trong rừng, thông thường giá trị mặc định tối ưu là cho bài toán phân loại và *p*/3 với các bài toán hồi quy (p là số lượng tất cả các thuộc tính của tập dữ liệu ban đầu). Số lượng các cây trong rừng cần được đặt đủ lớn để đảm bảo tất cả các thuộc tính đều được sử dụng một số lần. Thông thường là 500 cây cho bài toán phân loại, 1000 cây cho bài toán hồi quy. Do sử dụng phương pháp bootstrap lấy mẫu ngẫu nhiên có hoàn lại nên các tập dữ liệu con có khoảng 2/3 các mẫu không trùng nhau dùng để xây dựng cây, các mẫu ngày được gọi là in-bag. Khoảng 1/3 số mẫu còn lại gọi là out-of-bag, do không tham gia vào việc xây dựng cây nên RF dùng luôn các mẫu out-of-bag này để kiểm thử và tính toán độ quan trọng thuộc tính của các cây CART trong rừng

Tóm tắt giải thuật RF:

* Bước 1: Từ tập dữ liệu huấn luyện D, ta tạo dữ liệu ngẫu nhiên (mẫu bootstrap)
* Bước 2: Sử dụng các tập con dữ liệu lấy mẫu ngẫu nhiên *D1, D2, ..., Dk* xây dựng nên các cây *T1, T2, ..., Tk*.
* Bước 3: Kết hợp các cây: sử dụng chiến lược bình chọn theo số đông với bài toán phân loại hoặc lấy trung bình các giá trị dự đoán từ các cây với bài toán hồi quy.
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Hình 2.3 Minh họa rừng ngẫu nhiên

### Rừng ngẫu nhiên hồi quy

Rừng ngẫu nhiên hồi quy (RF) gồm tập hợp các cây hồi quy đã trình bày ở mục[***2.2***](#_Cây_hồi_quy)***.*** Từ tập dữ liệu đầu vào ℒ, RF dùng kỹ thuật lấy mẫu bootstrap có hoàn lại tạo ra nhiều tập dữ liệu khác nhau. Trên mỗi tập dữ liệu con này, lấy ngẫu nhiên một lượng cố định thuộc tính thường gọi là mtry (max\_feature) để xây dựng cây. Mỗi cây hồi quy được xây dựng không cắt nhánh với chiều cao tối đa. Việc lấy hai lần ngẫu nhiên cả mẫu và thuộc tính đã tạo ra các tập dữ liệu con khác nhau giúp RF giảm độ dao động (variance) của mô hình học.

#### Dự đoán bằng rừng ngẫu nhiên hồi quy

Việc xây dựng rừng ngẫu nhiên hồi quy và dự đoán mẫu mới được mô tả như sau. Đặt Θ = {*θk*}1K là tập gồm K các vectơ tham số ngẫu nhiên cho rừng được sinh ra từ ℒ, trong đó *θk* là một vectơ tham số ngẫu nhiên để xác định độ lớn của cây thứ k trong rừng (k = 1... K). Gọi ℒk là tập dữ liệu thứ k sinh ra từ ℒ dùng kỹ thuật bootstrap, trong mỗi cây hồi quy Tk từ ℒk, ta tính trọng số dương *wi* (*xi*, *θk*) cho từng mẫu *xi* ∈ ℒ. Đặt *l* (*x, θk*, t) là nút lá t trong cây *Tk*. Mẫu *xi* ∈ *l* (*x, θk*, t) được gán cùng một trọng số *wi* (*xi*, *θk*) = 1/*N(t),* trong đó *N(t)* là các mẫu trong *l* (*x, θk*, t). Trong trường hợp này, tất cả các mẫu trong ℒk được gán trọng số dương và các mẫu không trong ℒk được gán bằng 0.

Với một cây hồi quy *Tk*, khi có giá trị thử nghiệm *X=x* thì giá trị dự đoán *Ŷk* tương ứng:

Trọng số *wi* (*x*) được tính bởi rừng ngẫu nhiên là giá trị trung bình của các trọng số dự đoán của tất cả các cây trong rừng. Công thức tính như sau:

Cuối cùng, giá trị dự đoán của rừng ngẫu nhiên hồi quy được cho bởi:

#### Độ đo sự quan trọng thuộc tính

Khi cây hồi quy phân chia tập dữ liệu đầu vào thành các vùng không giao nhau (theo hàng), giá trị dự đoán là giá trị trung bình được gán vào các vùng tương ứng (lá của cây).

Với mô hình rừng ngẫu nhiên, độ đo sự quan trọng của thuộc tính X được tính bằng cách lấy giá trị trung bình của tất cả các độ đo của các cây hồi quy độc lập. Có một điểm lợi trong việc tính độ đo sự quan trọng của thuộc tính dùng mô hình rừng ngẫu nhiên là độ đo của các biến có tương tác lẫn nhau đều được xem xét một cách tự động, điều này khác hẳn với những phương pháp tính tương quan tuyến tính như Kendall, Pearson. Độ đo sự quan trọng của thuộc tính X còn được tính theo cách khác là dùng phương pháp lặp hoán vị cho kết quả chính xác hơn, tuy nhiên thời gian tính toán lâu hơn do chạy nhiều lần rừng ngẫu nhiên trong tập dữ liệu mở rộng cỡ 2M chứa các biến giả.

Gọi *ISK*(*Xj*), *ISXj* lần lượt là độ đo sự quan trọng của thuộc tính *Xj* trong một cây hồi quy Tk (k=1, …, K) và trong một rừng ngẫu nhiên. Từ công thức (12) ta tính độ đo sự quan trọng *Xj* từ cây hồi quy độc lập như sau:

và từ rừng ngẫu nhiên là:

## Lỗi của mô hình

* Lỗi huấn luyện (training error): là lỗi của mô hình được tính toán trên tập huấn luyện.
* Lỗi kiểm định (validation error): là lỗi của mô hình được tính toán trên tập kiểm định (tập dữ dùng để đo lỗi của mô hình trong quá trình học nhưng không tham gia vào quá trình tính toán trọng số để học của mô hình).
* Lỗi kiểm thử (test error): là lỗi của mô hình được tính toán trên tập kiểm thử (tập dữ liệu đánh giá mô hình sau khi đã hoàn thành quá trình học).
* Lỗi khái quát (generalization error): là lỗi kỳ vọng của mô hình khi áp dụng trên một luồng vô hạn dữ liệu mới được lấy từ cùng một phân phối với các mẫu ban đầu.

## Phương pháp đánh giá độ chính xác của mô hình hồi quy

 Đánh giá độ chính xác của mô hình là một phần thiết yếu của quá trình tạo mô hình học máy để mô tả mô hình hoạt động tốt như thế nào trong các dự đoán của nó. Để đánh giá tính hiệu quả của mô hình, chúng tôi dùng các phương pháp sau: căn bình phương sai số (Root mean square error - RMSE), sai số tuyệt đối trung bình (mean absolute error - MAE) và hệ số xác định bội (coefficient of determination - R2). Trong đó:

* MAE thể hiện sự khác biệt giữa giá trị gốc và giá trị dự đoán được trích xuất bằng cách lấy trung bình chênh lệch tuyệt đối trên tập dữ liệu.
* MSE đại diện cho sự khác biệt giữa giá trị gốc và giá trị dự đoán được trích xuất bằng bình phương sự khác biệt trung bình trên tập dữ liệu.
* RMSE là tỷ lệ lỗi tính theo căn bậc hai của MSE.
* R2đại diện cho hệ số về mức độ phù hợp của các giá trị so với các giá trị ban đầu. Giá trị từ 0 đến 1 được hiểu là tỷ lệ phần trăm. Giá trị càng cao thì mô hình càng tốt.

Các chỉ số trên được diễn đạt thành các công thức:

Trong đó : Yi, và chỉ giá trị thực, giá trị dự đoán và giá trị trung bình của mẫu thứ i tương ứng. Mô hình hồi quy cho kết quả tốt là mô hình đạt được sai số RMSE và MAE nhỏ. Giá trị R2 càng cao cho thấy mô hình sử dụng để phân tích có khả năng giải thích càng tốt các khác biệt về mực nước. Giá trị MAE, RMSE càng thấp thì khả năng dự báo của mô hình càng cao.

# ỨNG DỤNG PHƯƠNG PHÁP VÀ XÂY DỰNG MÔ HÌNH

## Dữ liệu phục vụ xây dựng mô hình

### Mô tả dữ liệu

Dữ liệu được dùng để xây dựng mô hình dự đoán mực nước tại trạm Thakhek được thu thập là bộ dữ liệu mùa lũ các năm từ gồm 1071 bản ghi.

Dữ liệu đầu vào L trong đó N là cỡ mẫu đo đạc được. Trong bài này mối quan hệ đầu vào – ra trong mô hình phi tuyền RF như sau:

HThakhek(t+5) = f{Htk(t), Htk(t-1), Htk(t-2), Hnk(t), Hnk(t-1), Hnk(t-2), Rainfall\_w3(t), Rainfall\_w5(t), Rainfall\_w7(t)}.

Biến đầu ra H(t+5) là mực nước dự báo cho 5 ngày tới tại trạm Thakhek. Htk(t), Htk(t-1) và Htk(t-2) lần lượt là mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Thakhek. Hnk(t), Hnk(t-1) và Hnk(t-2) lần lượt là mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Nông Khai, đây là trạm đo ở phía trên của Thakhek, cách Thakhek 300 km về phía thượng nguồn sông Mekong. Rainfall\_w3, Rainfall\_w5 và Rainfall\_w7 lần lượt là lượng mưa trung bình trên lưu vực gia nhập khu giữa Nông Khai và Thakhek cho các thời đoạn 3, 5 và 7 ngày gần đây nhất.
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Hình 3.1 Một phần bản ghi của dữ liệu

### Tiền xử lý dữ liệu

#### Chuẩn hóa dữ liệu đầu vào

Bộ dữ liệu trên qua kiểm tra cho thấy không có dữ liệu bị missing. Missing values hay còn gọi là những giá trị bị thiếu, không được điền hoặc không được cập nhật vào bộ dữ liệu.
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#### Chuyển dữ liệu từ Time Series sang Supervised Learning
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Hàm series\_to\_supervised (): nhận chuỗi thời gian đơn biến hoặc đa biến và đóng khung nó dưới dạng tập dữ liệu học tập có giám sát.

Hàm nhận bốn đối số:

+Dữ liệu: chuỗi quan sát dưới dạng danh sách hoặc mảng 2D NumPy.

+ n\_in: Số lần quan sát độ trễ dưới dạng đầu vào (X). Gía trị có thể nằm trong khoảng [1 … len (dữ liệu)]. Tùy chọn mặc định là 1.

+ n\_out: Số lượng quan sát dưới dạng đầu ra (y). Gía trị nó có thể nằm trong khoảng [0 ...len (data-1)]. Và không bắt buộc mặc định là 1.

+ dropnan: Boolean có thả các hàng có giá trị NaN hay không không bắt buộc mặc định là True.

Hàm trả về một giá trị duy nhất:

+ return: Pandas DataFrame của loạt series được đóng khung để học có giám sát.
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Hình 3.2 Chuyển bộ dữ liệu từ Time Series sang Supervised Learning

Tập dữ liệu này gồm 9 biến đầu vào và 1 biến đầu ra. Sau quá trình tiền xử lý, tổng số bản ghi là 1071. Dữ liệu huấn luyện được lấy từ năm 1994-1997 gồm 612 bản ghi. Dữ liệu kiểm thử lấy từ năm 1998-2000 gồm 459 bản ghi được dùng để đánh giá hiệu quả của mô hình hồi quy phi tuyến RF.

## Các công cụ xây dựng mô hình RF

### Ngôn ngữ lập trình Python và thư viện

#### Giới thiệu Python

**Python** là một [ngôn ngữ lập trình](https://vi.wikipedia.org/wiki/Ng%C3%B4n_ng%E1%BB%AF_l%E1%BA%ADp_tr%C3%ACnh) bậc cao cho các mục đích lập trình đa năng, do [Guido van Rossum](https://vi.wikipedia.org/w/index.php?title=Guido_van_Rossum&action=edit&redlink=1) tạo ra và lần đầu ra mắt vào năm 1991. Python được thiết kế với ưu điểm mạnh là dễ đọc, dễ học và dễ nhớ. Python là ngôn ngữ có hình thức rất sáng sủa, cấu trúc rõ ràng, thuận tiện cho người mới học lập trình và là ngôn ngữ lập trình dễ học; được dùng rộng rãi trong phát triển [trí tuệ nhân tạo](https://vi.wikipedia.org/wiki/Tr%C3%AD_tu%E1%BB%87_nh%C3%A2n_t%E1%BA%A1o). Cấu trúc của Python còn cho phép người sử dụng viết mã lệnh với số lần gõ phím tối thiểu. Vào tháng 7 năm 2018, van Rossum đã từ chức lãnh đạo trong cộng đồng ngôn ngữ Python sau 30 năm làm việc.

Python hoàn toàn [tạo kiểu động](https://vi.wikipedia.org/w/index.php?title=T%E1%BA%A1o_ki%E1%BB%83u_%C4%91%E1%BB%99ng&action=edit&redlink=1) và dùng cơ chế [cấp phát bộ nhớ tự động](https://vi.wikipedia.org/wiki/Qu%E1%BA%A3n_l%C3%BD_b%E1%BB%99_nh%E1%BB%9B); do vậy nó tương tự như [Perl](https://vi.wikipedia.org/wiki/Perl), [Ruby](https://vi.wikipedia.org/wiki/Ruby_(ng%C3%B4n_ng%E1%BB%AF_l%E1%BA%ADp_tr%C3%ACnh)), [Scheme](https://vi.wikipedia.org/wiki/Scheme), [Smalltalk](https://vi.wikipedia.org/wiki/Smalltalk), và [Tcl](https://vi.wikipedia.org/wiki/Tcl). Python được phát triển trong một dự án mã mở, do tổ chức phi lợi nhuận Python Software Foundation quản lý.

**Python là ngôn ngữ lập trình hướng đối tượng đơn giản, dễ học, mạnh mẽ, cấp cao.** Python có cấu trúc cú pháp ít hơn các ngôn ngữ khác.

* **Python được thông dịch**: Python được trình thông dịch xử lý trong thời gian chạy. Bạn không cần phải biên dịch chương trình của mình trước khi thực hiện nó. Nó tương tự với PERL và PHP.
* **Python là tương tác (Interactive)**: Tại một dấu nhắc Python (command line) bạn có thể tương tác trực tiếp với trình thông dịch để viết chương trình Python.
* **Python là hướng đối tượng**: Python hỗ trợ kỹ thuật lập trình hướng đối tượng hoặc kỹ thuật lập trình đóng gói mã trong các đối tượng.
* **Python là ngôn ngữ của người mới bắt đầu**: Python là ngôn ngữ tuyệt vời cho các lập trình viên mới bắt đầu và hỗ trợ phát triển một loạt các ứng dụng từ xử lý văn bản đơn giản, lập trình web, cho đến lập trình game.

#### Các thư viện sử dụng

Ngôn ngữ sử dụng là Python. Phiên bản 3.8.0
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Tải python tại: <https://www.python.org/downloads/> chọn phiên bản cần cài đặt.

Ngôn ngữ python có hệ thống các gói rất phong phú, hỗ trợ nhiều lĩnh vực khác nhau, từ xây dựng ứng dụng, xử lý web, xử lý ảnh, xử lý text…

Sử dụng pip để tải các gói mới về từ internet.

Một số gói dành cho lập trình thông thường:

* Os: Xử lý file và tương tác với hệ điều hành.
* Networkx và igraph: làm việc với dữ liệu đồ thị, có thể làm việc với dữ liệu rất lớn (đồ thị hàng triệu đỉnh).
* Regular expressions: tìm kiếm mẫu trong dữ liệu text
* BeautifulSoup: trích xuất dữ liệu từ file HTML hoặc từ website
* NumPy (Numerical Python): là gói chuyên về xử lý dữ liệu số (nhiều chiều), gói cũng chứa các hàm số tuyến tính cơ bản, biến đổi fourier, sinh số ngẫu nhiên nâng cao, …
* SciPy (Scientific Python): dựa trên NumPy, cung cấp các công cụ mạnh cho khoa học và kỹ nghệ, chẳng hạn như biến đổi fourier rời rạc, đại số tuyến tính, tối ưu hóa và ma trận thưa.
* Matplotlib: chuyên sử dụng để vẽ biểu đồ, hỗ trợ rất nhiều loại biểu đồ khác nhau
* Pandas: chuyên sử dụng cho quản lý và tương tác với dữ liệu có cấu trúc, được sử dụng rộng rãi trong việc thu thập và tiền xử lý dữ liệu
* Sciket Learn: chuyên về học máy, dựa trên NumPy, SciPy và matplotlib, thư viện này có sẵn nhiều công cụ hiệu quả cho việc học máy và thiết lập mô hình thống kê chẳng hạn như các thuật toán phân lớp, hồi quy, phân cụm, giảm chiều dữ liệu.
* Statsmodels: cho phép người sử dụng khám phá dữ liệu, ước lượng mô hình thống kê và kiểm định
* Seaborn: dự trên matplotlib, cung cấp các công cụ diễn thị (visualization) dữ liệu thống kê đẹp và hiệu quả, mục tiêu của gói là sử dụng việc diễn thị như là trọng tâm của khám phá và hiểu dữ liệu
* Bokeh: để tạo ra các ô tương tác, biểu đồ tổng quan trên nền web, rất hiệu quả khi tương tác với dữ liệu lớn và trực tuyến
* Blaze: gói dựa trên NumPy và Pandas hướng đến dữ liệu phân tán hoặc truyền phát, là công cụ mạnh mẽ tạo diễn thị về dữ liệu cực lớn
* Scrapy: chuyên về thu thập thông tin trên web, rất phù hợp với việc lấy các dữ liệu theo mẫu
* SymPy: tính toán chuyên ngành dùng cho số học, đại số, toán rời rạc và vật lí lượng tử
* Theano: gói chuyên dùng tính toán hiệu quả các mảng nhiều chiều, sử dụng rộng rãi trong học máy
* TensorFlow: gói chuyên dùng cho học máy của Google, đặc biệt là các mạng thần kinh nhân tạo
* Keras: thư viện cấp cao chuyên về học máy, sử dụng Theano, TensorFlow hoặc CNTK làm phụ trợ.

##### Thư viện Numpy

NumPy là thư viện bổ sung của python, do không có sẵn ta phải cài đặt:
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* Một số hệ thống python đã có sẵn numpy thì có thể bỏ qua bước này
* Để kiểm tra xem hệ thống đã cài numpy hay chưa là thử import gói xem có bị lỗi hay không: import numpy as np

Đặc điểm của Numpy:

* Kiểu dữ liệu phần tử con trong mảng phải giống nhau
* Mảng có thể có một hoặc nhiều chiều
* Các chiều được đánh thứ tự từ 0 trở đi
* Số chiều gọi là hạng (rank)
* Có đến 24 kiểu số khác nhau
* Kiểu ndarray là lớp chính xử lý dữ liệu mảng nhiều chiều
* Rất nhiều hàm và phương thức xử lí ma trận

##### Thư viện Matplotlib

“Matplotlib” là thư viện chuyên về vẽ biểu đồ, mở rộng từ numpy.

Có mục tiêu đơn giản hóa tối đa công việc vẽ biểu đồ để “chỉ cần vài dòng lệnh”

Hỗ trợ rất nhiều loại biểu đồ, đặc biệt là các loại được sử dụng trong nghiên cứu hoặc kinh tế như biểu đồ dòng, đường, tần suất (histograms), phổ, tương quan, errorcharts, scatterplots, …

Cấu trúc của matplotlib gồm nhiều phần, phục vụ cho các mục đích sử dụng khác nhau. Ngoài các API liên quan đến vẽ biểu đồ, matplotlib còn bao gồm một số interface: Object-Oriented API, The Scripting Interface (pyplot), The MATLAB Interface (pylab).

Các interface này giúp chúng ta thuận tiện trong việc thiết lập chỉ số trước khi thực hiện vẽ biểu đồ. Interface pylab hiện đã không còn được phát triển. Sử dụng Object-Oriented API hoặc trực tiếp các API của matplotlib sẽ cho phép can thiệp sâu hơn vào việc vẽ biểu đồ (hầu hết project sẽ không có nhu cầu này).
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##### Thư viện pandas

Để cài đặt thư viện ta gõ câu lệnh:
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Tên “pandas” là dạng số nhiều của “panel data”

Đặc điểm nổi bật của pandas:

* Đọc dữ liệu từ nhiều định dạng
* Liên kết dữ liệu và tích hợp xử lý dữ liệu bị thiếu
* Xoay và chuyển đổi chiều của dữ liệu dễ dàng
* Tách, đánh chỉ mục và chia nhỏ các tập dữ liệu lớn dựa trên nhãn
* Có thể nhóm dữ liệu cho các mục đích hợp nhất và chuyển đổi
* Lọc dữ liệu và thực hiện query trên dữ liệu
* Xử lý dữ liệu chuỗi thời gian và lấy mẫu

##### Thư viện scikit-learn

Scikit-learn xuất phát là một dự án trong một cuộc thi lập trình của Google vào năm 2007, người khởi xướng dự án là David Cournapeau.

Sau đó nhiều viện nghiên cứu và các nhóm ra nhập, đến năm 2010 mới có bản đầu tiên (v0.1 beta).

Scikit-learn cung cấp gần như tất cả các loại thuật toán học máy cơ bản (khoảng vài chục) và vài trăm biến thể của chúng, cùng với đó là các kĩ thuật xử lý dữ liệu đã được chuẩn hóa.

Để cài đặt ta gõ câu lệnh:
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### Xây dựng web sử django

Sử dụng Framework Django đề lập trình đẩy mô hình học máy lên website.

#### Giới thiệu Django

**Django**là một **framework** bậc cao của Python có thể thúc đẩy việc phát triển phần mềm thần tốc và clean, thiết kế thực dụng. Được xây dựng bởi nhiều lập trình viên kinh nghiệm, Django tập trung lớn những vấn đề phát triển Web, bạn có thể phát triển trang web của bạn mà không cần xây dựng từ những căn bản. Đặc biệt nó **free**và **open source**.

Lịch sử của Django:

* **2003** - Bắt đầu bởi Adrian Holovaty và Simon Willison như một dự án nội bộ tại tờ báo Lawrence Journal-World.
* **2005** - Phát hành tháng 7 năm 2005 và đặt tên là Django, theo tên nghệ sĩ guitar jazz Django Reinhardt.
* **2005** - Đủ trưởng thành để xử lý một số trang web có lưu lượng truy cập cao.
* **Hiện tại** - Django hiện là một dự án mã nguồn mở với những người đóng góp trên khắp thế giới.

#### Những lợi thế của django

* **Hoàn thiện**: Django phát triển theo tư tưởng "Batteries included" (có thể hiểu ý nghĩa là tích hợp toàn bộ, chỉ cần gọi ra mà dùng). Nó cung cấp mọi thứ cho developer không cần phải nghĩ phải dùng cái ngoài. Chúng ta chỉ cần tập trung vào sản phẩm, tất cả đều hoạt động liền mạch với nhau.
* **Đa năng**: Django có thể được dùng để xây dựng hầu hết các loại website, từ hệ thống quản lý nội dung, cho đến các trang mạng xã hội hay web tin tức. Nó có thể làm việc với framework client-side, và chuyển nội dung hầu hết các loại format(HTML, RESS, JSON, XML, ...)
* **Bảo mật**: Django giúp các developer trang các lỗi bảo mật thông thường bằng cách cung cấp framework rằng có những kĩ thuật "phải làm như vậy" để bảo vệ website. Ví dụ: Django cung cấp bảo mật quản lý tên tài khoản và mật khẩu, tránh các lỗi cơ bản như để thông tin session lên cookie, mã hóa mật khẩu thay vì lưu thẳng.
* **Dễ Scale**: Django sử dụng kiến trúc [shared-nothing](https://www.howkteam.vn/redirect?Id=SDf1weZWe72xWllgybxU0So0lwQ5dDuM98%2bZWBcd5hQaIw80M%2b5bEuZHRjdRdnNDEJ%2brEMMWxL7VyCKgO1b%2bbw%3d%3d)dựa vào **component**(mỗi phần của kiến trúc sẽ độc lập với nhau, và có thể thay thế hoặc sửa đổi nếu cần thiết). Có sự chia tách rõ ràng giữa các phần nghĩa là nó có thể scale cho việc gia tăng traffic bằng cách thêm phần cứng ở mỗi cấp độ: caching, servers, database servers, hoặc application servers. Nhiều web về kinh doanh đã thành công khi Django được scale đáp ứng yêu cầu của họ
* **Dễ maintain**: code django được viết theo nguyên tắc thiết kế và pattern có thể khuyến khích ý tưởng bảo trì và tái sử dụng code. Trên thực tế, nó sự theo khái niệm Don't Repeat Yourself làm cho không có sự lặp lại không cần thiết, giảm một lượng code.
* **Tính linh động**: Django được viết bằng Python, nó có thể **chạy đa nền tảng.** Nó có nghĩa rằng bạn không ràng buộc một **platform server**cụ thể. Django được hỗ trợ tốt ở nhiều nhà cung cấp hosting, họ sẽ cung cấp hạ tầng và tài liệu cụ thể cho hosting web Django.

#### Cài đặt django

Thực hiện install Django thông qua trình quản lý package pip:
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Việc cài đặt có thể kéo dài trong một vài phút, tùy thuộc vào đường truyền mạng của chúng ta.

Sau khi thực hiện cài đặt xong, chúng ta kiểm tra lại xem việc cài đặt đã thành công chưa bằng câu lệnh:
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#### Khởi tạo website với django

Bây giờ sẽ cài đặt website. Sau khi cài đặt xong django, chúng ta sẽ có một công cụ sử dụng trên command-line có tên là django-admin, công cụ này cho phép chúng ta thực hiện việc khởi tạo các website, application, migrate, shell, dbshell, ...

Để tạo ra một project, chúng ta dùng command:
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Chúng ta sẽ có một thư mục my\_url bên trong chứa cấu trúc như bên dưới:
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Folder my\_url/ ở bên ngoài là một thư mục chứa toàn bộ project của chúng ta. Tên của nó không quan trọng, Django framework không quản lý cái tên này, chúng ta có thể đổi tên nó thành các tên khác nhau nếu muốn.

manage.py: Django's command-line utility for administrative tasks. Nơi thực thi/truyền tải vào django-core các lệnh CLI từ django-admin.

Thư mục my\_url bên trong là thư mục chứa các module cần thiết để định nghĩa cho dự án của bạn.

my\_url/\_\_init\_\_.py: Là file trống để quy định my\_url là một package.

my\_url/settings.py: Chứa các cài đặt/cấu hình của một dự án Django.

my\_url/urls.py: Nơi khai báo các Path-URL chính của dự án Django.

my\_url/asgi.py: File cấu hình lưu trữ các thông tin dùng để thực hiện deloy lên website.

my\_url/wsgi.py: File cấu hình lưu trữ các thông tin dùng để thực hiện deploy lên webserver.

Với khung thông tin hiện tại, chúng ta đã có thể thực hiện start website của mình lên để kiểm tra. Câu lệnh khởi động là:
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Đến đây là chúng ta đã khởi tạo một website đang chạy trên localhost và cổng 8000.  
Chúng ta sẽ thực hiện truy cập vào địa chỉ URL phía trên (http://127.0.0.1:8000) và xem kết quả hiện ra.
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Để thực hiện tắt ứng dụng, chúng ta thực hiện gõ CTRL - BREAK trên màn hình đen terminal.  
Để ý thấy giá trị 8000 là giá trị mặc định của server port khi thực hiện khởi tạo webserver, giá trị này có thể thay đổi được bằng cách khi khởi động webserver, thêm giá trị port vào phía sau:
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## Ứng dụng dữ liệu và công cụ vào để xây dựng mô hình và web

### Xây dựng mô hình học máy

#### Import các thư viện sử dụng

from numpy import asarray

from pandas import read\_excel

from pandas import DataFrame

from pandas import concat

from math import sqrt

from sklearn.metrics import mean\_absolute\_error

from sklearn.metrics import mean\_squared\_error #RMSE

from sklearn.metrics import r2\_score #R-squared (R^2)
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#### Đọc dữ liệu và kiểm tra những dữ liệu bị missing

Dữ liệu đầu vào là một file excel có tên Thakek-Mekong.xlsx. Sau đó ta kiểm tra xem bộ dữ liệu có chỗ nào bị missing không, và đưa ra tổng số dữ liệu nếu bị missing.
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Sau khi kiểm tra bộ dữ liệu kết quả thu được là không có dữ liệu bị missing.
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#### Chuyển đổi dữ liệu từ Timeseries sang Supervised Learing

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg
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# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

e=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg
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n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:
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else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

#### Chia bộ dữ liệu thành train/test

Hàm này được dùng để chia bộ dữ liệu thành 2 phần là train và test
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#### Trainning model RF và sử dụng mô hình đưa ra dự đoán

Hàm này để xây dựng mô hình RF để đưa ra dự đoán đối với dữ liệu đầu vào là dữ liệu test. Model RF được xây dựng với số lượng cây nhị phân hồi quy trong RF được đặt mặc định là 1000 cây, số lượng biến chọn ngẫu nhiên để tách nút trong cây hồi quy max\_features =3

def random\_forest\_forecast(train, testX):

# transform list into array

train = asarray(train)

# split into input and output columns

trainX, trainy = train[:, :-1], train[:, -1]

# fit model

model = RandomForestRegressor(n\_estimators=1000, max\_features=3)

model.fit(trainX, trainy)

# make a one-step prediction

yhat = model.predict([testX])

return yhat[0]
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#### Sử dụng các hàm trên

Đọc bộ dữ liệu và gọi hàm chuyển đổi dữ liệu từ chuỗi thời gian sang học có giám sát.
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### Deploy mô hình học máy lên web sử dụng django

Sau khi đã xây dựng được mô hình ở phần [*3.1.1*](#_Xây_dựng_mô) chúng ta save weights mô hình bằng joblib. Được đặt tên là finalized\_model.sav
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Sau đó tạo app có tên là ThakLek
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Ta vào thư mục settings.py, mở file **settings.py. Ở phần khai báo INSTALLED\_APPS** ta ghi thêm tên app vào trong.
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Trong thư mục vừa tạo ta cần quan tâm chủ yếu tới 2 file là views.py và urls.py

* views.py: Thực hiện chức năng như là 1 Controller trong MVC, nhận các yêu cầu, xử lý yêu cầu lấy data từ database sau đó trả về view (HTML, CSS, JS).
* url.py: Là file chứa các đường dẫn được chỉ định.

Chúng ta tạo thêm một thư mục đặt tên là templates là nơi chứa code giao hiện HMTL
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* home.html: nơi chứa trang giao diện chính
* base.html: nơi chứa navigation của trang web
* result.html: giao diện khi kết quả được trả về sau khi nhập dữ liệu cần dữ đoán vào ô input
* result1.html: giao diện kết quả trả về đã được dự đoán khi chúng ta tải một file excel là dữ liệu đầu vào.

#### Xử lý đưa ra kết quả dự đoán khi người dùng nhập dữ liệu vào ô input
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Đầu tiên chúng ta sẽ xây dựng giao diện để người dùng nhập dữ liệu vào ô input là dữ liệu đầu vào để mô hình đưa ra dự đoán mực nước tại trạm ThahLek. Trong file home.html. Sử dụng một form để có thể lấy được dữ liệu từ ô input khi người dùng ấn submit.
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sumation=cls.predict([lis])
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Demo kết quả thu được từ việc xử lý dữ liệu khi người dùng nhập dữ liệu từ ô input
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Sau đó ấn nút Prediction. Kết quả thu được
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#### Xử lý đưa ra kết quả dự đoán khi người dùng tải lên file excel

![](data:image/png;base64,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)

Code giao diện cho phần xử lý khi người dùng muốn dự đoán bằng việc tải file excel được để trong “fileupload.html”.
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Khi được chuyển đến đường dẫn [*http://127.0.0.1:8000/result/*](http://127.0.0.1:8000/result/)thì thực chất bên dưới nó là quá trình xử lý của file views.py và trả về kết quả hiển thị trên web có đường dẫn /result.

Bên trong file “views.py” quá trình đọc file excel và để đưa ra dự đoán từ dữ liệu đầu vào là file excel được thực hiện như sau:
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Demo kết quả thu được.
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Khi người dùng ấn Prediction. Kết quả dự đoán mực nước tại trạm ThahLek thu được được hiển thị là cột cuối ở bảng bên dưới
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# KẾT QUẢ ỨNG DỤNG MÔ HÌNH

## Qúa trình huấn luyện mô hình

### Các thông số huấn luyện

Dưới đây là các thông số được khai báo trước khi đưa vào chương trình python để huấn luyện mô hình. Các thông số này đã được điều chỉnh để tối ưu với bài toán dự báo mực nước.

Bảng 4. Các thông số huấn luyện

|  |  |  |
| --- | --- | --- |
| **Tên tham số** | **Giá trị** | **Mô tả** |
| K |  | Số lượng cây nhị phân hồi quy |
| Max\_feature |  | Số lượng biến chọn ngẫu nhiên để tách nút trong cây hồi quy |

### Môi trường huấn luyện

Môi trường được sử dụng để huấn luyện mô hình RF là Windows 10, ngôn ngữ Python 3.9.1 và trình biên tập lập trình VS Code 1.63.

### Đánh giá mô hình

Các đại lượng được sử dụng để huấn luyện, kiểm định và kiểm tra mô hình là:

* Độ chính xác:

### Quá trình huấn luyện

Dưới đây là đồ thị quá trình huấn luyện của mô hình RF gồm đường mực nước dự báo và thực đo tại trạm ThahLek.
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Hình 4. Đường quá trình dự báo mực nước và thực đo tại trạm ThahLek

## Kết quả ứng dụng mô hình

### Kết quả huấn luyện

Mô hình mất khoảng 15 phút để chuẩn hóa và học dữ liệu. Với độ chính xác các chỉ số thu được như sau: MAE =0.484, RMSE =0.649, R2=0.925. Ta có giá trị R2 thu được khá cao gần so với 1. Ngoài ra theo khuyến nghị của Ủy ban sông Mê-Kông [6], giá trị MAE chấp nhận được cho dự báo trước 5 ngày tại vị trí Thakhek là nhỏ hơn 0.75 mét. Từ giá trị MAE thu được < 0.75. Vì vậy cho thấy mô hình RF hoạt động tốt và cho ra kết quả có độ chính xác tương đối cao.
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Hình 4. 2 Độ chính xác mô hình

### Kết quả deploy mô hình nên web

Mô hình sau khi được dùng để triển khai trên web có thể đưa ra dự đoán mực nước tại trạm ThahLek cho người dùng theo 2 cách.

* Khi người dùng nhập dữ liệu đầu vào từ ô input
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Hình 4.3 Giao diện web dùng dự đoán khi người dùng nhập dữ liệu và giao diện kết quả dự đoán

* Khi người dùng tải lên một file excel đã có dữ liệu gồm mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Thakhek. Hnk(t), Hnk(t-1) và Hnk(t-2) lần lượt là mực nước đo được trong ngày hiện tại và hai ngày trước tại trạm Nông Khai. Rainfall\_w3, Rainfall\_w5 và Rainfall\_w7 lần lượt là lượng mưa trung bình trên lưu vực gia nhập khu giữa Nông Khai và Thakhek cho các thời đoạn 3, 5 và 7 ngày gần đây nhất.
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Hình 4. 4 Giao diện web dùng dự đoán khi người dùng tải file dữ liệu và kết quả dự đoán trên web

## Kết luận & kiến nghị

Mô hình dự báo rừng ngẫu nhiên (RF) được đề xuất trong nghiên cứu này nhằm dự báo mực nước tại trạm ThahLek trên sông MeKong và dựa trên phương pháp đánh giá R2, RMSE và MAE. Kết quả thực nghiệm cho thấy mô hình rừng ngẫu nhiên cho kết quả dự đoán với độ chính xác cao. Trong tương lai, chúng tôi sẽ áp dụng kết quả nghiên cứu mở rộng, áp dụng cùng với các mô hình học máy khác để tìm ra mô hình tối ưu cùng kết quả mong muốn có độ chính xác tương đối cao.
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PHỤ LỤC

Các dòng lệnh chính của ngôn ngữ lập trình Python được sử dụng khi tiến hành thực nghiệm.

from numpy import asarray

from pandas import read\_excel

from pandas import DataFrame

from pandas import concat

from math import sqrt

from sklearn.metrics import mean\_absolute\_error

from sklearn.metrics import mean\_squared\_error #RMSE

from sklearn.metrics import r2\_score #R-squared (R^2)

from sklearn.ensemble import RandomForestRegressor

from matplotlib import pyplot

# load the dataset

series = read\_excel('Thakek-Mekong.xlsx',engine='openpyxl')

series.head()

#data process

series.isnull()

series.isnull().sum()

# convert series to supervised learning

def series\_to\_supervised(data, n\_in=1, n\_out=1, dropnan=True):

n\_vars = 1 if type(data) is list else data.shape[1]

df = DataFrame(data)

cols, names = list(), list()

# input sequence (t-n, ... t-1)

for i in range(n\_in, 0, -1):

cols.append(df.shift(i))

names += [('var%d(t-%d)' % (j+1, i)) for j in range(n\_vars)]

# forecast sequence (t, t+1, ... t+n)

for i in range(0, n\_out):

cols.append(df.shift(-i))

if i == 0:

names += [('var%d(t)' % (j+1)) for j in range(n\_vars)]

else:

names += [('var%d(t+%d)' % (j+1, i)) for j in range(n\_vars)]

# put it all together

agg = concat(cols, axis=1)

agg.columns = names

# drop rows with NaN values

if dropnan:

agg.dropna(inplace=True)

return agg

# split a univariate dataset into train/test sets

def train\_test\_split(data, n\_test):

return data[:-n\_test, :], data[-n\_test:, :]

# fit an random forest model and make a one step prediction

def random\_forest\_forecast(train, testX):

# transform list into array

train = asarray(train)

# split into input and output columns

trainX, trainy = train[:, :-1], train[:, -1]

# fit model

model = RandomForestRegressor(n\_estimators=1000, max\_features=3)

# random\_state=0, n\_estimators=200, max\_depth=None, max\_features=1, min\_samples\_leaf=1, min\_samples\_split=2, bootstrap=False

model.fit(trainX, trainy)

# make a one-step prediction

yhat = model.predict([testX])

return yhat[0]

# walk-forward validation for univariate data

def walk\_forward\_validation(data, n\_test):

predictions = list()

# split dataset

train, test = train\_test\_split(data, n\_test)

# seed history with training dataset

history = [x for x in train]

# step over each time-step in the test set

for i in range(len(test)):

# split test row into input and output columns

testX, testy = test[i, :-1], test[i, -1]

# fit model on history and make a prediction

yhat = random\_forest\_forecast(history, testX)

# store forecast in list of predictions

predictions.append(yhat)

# add actual observation to history for the next loop

history.append(test[i])

# summarize progress

print('>expected=%.1f, predicted=%.1f' % (testy, yhat))

# estimate prediction error (MAE)

error = mean\_absolute\_error(test[:, -1], predictions)

#caculator RMSE

mse=mean\_squared\_error(test[:, -1], predictions)

rmse = sqrt(mse)

#caculator R-squared (R^2)

global r2\_score

r2\_score=r2\_score(test[:, -1], predictions)

return error,rmse,r2\_score, test[:, -1], predictions

# load the dataset

series = read\_excel('Thakek-Mekong.xlsx',usecols=[1,2,3,4,5,6,7,8,9,10,11],engine='openpyxl')

series.head()

values = series.values

# transform the time series data into supervised learning

data = series\_to\_supervised(values,1,1)

data.drop(data.columns[[10,11,12,13, 14, 15, 16, 17, 18,19]], axis=1, inplace=True)

data = data.values

# evaluate

mae,rmse,r2\_score, y, yhat = walk\_forward\_validation(data,459) #int(len(data) \* 0.3)

print('MAE: %.3f' % mae)

print('Test RMSE: %.3f' % rmse)

print('Test R^2: %.3f' % r2\_score)

# plot expected vs predicted

pyplot.plot(y, label='Expected')

pyplot.plot(yhat, label='Predicted')

pyplot.legend()

pyplot.xlabel('Test Size')

pyplot.ylabel('Rainfall (mm)')

pyplot.show()